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Abstract: The need for cloud storage grows day after day due to its reliable and scalable nature.
The storage and maintenance of user data at a remote location are severe issues due to the difficulty
of ensuring data privacy and confidentiality. Some security issues within current cloud systems
are managed by a cloud third party (CTP), who may turn into an untrustworthy insider part. This
paper presents an automated Encryption/Decryption System for Cloud Data Storage (AEDS) based
on hybrid cryptography algorithms to improve data security and ensure confidentiality without
interference from CTP. Three encryption approaches are implemented to achieve high performance
and efficiency: Automated Sequential Cryptography (ASC), Automated Random Cryptography
(ARC), and Improved Automated Random Cryptography (IARC) for data blocks. In the IARC
approach, we have presented a novel encryption strategy by converting the static S-box in the AES
algorithm to a dynamic S-box. Furthermore, the algorithms RSA and Twofish are used to encrypt the
generated keys to enhance privacy issues. We have evaluated our approaches with other existing
symmetrical key algorithms such as DES, 3DES, and RC2. Although the two proposed ARC and ASC
approaches are more complicated, they take less time than DES, DES3, and RC2 in processing the
data and obtaining better performance in data throughput and confidentiality. ARC outperformed all
of the other algorithms in the comparison. The ARC’s encrypting process has saved time compared
with other algorithms, where its encryption time has been recorded as 22.58 s for a 500 MB file size,
while the DES, 3DES, and RC2 have completed the encryption process in 44.43, 135.65, and 66.91 s,
respectively, for the same file size. Nevertheless, when the file sizes increased to 2.2 GB, the ASC
proved its efficiency in completing the encryption process in less time.

Keywords: advanced encryption standard; cloud computing; cryptography; data privacy; improved
data encryption standard

1. Introduction

The benefits of cloud computing technologies such as rapid scalability, cost reduction,
and high reliability make it an attractive and widespread environment for various users [1].
Cloud computing is a flexible and elastic environment for various computing services
such as servers, storage, networks, development platforms, and applications, which can be
delivered on-demand with payment based on usage [2].

In general, cloud computing offers three main categories of service models; Infrastruc-
ture as a Service (IaaS), Platform as a Service (PaaS), and Software as a Service (SaaS). IaaS
provides the infrastructure as virtual computing machines (e.g., CPU, memory, storage, and
network) accessible by cloud users [3]. PaaS is another kind of cloud computing service
that offers a platform for users to create, run, and manage applications without going
into detail about their infrastructure construction [4]. Finally, SaaS is one of the business
services models cloud computing provides and allows users only to use the provided
applications [5]. One of the significant shortcomings in a cloud environment is the lack
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of complete control over data when saved in a cloud data center, which makes the data
sources more vulnerable to different types of threats, to name a few, unauthorized access,
unauthorized modification, and loss of data integration [4,6]. Therefore, storing data in
the cloud environment raises different security issues, such as confidentiality, availability,
and integrity [7]. Data availability is the process of making data accessible and usable on
demand for authorized users [8]. Data integrity is the process of ensuring data reliability
and accuracy, where the data should not be deleted or modified by unauthorized users [9].
Data confidentiality is another critical kind of challenge that may confront cloud environ-
ments, where the cloud service provider (CSP) must ensure authorized access to sensitive
and private data stored in the cloud.

The obvious risk appeared when the CSP resorted to using a cloud third party (CTP).
The CSP usually gives CTP several significant roles in dealing with data. To name a few, it
is responsible for data analysis, data validation, data integrity, data auditing, managing and
monitoring storage media, data outsourcing to third-parties storage, receiving responses
from CSP, and sending reports to users [10–12].

Despite these delicate functions of CTP, it may morph into a vulnerability in the cloud
environment. In more clarity, the third party is usually a human element, who could
occasionally be a non-neutral or untrusted entity that poses a malicious insider threat to
the cloud community [13]. As known, data confidentiality can be threatened in several
ways, such as vulnerability and patch management, threat-aware identity and access
management, and encryption and decryption methods [14]. Therefore, a large segment of
cloud providers has tended to protect the user’s data confidentiality away from the CTP by
encrypting the data before hosting it on the cloud resources [6,15]. Thus, the main issues
that will be handled in this paper can be summarized as follows:

• The problem of CTP as it may convert into a vulnerable point inside the cloud environment.
• The problem of simple keys in the encryption process, which can be readily broken.
• The problem of easier data breaching when using one encryption scheme.

This paper will handle the above data confidentiality issues in cloud computing
systems by developing an automated data encryption system based on a novel modified
AES algorithm to encrypt the user’s data before exporting it to the cloud storage media.
The main contributions of this proposed module are as follows:

• Curbing the CTP functions and enhancing data privacy.
• Dividing the original data into blocks with random sizes.
• Generating random encryption keys equal to the number of data blocks.
• Encrypting the random encryption keys by both RSA and Twofish algorithms.
• Saving the keys encrypted by the RSA algorithm in a private Mongo DB to be used in

the decryption process.
• Using the keys encrypted by the Twofish algorithm as keys to encrypt the original data.
• Encrypting the blocks of data by two novel approaches using AES and DES.
• Improved AES by using a dynamic S-box for each block in the ARC approach.
• Comparing the proposed approaches with other state-of-the-art encryption algorithms,

such as DES, 3DES, and RC2.

The rest of this paper is organized as follows; Section 2 discusses the related works
that handle the security concerns of cloud computing. In Section 3, the preliminaries
for the typical cryptographic algorithms used in our model are presented. The proposed
automated encryption system for data storage and its architecture are discussed in Section 4.
Section 5 presents the experiments and the comparison of statistical results. Finally, the
paper ends with conclusions and the future work in Section 6.

2. Literature Reviews

The direction of eliminating the role of the CTP or reducing the potential risks of
its existence has become the core of several recent studies that concern cloud security
issues. In [16], S. Chakraborty et al., (2018) proposed an approach to ensure the integrity of
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data stored on a remote cloud server with the assistance of a trusted third-party auditor
(TTPA). TTPA has been proposed as an expert agent in the data auditing process. TTPA’s
role is to retrieve a file tag, check its signature, and quit if it fails. In the same context,
G. F. Nadlamani and S. Shaikh (2016) [17] have presented a technique for encoding files
using the (AES and Blowfish) algorithms, also based on the third-party auditor TPA. In
this technique, the cloud provider (CP) stores a file in a database, and the user sends a
report to the TPA to test the validity of a particular file. TPA forwards this demand to
CP to produce a new hash for this specific file and transfer it to TPA. TPA compares each
hash. If both are equivalent to the user integrity test result, TPA sends the crash report to
CP. In [18], S. More and S. Chaudhari (2016) have suggested a new mechanism to protect
data integrity and confidentiality. This approach also utilizes user-based data encryption
and cloud third party (CTP) using a different technique. At first, the data owner must
allow some transactions on his data, including splitting the file into blocks, encrypting it,
creating a hash value for each block, concatenating it, producing a signature on it, and
finally uploading it to the cloud. Posteriorly, the responsibility of CTP appears in public
data auditing. The CTP tests the validity of the data by generating the hash value for
the encrypted blocks obtained by the provider and for each signature concatenated and
produced in the cloud environment. The third party eventually matches the two signatures
to test whether or not the encrypted data has been changed. This strategy has struggled
with some concerns about the CTP, and it also raises the consumer workload.

Another strategy for the stated security problems has been proposed by A. P. Singh
and S. K. Pasupuleti (2016) [19]. They have developed their approach based on two
sequential ways of data auditing. Firstly, during the dynamic system update process,
the client demands the data blocks from the cloud storage server (CSS). The CSS checks
the accuracy of the data for this block and whether the previous update was successful
or not. After that, the third party starts the public auditing process, called the “Third
Party Audit (TPA) process”. The TPA process is based on checking the probabilistic proof
of integrity provided by the CSS. The main security issue is identifying the TPA as an
employee, which may become a malicious insider even if it is a weak possibility. F. O. Catak
and A. F. Mustacoglu (2018) [20] have provided a private classification protocol using a
privacy-preserving protocol method for the extreme learning machine algorithm. The
suggested methods would use a distributed multi-party calculation (or cloud computing)
technique to encrypt the hidden layer output matrix H. This study illustrates how to create a
classification model with encrypted data that protects confidentiality. This strategy depends
on the user for encrypting their data input, generating arbitrary and vertically divided
data, and then uploading encrypted data to a cloud system. Another technique for the
third-party auditing process has been presented by R. Saxena and S. Dey (2016) [21]. They
have developed a strategy to check data validity and integrate auditing services to execute
load balancing functions and implement batch auditing by several third-party auditors.
Third-party auditing typically manages the original data during the process of public
auditing. Furthermore, B. Adokshaja and S. Saritha (2017) [22] have proposed a system
that is being developed to verify the accuracy of cloud data with the help of a third-party
auditor (TPA). The system can audit the data on a periodic or on-demand basis without
retrieving all the data or imposing additional online burdens on cloud users and servers.
The proposed system ensures that no data content is leaked to TPA during the auditing
process. The data blocks are encrypted by the data owner using the Advanced Encryption
Standard (AES) algorithm. Another direction to limit the role of the third party was
presented by K. M. Akhil et al., (2018) in [23]. They have developed a system that provides
secure data without interference from a third party. Data are sent to the cloud server to
be stored; it will be encrypted using the AES encryption technique. In this technique,
the third-party auditor is not aware of encryption and decryption inside the system. The
Advanced Encryption Standard (AES) is used for the encryption of data stored on servers.
Furthermore, P. Sivakumar et al., (2019) [24] have applied the AES algorithm for data
protection in the Heroku cloud. Releases from using AES require well-built security from
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third parties where the key used in the encryption process is the same as the decryption
process. This issue may make it easy to break into the original data and retrieve it. Another
strategy to present a security system that does not depend on a third party is proposed
by A. Orobosade et al., (2020) [25]. They have proposed a hybrid encryption method that
includes symmetrical and asymmetrically designed cryptographic systems to preserve the
privacy and safety of users in the cloud. They have proposed a privacy model based on
Advanced Encryption Standard (AES) and Elliptic Curve Cryptography (ECC). In [26], M.
Sohal and S. Sharma (2018) have presented a new symmetric-key multifold cryptography
approach based on DNA cryptography, which leverages client-side data encryption to
encrypt data before uploading it to the cloud. Another novel encryption algorithm for
improving data security on the cloud has been presented by F. Thabit et al., (2021) in [27].
They have proposed a new Lightweight Cryptographic Algorithm based on 16 bytes of a
block cipher and 16 bytes for the encryption key. This proposed algorithm is dependent on
Feistel and substitution–permutation methods to increase the encryption complexity.

From the above, we can conclude the shortcomings in the recent approaches used to
save data confidentiality in cloud environments as follows:

1- Using a single algorithm (non-hybrid methodologies) is insufficient to provide high
levels of security because, in symmetric algorithms, only one encryption key is used
to encrypt and decrypt data [28].

2- The non-automated systems that use cloud third parties must ensure that this CTP is
trustworthy and not turned into a malicious insider. This issue is challenging to be
guaranteed in actual practices.

The authors will address the data confidentiality issue from another perspective that
differs from the above studies in this paper. The proposed automatic cryptographic system
aims to curtail the role of the CTP by developing an Automated Encryption/Decryption
System for Cloud Data Storage (AEDS), which adopts a fully automated strategy for
data encryption and decryption processes. The AEDS is based on transferring all the
security operations on the data to an autonomous system, beginning with uploading the
data by the user on the cloud platform, passing through encrypting it to be ready for
storage, and ending with decrypting it when its owner asks to retrieve it. AEDS is a
hybrid cryptography framework that is implemented based on four encryption algorithms;
Twofish [29], Advance Encryption Standard (AES) [30], and Data Encryption Standard
(DES) [31] as symmetric encryption algorithms [26], and Rivest–Shamir–Adleman (RSA) as
an asymmetric encryption algorithm [32].

Table 1 summarizes the characteristics of the works mentioned above and our pro-
posed framework.
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Table 1. Comparison between the related mentioned works.

Ref. Algorithms Used Hybrid
Approach

Automated
Approach CTP

Calculate
Processing Time Lightweight

Split the Data Calculate
ThroughputEqual Size Random Size

[16] AES
√ √

[17] AES
√ √

[18] AES, RSA digital
signature and SHA-2

√ √ √

[19]

Chameleon
Authentication Tree and
Homomorphic Linear

Authenticators

√ √ √

[20] Paillier Homomorphic
Encryption

√ √

[21] Paillier Homomorphic
Cryptography

√ √ √

[22] AES
√ √

[23] AES
√

[24] AES
√

[25] AES and ECC
√ √

[26] DNA
√ √ √ √

[27] NLCA
√ √

The current
work

RSA, AES, DES,
and Twofish

√ √ √ √ √ √
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3. Materials and Methods
3.1. Twofish Algorithm

Twofish is a symmetric algorithm created by Bruce Schneier et al. [33]. It uses a
256-bit key length to encrypt a block size up to 128-bit [33]. The primary characteristic of
the Twofish method is its complicated encryption scheme, which includes pre-calculated
S-blocks that are also key-dependent. The n-bit keys are divided into two portions; half
are used as encryption keys, while the other half is utilized to change the algorithm. The
Twofish algorithm has a total of 16 rounds for any key size [34].

The design aspects of the Twofish algorithm are as follows, the input and output data
are XORed using eight sub-keys K0 to K7. Input and output whitening are the terms for
these XOR procedures. The F-function consists of five types of component operations:
fixed left rotation by 8 bits, key-dependent S-boxes, Maximum Distance Separable (MDS)
matrices, Pseudo-Hadamard Transform (PHT), and two sub-key additions modulo 232 [35].

3.2. Rivest–Shamir–Adleman (RSA) Algorithm

The RSA encryption algorithm is an asymmetric cryptography technique developed
by Ron Rivest, Adi Shamir, and Leonard Adleman in 1977 [36]. As with any asymmetric
technique, RSA uses two key pairs for encrypting and decrypting data. The data are
encrypted with a public key shared with other users, while the private key is only used to
decrypt the data and must be secret [37]. The encryption and decryption processes in the
RSA algorithm could be calculated as follows:

1. Key generation: Select two separate prime numbers, N and M.
2. Calculate the value of L, which is the product of N and M.
3. Calculate the function of Euler’s totient ϕ by ϕ(L) = (N − 1) × (M − 1)
4. Find the value of e, under this condition: 1 < e < ϕ(L) and (e,ϕ (L)) = 1
5. Calculate p, where p = e−1 (mod ϕ(L))
6. Use this equation for encryption: C = Ke(mod L)
7. Use this equation for decryption: K = Cp(mod L)

Where C is the cipher data, K is the original data, (e, L) is the public key, and (p, L) is
the private key [38,39].

3.3. Advance Encryption Standard (AES) Algorithm

Joan Daemen and Vincent Rijmen created the AES algorithm as one of the symmetric
encryption techniques [40]. AES is generally based on a substitution–permutation net-
work. It consists of a sequence of connected processes, some of which require substituting
specified outputs for inputs (substitutions), and others involve shifting bits around (per-
mutations). In the AES algorithm, all calculations use bytes instead of bits. This means the
128 bits of plain text are treated as 16 bytes, organized into four rows and four columns to be
processed as a matrix. In AES, the number of rounds is adjustable depending on the length
of the key. It utilizes ten rounds for 128-bit keys, 12 rounds for 192-bit keys, and 14 rounds
for 256-bit keys [41]. The encryption process of AES contains the following operations:

1. Byte substitution: These operations are based on a substitution box (S-box) created,
particularly for this purpose. This operation results in a four-by-four matrix for data.

2. Shift Rows: All of the four rows of the matrix are shifted to the left, and any items
dropped are re-inserted to the right side of the row.

3. Mix Columns: A particular mathematical function is now used to alter each column
of four bytes. This function takes four bytes from one column as input and returns
four new bytes that replace the original column. As a result, a new matrix with 16
additional bytes is created. This stage is skipped in the final round.

4. Addround Key: The 16 bytes of the four-by-four matrix are now treated as 128 bits,
then they are XORed with the round key’s 128 bits. If this round is the last one, the
output will be the ciphertext. Otherwise, the 128 bits are transformed into 16 bytes,
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and another round will begin [26,42]. Figure 1a shows the encryption process of the
AES algorithm [43].
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Figure 1. The encryption process of AES algorithm (a) and DES (b).

3.4. Data Encryption Standard (DES) Algorithm

The DES is a symmetric key block cipher technique created by IBM [39]. This technique
employs a block size of 64 bits and a key size of 56 bits and uses 16 rounds of the Feistel
structure, with a different key in every round [26]. The main phases of DES can be discussed
as follows;

1. The 56-bit key is split into two parts, with 28 bits on the left and 28 on the right.
These two parts are merged and compressed. Each half of the key is moved by one or
two bits depending on the round. In this round, the plain text block is encrypted with
a 48-bit compressed key.

2. The 64-bit data are split into two halves, each of which is 32 bits long. The size of the
block is increased to 48 bits by expanding one-half of the block. Then the output is
XOR’ed with the compression key of 48 bits, which is produced in step 1.

3. The output is passed to the S-box, which changes key bits and decreases the 48-bit
block to 32-bit. The output of the S box is sent into the P-box, which permutes the bits.
The two blocks are then switched and become the following round’s input. The key
halves that were shifted in step 1 are applied [26]. Figure 1b shows the encryption
process in the DES algorithm [44].

This study has applied the AES, DES, RSA, and Twofish cryptographic algorithms due
to their proven efficiency. For instance, AES is adopted as an efficient encryption algorithm
for large volumes of data [23]. At the same time, the DES is known as a standard approach
for protecting confidential data [45]. Moreover, both algorithms are characterized by their
reliability, speed, efficiency, and flexibility in encrypting the data. On the other hand,
although the RSA is slower than AES and DES algorithms in encrypting large amounts of
data, it acts as a very effective complicated algorithm used to secure data [33]. In addition,
the Twofish algorithm has high processing power and is considered one of the most highly
secure techniques for data exchange [34]. Despite the benefits of the encryption algorithms
mentioned above, utilizing a single encryption method to protect the confidentiality and
privacy of data in public systems such as cloud environments makes it more vulnerable
to hacking and privacy violations. As a result, we present novel approaches based on the
hybridization of these conventional algorithms, as discussed in the following section.
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4. The Proposed Automated Encryption/Decryption System for Cloud Data
Storage (AEDS)

The proposed automated encryption and decryption system (AEDS) is a hybrid cryp-
tography framework that integrates four encryption algorithms to enhance cryptographic
power. It is based on two cornerstones: protecting user data and preserving encryption
keys. Regarding user data, the AEDS combines a modified dynamic version of the AES
algorithm (DAES) and DES algorithm in a novel manner to encrypt the original data. The
DES is adapted in our proposed model because it is one of the standard techniques to
protect confidential data. At the same time, AES is an effective methodology in protecting
large volumes of data [23,45]. In our proposed model, we present a novel S-dynamic box
based on a polynomial function instead of the standard static box used in the original AES
to enhance the security level of AES.

On the other hand, both RSA and Twofish algorithms are combined as a protective
approach for the generated encryption keys [33,34].

To enhance performance, accuracy, and security, the AEDS is implemented in three
versions for encrypting blocks of data; the Automated Sequential Cryptography (ASC),
the Automated Random Cryptography (ARC), and the Improved Automated Random
Cryptography based on dynamic AES (IARC) versions.

As shown in Figure 2, the proposed AEDS begins with a Random Key Generator
(RKG), responsible for creating a random key Ki for each block of data Bi, based on the RKG
function shown in Figure 3. To increase the security of these keys, two separate encryption
processes are performed on them as follows;
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Figure 3. Random Key Generator (RKG) function.

(1) The RSA algorithm is used to encrypt these generated random keys Ki producing
ciphered keys Ki, RSA, and private key (p, L), which will be used latterly to decrypt
Ki, RSA. Both the private key and ciphered keys Ki, RSA are stored in a private and
secure database.

(2) The Twofish algorithm is also used in encrypting these generated random keys. Still,
here, the produced ciphered keys Ki, Twofish are used as encryption keys to encrypt
the blocks of original data using the DES and AES algorithms consecutively using
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the ASC version or randomly in ARC or DARC. The main idea is that the system
automatically disposes of the public key used in encrypting the random keys to keep
these keys safe and away from unauthorized access. Finally, all the encrypted blocks
are sent to the cloud storage, and they are now ready to be stored. Figure 4 displays a
brief scenario for the data storage process based on the proposed ADES module. It is
worth mentioning that the original data are divided into the random size of blocks by
using Equation (1).

Blenght = 64 MB× S. (1)

where S is a random number [2:4], this interval is chosen for the following reasons:

• If S < 2, the stored data will be much smaller than the usual block size, making
the performance suffer drastically.

• If S > 4, the size of data blocks will be substantially larger than the standard block
size, and therefore, it will take a long time to upload and process data.
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4.1. Automated Sequential Cryptography (ASC) for Data Blocks

ASC is the sequential version for ciphering the original data blocks in our proposed
AEDS framework based on an automatic encryption operator (EO). Initially, the EO receives
the encrypted random keys Ki, twofish produced by the Twofish algorithm, and the blocks of
data Bi, which are divided in the first stage, and begins the encryption process by switching
between the two algorithms DES and AES sequentially (i.e., the first block B1 is encrypted
using the AES algorithm with an encrypted key K1, twofish, the second block B2 is encrypted
by DES by K2, twofish, etc., until the number of generated keys ends with the end of the
number of data blocks), as shown in Figure 5a.
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The decryption process in the ASC is also performed automatically as the encryption
process. The decryption operator (DO) is activated only when the authorized user requests
to retrieve his original data. The DO procedure passes through two main reverse phases.
The first phase begins by applying RSA as a decryption algorithm to decrypt all the
encrypted keys stored in the private database using the private decryption key (p, L),
which was previously stored in a private database. After obtaining the original keys, they
will be encrypted by the Twofish algorithm to obtain the public keys of AES and DES and
complete the decryption process, as shown in Figure 5b.

4.2. Automated Random Cryptography (ARC) for Data Blocks

The automated random cryptography technique is another novel strategy used for
data encryption in our proposed framework to enhance data security and privacy. The
novelty of this encryption strategy is to encrypt the data blocks. The ARC encrypts the
data blocks by switching the original AES and DES randomly depending on a random
integer number t, as shown in Figure 6. In more detail, for each block of data, a random
number t is generated. If divided by 2, the data block will be encrypted by AES, otherwise,
DES will encrypt the block.
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As shown in Figure 7, the encryption operator uses the Ki, twofish produced by the
Twofish algorithm as encryption keys to encrypt the blocks of data by AES or DES according
to the value of t. Finally, these data blocks are collected as an encrypted file and sent to
cloud storage.
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Overall, the proposed Automated Encryption/Decryption System for Cloud Data Stor-
age (AEDS), whether using sequential or random manners of encrypting blocks of data, is
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primarily based on the automated execution of the encryption and decryption process without
any interference from a third party and without any external pressure on the user’s shoulders.
The steps of the encryption and decryption processes are illustrated in Algorithms 1 and 2.

Algorithm 1: Encryption process.

Input: Plain text F, Random key Ki
Output: Ei (encrypted text), private keys of RSA and Ki, RSA (encrypted keys using RSA)

Set Y = Flenght
While (Y! = 0) do
Set Fstart = 0, i = 1 as number of current block,
While (Fstart < Y) do
Set t =0 /* in case of ASC encryption approach
Generate t as a random number /* in case of ARC encryption approach
Store t in the private database
Generate 16-byte random key according to RKG function
Use Ktwo f ish to encrypt the 16-byte random key
Encrypt the same 16-byte random key by KRSA
Store KRSA and the private key in the private database
Use the encrypted 16-byte random key to encrypt blocks of data
Determine random sizes of blocks n according to Equation (1)
For i = 1 to n
Calculate the qend = Fstart + Bi
While ( qend > Y) do
qend = Y

End while
Read block data from file start at Fstart and end at qend
If (t mod2==0) then
Encrypt the block Bi using AES algorithm by the Ki, two f ish,
Else
Encrypt the block Bi using DES algorithm by the Ki,two f ish,
End if

t = t + 1 /* in case of ASC encryption approach
Generate new t as a random number /* in case of ARC encryption approach
Send the cipher block Ei and send it to cloud storage
End For
Set Fstart = qend
End while
End while
Store the encrypted blocks of data Ei on the cloud storage, and store the private keys p and the encrypted

keys by RSA Ki, RSA on a private database.

Algorithm 2: Decryption process.

Input: Encrypted blocks of data, Ki,RSA (encrypted keys) and the private keys by RSA
Output: The original file
For i = 1 to n /* n is the number of ciphered blocks
Select Ki, RSA and the private keys p from the private database
Decrypt Ki, RSA using RSA decryption algorithm
Read 16-byte of keys
Encrypt the 16-byte keys using the Twofish algorithm
Read the block Ei from the cloud storage and read t from the private database
If (t mod2==0) then
Decrypt the Ei by the inverse of the AES algorithm by its Ki, two f ish
Else
Decrypt the ciphertext by the inverse DES algorithm by its Ki, two f ish
Insert the decrypted block of data Bi in a file F
End if
End for
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4.3. Improved Automated Random Cryptography (IARC) for Data Blocks

A novel modified version of AES based on a dynamic S-box generator is developed in
the Improved Automated Random Cryptography technique. The original AES was based
on using a static S-box, which is the component that is responsible for the substitution
process in any symmetric algorithm [40]. The proposed novel Dynamic AES algorithm
uses a dynamic substitution box (S-box) generated randomly for each data block without
repetition to improve confidentiality and the security level.

The S-box in the proposed DAES algorithm is generated by using a polynomial
function to compute each element in the new dynamic S-box for each data block, as shown
in Equation (2):

S − box (t) =
[(

4t4 + 3t3 + 2t2 + t + 1
)

mod Nr + (Nrmod 5)
]

(2)

where t is an 8-digit random integer generated in the ARC technique’s randomize pro-
cedure, as illustrated in Figure 7, and Nr is a counter that counts down until the dy-
namic S-box from [1:257] is completed. The changing value at each location in the
dynamic S-box is determined by Nr. In many circumstances, the result of the phrase
[
(
4t4 + 3t3 + 2t2 + t + 1

)
mod Nr may be zero, thus the term (Nrmod 5) is added to limit

the result’s number of zeros. To verify that each place in the dynamic S-box has a unique
value and obtains a dynamic S-box with no repetition, we employed Algorithm 3.

Algorithm 3: S-box without repetition process.

Input: S-box (t) value
Output: S-box without repetition

Set i = 0
countval= S-box.count(S-box (t))
while(countval >= 1)do
i = i + 1
S-box (t) = S-box (t) + i
while (S-box (t) >= 256) do
S-box (t) = abs(S-box(t) − 256)
Endwhile
countval = S-box.count(S-box (t))
Endwhile

Finally, Table 2 displays the description of all the parameters utilized in the algorithms.
All the symbols and abbreviations are mentioned in Appendix A.

Table 2. Description of all the parameters used in the following algorithms.

Parameter Description

Bi Blocks of data
Ki Random key
F Plain text file

Flenght The size of the file
Fstart the start of each block
qend the end of each block

Ki, twofish Encrypted key using Twofish
Ki, RSA Encrypted key using RSA

Ei Encrypted block
i Number of checks of repetition

Countval Number of repetitions
S-box (t) The value of each place

The complexity of the proposed algorithms has been calculated by Cyclomatic com-
plexity, a standard software complexity metric for evaluating the complexity of a pro-
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gram [46]. The parameters used in this software to calculate the algorithm complexity are
the number of Line of Codes (LOC), Function Count (FC), count space token of functions
(Token), and Cyclomatic Complexity Number (CCN). Table 3 displays the values of these
parameters for the proposed cryptographic algorithms ASC, ARC, and IARC. The algo-
rithm of the ARC technique used 33 functions in 826 lines of code, resulting in a complexity
of 1.5. The ASC approach used 33 functions in 805 lines of code, resulting in a complexity
of 1.4. Finally, the IARC utilized 33 functions with 822 lines, resulting in a complexity
of 1.5.

Table 3. Comparison between the tested the complexity of the proposed approaches based on
Cyclomatic complexity.

Algorithm NLOC Avg. NLOC Avg. Token Function
Count AvgCCN

ARC 826 22.9 185.2 33 1.5
ASC 805 22.4 180.9 33 1.4
IARC 822 22.8 183.1 33 1.5

5. Experiments and Results Analysis

The proposed encryption algorithms have been implemented and tested on a private
cloud service provider using the open nebula as a cloud simulator, which provides an
infrastructure for a cloud environment. The experiments have been performed using
python as a programming language, running on VMware based on a virtual machine, Intel
(R) Core i7 2.3 GHz CPU, 32 GB of memory, and Windows 10 operating system.

5.1. Configuration of Open Nebula Cloud Simulator

In the Open Nebula Hadoop simulator, the total configured capacity for our system is
80.47 GB, split into 57.86 GB for storage space and 22.6 GB for the operating system and
other applications. We utilized 47.7 GB of the distributed file system (DFS) as the capacity
used. Regarding the master server, it has a total configured capacity of 30.19 GB, of which
15.9 GB is utilized for DFS storage. Node 1 and node 2 have a total configured capacity of
25.19 and 25.09 GB, respectively. All the configurations are displayed in Table 4.

Table 4. Configuration of the Open Nebula.

Hostname Master. Hadoop. Lan Node1 Node2

Decommission Status Normal Normal Normal
Configured capacity 30.19 GB 25.19 GB 25.09 GB

DFS Used 15.9 GB 15.9 GB 15.9 GB
Non DFS Used 8.48 GB 7.04 GB 7.08 GB
DFS Remaining 5.81 GB 2.25 GB 2.11 GB

DFS Remaining% 19.24% 8.93% 8.41%
DFS used% 52.67% 63.12% 63.37%

Cache used% 100% 100% 100%

5.2. Performance Evaluation Measures

The proposed encryption algorithms ASC, ARC, and IARC are compared to other pop-
ular encryption algorithms used in the cloud environment, including DES [44], 3DES [47],
and RC2 [48]. The experiments were implemented and tested using different sizes of stored
data; 500 MB, 730 MB, 1.2 GB, 1.7 GB, and 2.2 GB. Each file is divided into blocks of differ-
ent sizes, ranging between 128, 192, and 265 MB. To evaluate the encryption algorithms,
the statistical results for all the utilized algorithms used in the comparison are measured,
including time of encryption process, time of decryption process, time of uploading and
retrieving data, and throughput usage of both encryption and decryption files as follows:
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• Time consumption for encryption/decryption files (T): is the total time the system
takes to encrypt/decrypt all blocks of the selected file using the chosen algorithm
from the start of the encryption/decryption process to the end [48,49]. It could be
calculated by Equation (3).

T = ∑(End_time − Start_time)block (3)

• Time consumption for upload/retrieving files: is the time the system takes to send
data from the user to the server and vice versa. Generally, the server’s speed controls
the upload/retrieve time and is calculated by Equation (4) [49].

Upload/Retrieve Time = Request time of the user + PT (4)

• Overall Processing time (PT): is the system’s total time for generating random keys
and executing the encryption or decryption process. It could be calculated by Equa-
tion (5) [27].

PT = key generation time + T (5)

• Throughput: is the amount of data that can be processed in a predefined time. It is
calculated by Equation (6) [26,50]:

Throughput (MB/s) =
Size of the selected file (MB)

PT (s)
(6)

5.3. Discussion and Results Analysis

According to the comparison between the proposed cryptographic algorithms ASC
and ARC and the other state-of-the-art cryptographic algorithms used in the evaluation,
both ASC and ARC achieved better performance in encrypting and decrypting different
files of various sizes. Furthermore, ASC and ARC removed the problem of the third party
and achieved a high level of security; they performed encryption/decryption processes in
better time than other algorithms. Tables 5 and 6 show the recorded time in encrypting
and decrypting different data blocks sizes in several files of different types and sizes. For
instance, as shown in Table 6, our proposed cryptographic algorithms ASC and ARC
recorded the least time to encrypt and decrypt the various sizes of files. ARC was superior
to the other algorithms used in the comparison. It consumed 22.90, 40.99, 83.79, and
100.24 s to complete the encrypting process for 500 MB, 730 MB, 1.2 GB, and 1.7 GB
files, respectively.

In comparison, ASC recorded less time when the file sizes became 2.2 GB, consuming
127.37 s. Although ARC and ASC have complicated operations in the decryption process
and have recorded more time than recorded in the encryption process, they outperformed
the other algorithms in saving time. ARC recorded 101.27 and 158.45 s to decrypt the 500
and 730 MB files, respectively. Furthermore, ASC was better at decrypting the 1.2, 1.7, and
2.2 GB files.

Regarding time consumption in uploading and retrieving files displayed in Table 7,
ARC and ASC recorded the best average time, except in a file size of 1.2 GB. DES recorded
the least time for the file uploading process. While for the amount of data that can be
processed in a second (i.e., the throughput), ARC and ASC were the best, followed by DES,
as displayed in Table 8.

On the other hand, as IARC employed a dynamic S-box to enhance security, it defi-
nitely will enhance the security level of user data. However, as reported in the comparative
tables, its continuous calculation process to generate the dynamic s-box value took longer
to finish the encryption/decryption process.
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Table 5. Comparison between the tested algorithms based on the overall processing time for encryption/decryption.

File
Size

The Overall Time of Encryption Process/s The Overall Time Decryption Process/s

DES RC2 3DES ASC ARC IARC DES RC2 3DES ASC ARC IARC

500 MB 44.69 67.27 136.18 26.70 22.90 1092.41 115.22 139.43 243.04 103.26 101.27 1162.13

730 MB 63.24 102.81 182.84 46.72 40.99 3782.78 175.37 210.81 303.29 161.20 158.45 3972.41

1.2 GB 101.68 152.53 279.97 86.91 83.79 6157.41 285.36 325.95 469.01 264.63 267.36 6484.52

1.7 GB 152.50 236.39 406.76 104.05 100.24 1029.16 406.74 487.70 668.14 379.95 425.32 11,320.09

2.2 GB 194.00 302.07 509.57 127.37 162.76 12,702.62 521.86 620.32 831.47 465.63 486.22 14,195.37

Table 6. Comparison between the tested algorithms based on the consumed time for encrypting/decrypting a file in seconds.

File
Size

Time for Encrypting a File/s Time for Decryption a File/s

DES RC2 3DES ASC ARC IARC DES RC2 3DES ASC ARC IARC

500 MB 44.43 66.91 135.65 26.41 22.58 1092.10 42.84 63.55 139.93 25.86 21.27 1082.47

730 MB 63.11 102.62 182.33 46.29 40.47 3783.11 61.26 98.39 178.10 45.13 39.55 3637.41

1.2 GB 101.30 151.84 279.41 86.48 83.17 6157.113 103.17 151.88 284.64 74.83 82.73 6057.11

1.7 GB 151.68 235.78 406.10 103.20 99.70 10,293.96 148.07 229.56 397.59 102.45 94.40 10,211.38

2.2 GB 193.30 301.02 508.65 126.81 161.43 12,702.17 185.38 293.27 504.15 120.35 156.60 11,801.31

Table 7. Comparison between the tested algorithms based on the consumed time for uploading/retrieving a file in seconds.

File
Size

Time for Uploading a File/s Time for Retrieving a File/s

DES RC2 3DES ASC ARC IARC DES RC2 3DES ASC ARC IARC

500 MB 220.09 247.90 359.62 137.14 208.97 1285.33 115.56 139.79 243.78 103.65 101.41 1163.57

730 MB 324.31 364.12 463.90 316.50 326.18 4053.67 175.90 211.30 303.84 161.67 159.07 3297.32

1.2 GB 528.33 575.33 718.65 566.50 534.48 6601.83 286.38 327.29 469.96 265.65 266.33 5229.31

1.7 GB 768.27 850.46 1026.68 745.61 747.32 9318.29 408.43 489.39 669.88 387.36 427.82 8030.57

2.2 GB 977.90 1066.20 1291.87 937.36 966.01 13,195.55 524.35 622.51 831.47 468.13 488.45 11,059.28

Table 8. Comparison between the tested algorithms based on the throughput for encryption/decryption.

File
Size

Throughput for the Encryption Process Throughput for the Decryption Process

DES RC2 3DES ASC ARC IARC DES RC2 3DES ASC ARC IARC

500 MB 11.19 7.43 3.67 18.72 21.83 0.46 4.33 3.59 2.06 4.84 4.94 0.43

730 MB 11.54 7.10 3.99 15.62 17.81 0.19 4.16 3.46 2.40 4.52 4.61 0.18

1.2 GB 12.08 8.06 4.39 14.14 14.67 0.20 4.31 3.77 2.62 4.64 4.6 0.11

1.7 GB 11.42 7.36 4.28 16.73 17.37 0.17 4.28 3.57 2.61 4.58 4.09 0.15

2.2 GB 11.61 7.46 4.42 17.69 13.84 0.18 4.32 3.63 2.71 4.84 4.63 0.16

As shown in Figure 8, we can achieve fast big data processing, higher efficiency, and
better performance by using the proposed algorithms ASC and ARC. However, these
proposed algorithms are more complex but take less time than DES, DES3, and RC2 and
increase security and improve cloud confidentiality.

Finally, a brief overview of ACS, RCS, and IARC approaches can be summarized
in the following points to declare the novelties based on the data encryption features of
cloud storage.

• Encryption of generated keys: Since the ACS, RCS, and IARC methods use two
phases of encrypting the keys, the key generation procedure provides an efficient key
generation process that helps resist brute-force assaults. One phase is used to encrypt
the keys before encrypting the data, and another algorithm is used to safeguard the
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keys to be securely stored. Since the key generation technique is utilized in ACS and
RCS methods, the security level will be enhanced.

• Hybrid approaches: To improve security, we have combined four algorithms Twofish,
RSA, AES, and DES, in different manners according to the adopted approach.

• Improved approach: To increase the security and achieve high confidentiality, we used
a dynamic S-box without repeating the AES algorithm in the IARC approach.

• Automated approach: All encryption and storage operations are carried out without
intervention from the cloud third party or the user.

• Time complexity: Although the operations are complicated in the proposed ap-
proaches, the processing time is still acceptable.

• Storage: The ACS, RCS, and IARC approaches proposed appropriate cloud storage
data since they use concealed encryption to secure access against malicious parties.

• Security: ACS, RCS, and IARC approaches are secure algorithms because of the
complicated operation and substitution–permutation and Feistel structure.
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6. Conclusions and Future Work

Increasing the volume of data has resulted in users saving data on remote access
storage media, such as cloud computing storage infrastructures. Outsourcing the data
makes it beyond the user’s control and vulnerable to untrusted, anonymous operations.
In this study, we have developed an automated hybrid cryptographic system that works
without interference from cloud third parties to maintain data confidentiality and reduce
the burden on users to secure their data by themselves. We have proposed three approaches;
Automated Sequence Cryptography (ASC), Automated Random Cryptography (ARC), and
improved automated random cryptography (IARC) for data blocks. Before using the keys
to encrypt data, the keys are encrypted in two phases: initially, the keys are encrypted by
the RSA algorithm to be stored in a private and safe database to be used later in decrypting
the encrypted original data. The second phase to encrypt the keys is performed by the



Cryptography 2021, 5, 37 17 of 20

Twofish algorithm, which is used to encrypt the keys utilized in encrypting the original
data by AES and DES algorithms.

Furthermore, to increase security, data are divided into a random size of blocks and
encoded by (DES, AES, and modified DAES) algorithms sequentially in the ASC approach
and randomly in ARC and IARC approaches. To evaluate the performance of the pro-
posed approaches, they have been compared with other state-of-the-art cryptographic
algorithms, such as DES, 3DES, and RC2. This comparison has adopted various param-
eters, such as processing time, encryption/decryption time, upload/retrieve time, and
encryption/decryption throughput. Experimental results indicate that, although some
complex operations are carried out within the proposed ASC and ARC approaches, the
results’ analysis shows that our approaches have a high degree of security, more efficient
data processing, and high throughput. Significantly, the ARC approach achieves a high
level of security due to using the random manner in encrypting the blocks of data. On the
other hand, the improved version “IARC” has been developed to increase and enhance
the security level based on the dynamicity of the substitution process inside the modified
version of the AES algorithm. Unfortunately, these high calculations, which are performed
for every data block, lead to spend a lot of time the encryption and decryption processes.

Thus, in future work, we will need to employ the MapReduce programming model to
apply concurrent processing strategy in running the proposed IARC model. In addition,
an Auto Data Audits stage will be included in the proposed system to ensure the data
saved is verified and integrated without interfering with the conventional cloud third party
whenever the user wants to access it. This will ensure that the data are correctly integrated.
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Appendix A

Table A1. A list of abbreviations.

Abbreviation Meaning

CTP Cloud third party
AEDS Automated Encryption/Decryption System for Cloud Data Storage
ASC Automated Sequential Cryptography
ARC Automated Random Cryptography
AES Advance Encryption Standard
DES Data Encryption Standard
RSA Rivest–Shamir–Adleman
3DES Triple Data Encryption Standard
RC2 ARC2
IaaS Infrastructure as a Service
PaaS Platform as a Service
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Table A1. Cont.

Abbreviation Meaning

SaaS Software as a Service
CSP Cloud Service Provider
TTPA Trusted Third-Party Auditor
CSS Cloud Storage Server
TPA Third-Party Auditor
TTP Trusted Third Parties
MDS Maximum Distance Separable
PHT Pseudo-Hadamard Transform
RKG Random Key Generator
EO Encryption Operator
DO Decryption Operator
DFS Distributed File System

Table A2. A list of mathematical symbols.

Symbol Meaning

N and M prime numbers as random
ϕ the function of Euler’s totient
C cipher data
K original data
(e, L) public key
(p, L) the private key
Ki Random key
Ki, RSA Encrypted keys using RSA
Ki, Twofish Encrypted key using Twofish
Blenght The size of the block
S random number [2:4]
T Time consumption for encryption/decryption files
PT Overall Processing time
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