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Abstract: Stochastic computing, which is based on probability, involves a trade-off between accuracy
and power and is a promising solution for energy-efficiency in error-tolerance designs. In this
paper, adder and multiplier circuits based on the proposed stochastic computing architecture are
studied and analyzed. First, we propose an efficient yet simple stochastic computation technique for
multipliers and adders by exchanging the wires used for their operation. The results demonstrate
that the proposed design reduces the relative error in computation compared with the conventional
designs and has smaller area compared to conventional designs. Then, a new energy-efficient and
high-performance stochastic adder with acceptable error metrics is investigated. The proposed
multiplier shows better error metrics than other existing stochastic multipliers, and significantly
improves area utilization and power consumption compared to the exact binary multiplier. Finally,
we apply the proposed stochastic architecture to an edge detection algorithm and achieve a significant
reduction in area utilization (64%) and power consumption (96%). It is therefore demonstrated that
the proposed stochastic architecture is suitable for energy-efficient hardware designs.

Keywords: approximate computing; stochastic computing; wire exchange; energy-efficiency;
edge detection

1. Introduction

Presently, energy efficiency is one of the major design objectives in electronic devices such as
wireless or wearable devices because of limited battery life. Energy efficiency can be improved by
reducing both the computation time and power consumption. However, reducing power consumption
entails compromising on performance (i.e., slowing down the device). In other words, to reduce
power consumption, we need to decrease the performance of the system in general. However,
in reality, an increasing number of electronics devices for more functionalities require higher
performance. Approximate computing, which provides advantages such as small area and low
power by compromising on the accuracy of computation, is one of the techniques used to increase
energy efficiency. Approximate computing is suitable for applications based on human senses, such
as image and audio processing, because humans cannot distinguish an approximated value from the
exact value. Approximate computing involves a trade-off between accuracy and power consumption.
Hence, despite its error tolerance, error metrics such as error distance and error rate are important.
Many studies have been conducted on approximate computing and the trade-off between power and
accuracy has been investigated [1,2].

Stochastic computing—which is an approximate computation method based on
probabilities—was introduced in the 1960s [3]. Because of its tolerance toward errors and the
use of very simple circuits, stochastic computing is particularly used in applications such as image
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processing and digital filters [4–16]. Also, it is possible to merge various inputs and reduce the
dimension of the stochastic computing [17]. The arithmetic logic units used in stochastic computing
consist of random number generators, comparators, basic logic gates (e.g., AND, XOR), and counters.
Stochastic computing, in general, has a simple structure but a random number generator (RNG), such
as the linear feedback shift register (LFSR), occupies a considerably large area and affects the accuracy
of stochastic computing. In Reference [6], the sharing of random number sources by using a circular
shifting technique was proposed for improving both accuracy and simplicity. In References [11–19],
various random number generator architectures and real world applications based on stochastic
computing were introduced and analyzed in terms of accuracy and area.

In this paper, we propose an efficient and simple technique that improves the accuracy of stochastic
computing by using a wire exchanging method. Two RNGs, which occupy a large area in the stochastic
computing, are required in conventional stochastic computing. However, the proposed method uses
the output of one RNG to generate two uncorrelated stochastic numbers for the arithmetic operation.
Thus, we can reduce area utilization and improve efficiency by exchanging the wire of the RNG, which
is one of the inseparable elements of stochastic computing, for improved accuracy.

2. Stochastic Computing

Stochastic computing (SC) uses unary bitstreams, in which the probability corresponds to a
number to be computed. The value of the bitstream, which is referred to as a stochastic number (SN),
is encoded using 0s and 1s. A specific integer number X can be expressed as an L-bit stochastic number,
SX by SX ={SX1, SX2, · · · , SXL}, where SXi ⊂ {0, 1}. If the stochastic number S has a probability of 1
at 75% and a probability of 0 at 25%, we define the probability of occurrence of ‘1’ as P = 0.75.

There are two methods of stochastic number encoding—unipolar or bipolar encoding. In unipolar
encoding, ‘1’ has a weight of +1 and ‘0’ has a weight of 0 and the encoded value is limited to the range
[0, 1], which can be used to express a positive value. On the other hand, in bipolar encoding, ‘1’ has a
weight of +1 and ‘0’ has a weight of −1 and the encoded value is limited to the range [−1, +1]. Thus,
both positive and negative values can be encoded by using bipolar encoding [5].

When performing computations with stochastic numbers, simple and basic logic gates can be used
for arithmetic calculations. The AND gate performs multiplication in unipolar encoding. Given inputs
A and B and output C, which have probabilities of PA, PB and PC, respectively, the multiplication is
defined as

PC = PA × PB (1)

For instance, when A = 01101010 and B = 10111011, PA is 0.5 and PB is 0.75. According to
Equation (1), output C, which is A • B, becomes 00101010 and PC is 0.375. A multiplexer performs an
important role in stochastic computing with unipolar adders. When adding two unipolar numbers
PA and PB, the result lies in the range [0, 2], which is unacceptable for unipolar encoding. Therefore,
the result needs to be scaled by a factor using an auxiliary selective function. Given inputs A and B,
selective input S, and output C, which have a probability of PA, PB, PS and PC, respectively, the addition
is defined as

PC = (1− PS)PA + PSPB = PS(PA + PB) (2)

For example, when the stochastic numbers are A = 11111011, B = 00100110, and S = 10010101,
their probabilities become PA = 7/8, PB = 3/8, and PS = 4/8, respectively. According to Equation (2),
PC is 5/8. Thus, the addition using a multiplexer in unipolar encoding is treated as a scaled adder due
to the selectivity of the multiplexer.

A stochastic number generator (SNG) creates a stochastic number by comparing the integer value
and the random values that are produced periodically by a random number generator (RNG) which
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uses LFSR in general, as shown in Figure 1a,b. The stochastic bit becomes ‘1’ if the integer number is
bigger than the random number generated by the RNG and becomes ‘0’ otherwise. Then, the arithmetic
operation is performed with these stochastic numbers (SNs). A counter, which counts the number of
‘1’s in the stochastic computing result, is used to convert the stochastic number into the integer value
at the end. Counters and RNGs are inherent overheads of stochastic computing and they consume a
significant amount of power to perform stochastic computation. However, in real-world applications,
this can be compensated by using simple stochastic computing operations.

(a) (b)

Figure 1. (a) Example operation of stochastic computing (SC): random number generator (RNG),
comparator, arithmetic operation module, and counter. (b) Example of 8-bit linear feedback shift
register (LFSR) for conventional random number generator (polynominal = X8 + X6 + X5 + X4 + 1).

Figure 2 shows the various arithmetic operation circuits in stochastic computing: (a) shows an
AND gate, which acts as a multiplier; (b) shows an XOR gate, which acts as a subtractor; (c) shows a
multiplexer, which acts as a scaled adder; and (d) shows a divider with a multiplexer and a flip-flop.

In stochastic computing, the computation results will be different for different sequences even
if they have the same probability values, as shown in Figure 3. It means that a bad-order stochastic
number will reduce the accuracy of computation. This is related to a correlation between stochastic
numbers in stochastic computing. In stochastic computing, the correlation between two stochastic
numbers X and Y is quantified by using the stochastic computing correlation (SCC), which has a value
between −1 and +1 and is defined in Reference [16] as

SCC(X, Y) =


ad− bc

N ×min(a + b, a + c)− (a + b)(a + c)
ad > bc

ad− bc
(a + b)(a + c)− N ×max(a− d, 0)

else

In this formula, a is the number of overlaps when both X and Y are ‘1’. In contrast, d is the number
of overlaps when both X and Y are ‘0’. b is the number of overlaps when X is ‘0’ and Y is ‘1’ and c is
the number of overlaps when X is ‘1’ and Y is ‘0’.

An SCC value of ‘+1’ indicates maximal positive correlation, while ‘−1’ indicates maximal
negative correlation. The process of creating the bitstream has an impact on the SCC value and
a proper computation module with a correct SCC value should be used in stochastic computing.
For example, two stochastic numbers generated by uncorrelated RNGs are uncorrelated. On the other
hand, two stochastic numbers produced by the same RNG are positively correlated. As a result, the
process of generating the SN affects the SCC value and accuracy. Therefore, a proper arithmetic module
with a correct SCC value should be used in SC.

(a) (b) (c) (d)

Figure 2. Circuits of each operation in stochastic computing: (a) multiplication, (b) subtraction,
(c) addition, and (d) division.
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(a) (b)

Figure 3. Stochastic multiplication examples using AND gate, which perform PA × PB = PC: (a) good
result and (b) bad result due to the difference in the random number sequence.

3. Stochastic Computing Using a Wire Exchanging Technique

3.1. Basic Structures

In this subsection, we explain the proposed stochastic computing method that uses a wire
exchanging technique. A compact and simple LFSR is used in conventional stochastic computing.
However, not all LFSR combinations can generate completely uncorrelated stochastic numbers.
Therefore, in order to obtain accurate results, different random seeds are required every time for a
single LFSR, or separate LFSRs are required for each input number, to generate uncorrelated stochastic
numbers. The LFSR is a non-negligible module in stochastic computing and consumes a considerable
amount of power since it is relatively large. In addition, if we use dedicated LFSRs for each input as
shown in Figure 4a, they consume more power. Therefore, the existing methods involve sharing an
LFSR, as shown in Figure 4b, or using an inverter with one LFSR when converting operands with
stochastic numbers, as shown in Figure 4c. If the SNG used in the operation uses only one LFSR, the
area required for the LFSR can be reduced by half. However, this leads to inaccurate results depending
on the SCC that the operation is aiming at.

To solve this problem, we propose sharing an LFSR with a wire exchanging technique to reduce
the overhead and to generate uncorrelated random numbers in the SNGs. The exchange function, E,
complements the least significant bit of the node in network switching [20], and is defined as:

E (bm−1bm−2bm−3bm−4· · · b3b2b1b0) = bm−1bm−2bm−3bm−4· · · b3b2b1b0
′

This converts the bits of the node during network switching. Assuming that the bits of the node
is one of the wires from LFSR’s output, however, the difference between the exchanged value and the
value from the LFSR is small if it is used in the SNG because it only pairs two bits and then changes
the order. This is defined as follows:

Ewire (bn−1bn−2bn−3bn−4· · · b3b2b1b0) = bn−2bn−1bn−4bn−3· · · b2b3b0b1

To achieve a large difference (i.e., increase randomness and improve the uncorrelation) after the
exchange, we use a random number from one LFSR and the pairs of even and odd wires are exchanged
symmetrically, as shown Figure 4d. The bit exchange used in the proposed design is defined as follows.

Eproposed (bn−1bn−2bn−3bn−4· · · b3b2b1b0) = b1b0b3b2· · · bn−3bn−4bn−1bn−2

where b is the value of each bit of the random number (RN) from the LFSR. Table 1 shows the original
8-bit output from the LFSR and modified bitstreams according to the Ewire and Eproposed methods.
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(a) (b) (c)

(d)

Figure 4. Bitstream generation methods: (a) dedicated LFSR, (b) sharing, (c) sharing with an inverter,
and (d) proposed sharing with a wire exchanging technique.

Table 1. Bitstream numbering by an 8-bit LFSR for various exchange methods.

Wire Bit Numbering

Original b7 b6 b5 b4 b3 b2 b1 b0
Ewire b6 b7 b4 b5 b2 b3 b0 b1

Eproposed b1 b0 b3 b2 b5 b4 b7 b6

3.2. Simulation Results and FPGA Verifications

A logic-level simulation is performed using Quartus 13.1 [21] in order to compare the error
characteristics of the various stochastic number generation methods (with multipliers and adders)
shown in Figure 4. In order to verify the computation error characteristics, 100,000 randomly generated

8-bit numbers are used. The SCC average is defined as ∑N
i=0 SCC(Xi ,Yi)

n . The absolute relative error (RE)
histogram of each adder is shown in Figure 5a, and the result for the multipliers is presented in
Figure 5b. The average values of the SCC and the error statistics are summarized in Table 2. The RE
is defined as |ACC−APP|

ACC , where ACC is the accurate result and APP is the result obtained by the
stochastic computation. As shown in Figure 5 and Table 2, the SCC, RE, standard deviation (SD),
and coefficient of variance (CV) are reduced significantly by the proposed design (Eproposed) compared
with the conventional method. The SCC average for the inverting method is −0.921, which indicates
a highly negative correlation. However, the SCC average for the proposed method is close to zero,
which means a lower correlation. In SC adder, the proposed method provides the lower RE than
inverting method and the inverting method give the minimum SD number among various SNGs.
However, in SC multiplier, the proposed method gives the minimum RE, SD and CV. As shown
in Table 2, the SCC is not improved by a simple exchange method (Ewire), However, the proposed
method (Eproposed) can achieve an average SCC reduction of up to 6× compared with the sharing
method during SN generation. The SD of the proposed adder is reduced by 2× compared with that of
the dedicated LFSR method and the multiplier based on the proposed design can reduce the average
absolute RE by more than 4× as compared with the multiplier that is driven using the inverter method.
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Figure 5. Comparison of absolute relative error distribution: (a) stochastic adder, and (b) stochastic
multiplier with the bitstreams generated in five different methods as shown in Figure 4 and Ewire.

For hardware design metric comparison, the operating frequency and the dynamic power of
the binary multiplier, Wallace tree multiplier and stochastic multiplier with the proposed method
are analysed by using a Cyclone V (5CSEMA5F31C6) FPGA device, included in a DE1-SoC [22].
For an application specific integrated circuit (ASIC), all the designs are synthesized using the 45-nm
Nangate library [23] in Design Compiler [24]. These results are summarized in Table 3. As shown, the
proposed design is faster and consumes less power than other accurate multipliers. For example, only
1/4 of power is required by the proposed design compared with the Wallace tree multiplier and the
proposed stochastic multiplier is 4× faster than the accurate binary multiplier in FPGA. In addition,
with ASIC 45-nm simulation, the proposed design enables about 25% reduction in the total area
compared to the binary multiplier and requires only 1/11th of the power needed for the Wallace tree
multiplier. Also, compared with other stochastic computing methods, the proposed method can save
up to 44% of dynamic power with 24% less area than the dedicated method in ASIC.

Table 2. Comparison of the average stochastic computing correlation (SCC AVG), average absolute
relative error (ABS RE AVG), standard derivation (SD), and coefficient variability (CV) between various
stochastic number generators (SNGs) and the proposed SNG.

Various SNG

Dedicated Sharing Inverter Wire (Ewire) Proposed (Eproposed)

SCC AVG 0.042 1 −0.921 0.93 0.164

SC adder
ABS RE AVG 0.030 0.023 0.032 0.032 0.021

SD 0.053 0.027 0.014 0.065 0.023
CV 1.740 1.134 3.553 2.026 1.07

SC multiplier
ABS RE AVG 0.187 0.341 0.646 0.514 0.104

SD 0.274 0.271 0.403 0.595 0.219
CV 0.682 1.258 1.601 0.864 0.475

Table 3. Comparison of the various design metrics in 45-nm technology and FPGA of the accurate
multipliers and the various SC multipliers.

Accurate SC with Various SNG Impr. over
Wallace Tree

Binary Wallace Tree Behavior Dedicated Sharing Inverter Ewire Eproposed

ASIC
45-nm

Total area 404.65 544.03 434.09 391.99 302.35 303.38 301.55 301.40 45%
Power (µW) 197.55 329.90 220.98 54.33 31.41 30.75 30.96 30.88 91%
Delay (ns) 2.15 3.81 1.19 0.42 0.48 0.48 0.48 0.48 88%

FPGA Frequency 102.51 150.33 310.08 440.6 425.2 427.75 413.87 417.54 2.8×
Power (mW) 1.10 2.15 2.52 0.67 0.56 0.54 0.57 0.56 74%
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4. Stochastic Sobel Edge Detection

4.1. Basic Structures

To verify the energy efficiency of the proposed stochastic computing design methodology in a
real-world application, we implemented an approximate (i.e., stochastic) Sobel edge detection by using
the proposed stochastic computing structure. In an edge detection algorithm, the first-order derivatives
of a digital image were computed by using the horizontal and vertical gradients. The gradient of an
image, ∇ f (x, y), in point (x, y) is defined as follows:

∇ f (x, y) = [∂ f /∂x, ∂ f /∂y] = [Gx, Gy]

The magnitude of this vector, which is represented by ∇ f , is important in edge detection and is
defined as follows:

magn(∇ f ) =
√

Gx2 + Gy2 = |Gx|+ |Gy|

Since data are arranged at regular intervals in an image, the difference between adjacent pixels
was calculated without performing a mathematical differential calculation. One method uses a mask
in order to perform such a differential calculation on an image. The basic condition for determining a
mask is as follows: The mask must have the same width and height and must be odd. In addition,
the vertices should be symmetrical with respect to the center point. The value of the center point
should always be a positive number or ‘0’. In addition, the sum of the values at all points should be
‘0’. Figure 6a shows a mask that meets these conditions. Here, z indicates the number of each pixel
about the mask. In this paper, we used two masks (horizontal and vertical) for Sobel edge detection, as
shown in Figure 6b. It is efficient since it assigns weights for the center pixel and the horizontal mask
(Gx) and vertical mask (Gy) are defined as follows.

Gx = ∂ f /∂x = (z3 + 2z6 + z9)− (z1 + 2z4 + z7)

Gy = ∂ f /∂y = (z1 + 2z2 + z3)− (z7 + 2z8 + z9)

(a) (b)

Figure 6. (a) 3 by 3 mask example around pixel Z5, (b) Two Sobel masks for horizontal (Gradient x (Gx))
and vertical differential (Gradient y (Gy)), respectively.

Figure 7 shows the Sobel mask design based on the proposed stochastic computing. Each P is
SN for the corresponding pixel value used in the Sobel masks as shown in Figure 6b. Px is for the
Gx and Py is for the Gy. Two results were passed through the multiplexer by the selection signal,
PS. For mask values of ‘2’ in the z2, z4, z6, and z8 locations, those pixels are AND together with
P = 1/128, which is the integer ‘2’ in the SN of 8 bits. Since the final mux performs the scaled addition
of PS = 1/2, the original integer value can be obtained after 1-bit left shifting. When SNs are generated,
various SNGs can be used. The Sobel mask calculation, defined in the above equation, requires a
total of 16 operations (e.g., additions and multiplications). Therefore, when creating each SN with a
dedicated LFSR method, a total of 16 8-bit LFSRs was used. On the other hand, since the other methods
(i.e., sharing the LFSR, sharing with an inverter and the proposed method) require only one LFSR for
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16 SNs, one half of the inputs use the original output of the LFSR and the other half use the inverted or
wire exchanged values.

Figure 7. Proposed stochastic Sobel edge detection circuit.

4.2. Simulation Results and FPGA Verifications

The image quality and basic design specifications (i.e., area, delay, power, and energy) were
analyzed and compared between a conventional Sobel edge detection method (i.e., using accurate
adders and multipliers or conventional stochastic computation) and the proposed stochastic edge
detection method. The Sobel edge detection was designed with Verilog and analyzed by using a
Cyclone V (5CSEMA4F31C6) FPGA device, included in a DE-1-SoC board from Terasic. In addition, the
designs were synthesized using a 45-nm Nangate open cell library in Design Compiler for performance
measurement in ASIC. Figure 8 shows the original image (e.g., airplane) of 512 × 512 pixels (a) and
the results obtained using various edge detection methods, namely the method using accurate adders
and multipliers (b), the previous methods using stochastic multiplier and adder (c, d, and e), and
the proposed method (f). As shown, the image obtained using the proposed stochastic computing
technique is better than the other stochastic methods and is similar to the image obtained by the
accurate edge detection. Table 4 summarizes the design characteristics and noise metrics after synthesis
of the Sobel edge detection technique using an accurate arithmetic operation and various stochastic
computing methods including the proposed design. As shown, up to 64% of total area and 96% of
power were saved in ASIC compared with the accurate edge detection. When compared with the
dedicated LFSR based stochastic edge detection, the proposed method can achieve up to 55% reduction
in the area, 76% reduction in dynamic power in the 45-nm-Nangate implementation. Also, it can
reduce 15% delay compared with the sharing methods. In addition, compared with the accurate design,
the proposed design required 50% less logic utilization, consumed up to 75% less power, and was
2.4× faster in FGPA implementation. Compared with the dedicated LFSR based stochastic computing,
up to 58% of the power and 67% of the register can be reduced by the proposed design. Compared
with the accurate edge detection, the root-mean-square error (RMSE) and the relative power signal
noise ratio (PSNR) of the proposed design were 39.48 and 15.13 on average for the five sample images,
respectively. The percentage difference between the images of the proposed stochastic Sobel edge
detection with respect to the image after accurate Sobel edge detection was 11.45% on average, which
is the lowest among stochastic computing methods. Also, the proposed design can reduce RMSE
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by 26%, enhance PSNR by 21%, and decrease the percentage difference between the images by 30%
compared with the sharing method.

(a) (b) (c)

(d) (e) (f)

Figure 8. Original image and images obtained using various edge detection techniques: (a) original
image, (b) accurate Sobel edge detection, (c) stochastic Sobel edge detection using multiple LFSRs,
(d) stochastic Sobel edge detection by sharing the LFSR, (e) stochastic Sobel edge detection using
inverter LFSR, and (f) Sobel edge detection using the proposed design.

Table 4. Comparison of the various design and error metrics in 45-nm technology and FPGA of the
accurate Sobel edge detection and the stochastic Sobel edge detection with five benchmark images.

Accurate Stochastic

Dedicated Sharing Inverter Proposed

ASIC 45 nm
Total area (µm2) 896.61 717.41 319.72 319.53 322.98

Power (mW) 0.70 0.11 0.03 0.03 0.03
Data arrival time 0.20 0.46 0.70 0.70 0.60

FPGA

Logic utilization (in ALMs)(/32070) 60 48 31 31 31
Total register 24 63 21 21 21

Dynamic power (mW) 3.18 1.86 1.04 1.23 1.29
Frequency (MHz) 136.35 321.96 347.95 312.40 329.75

RMSE

airplane - 35.43 47.17 47.18 34.58
lenna - 38.04 54.45 54.75 41.66

pepper - 35.68 52.37 52.24 38.32
sailboat - 47.72 69.80 69.81 50.84
tiffany - 38.09 42.84 42.68 32.01

average - 38.99 53.33 53.33 39.48

PSNR

airplane - 15.93 13.45 13.44 16.19
lenna - 15.28 12.20 12.16 14.53

pepper - 15.87 12.56 12.58 15.29
sailboat - 13.32 10.04 10.04 12.79
tiffany - 15.29 14.32 14.33 16.85

average - 15.14 12.51 12.51 15.13

Percentage difference

airplane - 12.63 13.01 13.01 8.91
lenna - 13.68 17.37 17.42 12.86

pepper - 11.15 16.52 16.49 11.27
between images (%) sailboat - 15.15 21.92 21.91 14.94

tiffany - 14.58 13.33 13.31 9.29
average - 13.44 16.43 16.43 11.45
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5. Conclusions

In this study, we proposed a novel stochastic computing structure using an wire exchange
method and we investigated the design characteristics, such as power, delay, area and various
error metrics. The proposed stochastic multiplier can achieve more than 25% reduction in area,
4× increased speed and 85% improvement in power consumption compared to the conventional
binary multiplier. The absolute relative error of the proposed stochastic multiplier is only half
that of the conventional sharing method. An image processing application was designed using
the proposed stochastic computing technique in order to prove the proposed approximate design.
The proposed stochastic Sobel edge detection provided significant advantages in terms of area and
power compared to the accurate method. Therefore, the proposed stochastic design can be applicable
to energy-efficient hardware designs for embedded systems or image processing applications, in which
some well-controlled errors are acceptable.
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