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Abstract: The shrinking of technology nodes allows higher performance, but susceptibility to soft
errors increases. The protection has been implemented mainly by lockstep or hardened process
techniques, which results in a lower frequency, a larger area, and higher power consumption. We
propose a protection technique that only slightly affects the maximal frequency. The area and power
consumption increase are comparable with dual lockstep architectures. A reaction to faults and
the ability to recover from them is similar to triple modular redundancy architectures. The novelty
lies in applying redundancy into the processor’s pipeline and its separation into two sections. The
protection provides fast detection of faults, simple recovery by a flush of the pipeline, and allows
a large prediction unit to be unprotected. A proactive component automatically scrubs a register
file to prevent fault accumulation. The whole protection scheme can be fully implemented at the
register transfer level. We present the protection scheme implemented inside the RISC-V core with
the RV32IMC instruction set. Simulations confirm that the protection can handle the injected faults.
Synthesis shows that the protection lowers the maximum frequency by only about 3.9%. The area
increased by 108% and power consumption by 119%.
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1. Introduction

Single event effects (SEEs), or soft errors, are random faults caused by radiation.
Earth’s atmosphere and magnetic field act as a protective shield against radiation, so the
probability of soft errors in processors for terrestrial applications is significantly lower than
in the processors used in space. The fault becomes a failure when it results in a loss of safety
function or causes a violation of a safety goal. Functional safety generally recognizes two
categories of faults: systematic and random. Systematic faults often arise from errors in
development, manufacturing, or operation. Random faults are inherent to an application,
use case, or operating environment [1]. A soft error is an example of a random fault. We
will follow a taxonomy proposed in [2] to distinguish between fault, error, and failure.
A processor failure means at least one external state deviates from the expected. This
deviation is called an error, and the cause of the error is called a fault. Radiation can be
defined as a set of particles, charged or not, that interact with the electronic system through
an exchange of energy [3]. If this particle hits the material the circuit is built of, the energy
is transferred into it, which could lead to a SEE or a cumulative effect. A single event
transient (SET) is a temporary voltage spike at a node in an integrated circuit generated
by a single particle ionizing the semiconductor and passing through or near a sensitive
junction [4]. The amplitude and duration of the transient are determined by the ion species,
its energy, and the fabrication technology of the microcircuit [5]. A storage element, such as
a flip-flop, may capture this spike, so the unexpected value is saved. We refer to a single
event upset (SEU) when the SET is generated within the storage element, leading to a
bit-flip. Multiple bits upset (MBU) is an event when the hit of the particle causes more than
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one SEU. This paper targets protection mainly against non-destructive soft errors, but the
proposed scheme also provides some protection against permanent faults.

A fault is masked if it does not lead to an error. Various types of fault masking could
happen inside the processor. Logical masking is when the fault could not logically cause
the error. Any faults at other inputs are masked if an OR gate has one input connected
to logical 1. We refer to electrical masking if the SET does not reach the storage element
because it is attenuated. Temporal masking happens if the SET is not present at the input
of the storage element when the input is captured.

Safety-critical applications, such as automotive and aerospace, require more and more
computational power. To satisfy this requirement, processors are implemented in smaller
fabrication technologies, allowing higher operational frequency, more transistors per chip,
and higher performance. The problem is that they still need to have high dependability and
robustness. An excellent study of how the susceptibility to SEE is changing across wide
generations of fabrication technologies is presented in [6]. It also compares SOI vs. bulk
substrates and planar vs. FinFET transistors. The primary outcomes are that the critical
charge required to cause SEU decreases as technologies shrink. This also applies to a linear
energy transfer from the particle. The saturated cross-section decreases, which is a good
sign, but it seems like it has halted at the area of the ion track. The SET pulse monotonically
decreases [6]. However, in advanced technologies, with the decrease of the propagation
delay, the SET can more easily go through many logic gates. Thus, the latching probability
increases [4]. When the circuit’s frequency rises, the transient spike occupies a broader
part of the clock period, leading to a higher probability of latching (lower probability of
temporal masking).

This work proposes a novel protection scheme against soft errors, which will fully
apply at the register transfer level (RTL) without requiring specialized hardened process
technologies. The logic necessary to protect the core should have a minimum impact on the
frequency, power consumption, and area. Large register files inside the cores are usually
protected by error detection and correction codes (EDAC) but are susceptible to fault
accumulation. Our proposed protection scheme will also include a proactive component,
preventing fault accumulation in the register file without performance degradation.

The paper is organized as follows. Section 2 describes related work and the state
of the art of radiation-protected processor architectures. In Section 3, requirements for
the protection scheme are discussed. Section 4 describes the base unprotected RISC-V
processor and integration of the proposed protection scheme. Verification, fault injection,
and simulation results are described in Section 5. Results from synthesis, performance
assessment, and final comparison of protection approaches are presented in Section 6.
Section 7 concludes the article by discussing results and future works.

2. Related Work

The protection against soft errors could be realized at different levels of design, manu-
facture, or usage. Some processors are manufactured using dedicated radiation-hardened
technologies, providing them with high resistance to radiation effects. We will refer to this
type of protection as radiation hardening by process (RHBP). Such protected processors
have limited use and high prices, and they lag several generations behind commercial off-
the-shelf processors in terms of performance and power consumption [7]. These approaches
generally concern modifications of doping profiles in devices and substrates, deposition
process optimization for insulators, and the use of specific materials [4]. Radiation hard-
ened by design (RHBD) processors are produced using commercial fabrication processes,
allowing them to maximize their integration and performance capabilities. They offer
similar or higher tolerance to radiation effects and lower costs than RHBP processors [7].
The hardening focuses on protecting the architecture itself, including several types of
redundancy and EDAC. Some approaches leverage commercial process technologies with
the protection applied at the technology library level by modifying circuits of gates or
functional units.



J. Low Power Electron. Appl. 2023, 13, 33 3 of 21

The protection can also be realized at a system level. An example of this approach is
a lockstep technique, where two or more processors running the same program are first
synchronized to start from the same state and receive the same inputs. Therefore, the
states of the processors should be equal every clock cycle unless an abnormal condition
occurs. The retrieval and comparison of processor states are performed after the program
has been executed for a predefined amount of time or whenever a milestone is reached
during program execution (e.g., data should be written to memory). When states differ, the
execution of the application must be interrupted, and processors must be restarted from
the previous error-free state [8]. If the lockstep architecture is selected, it is also possible
to delay the execution of one core to target temporal diversity. For example, it is possible
that lock-stepped cores can operate 1.5 or 2 cycles out of phase to mitigate common mode
failure in clocking [1]. Authors in [9] presented a dual-core lockstep technique where the
checker core can run freely behind the main core within the constrained boundaries of
clock cycles.

Fault tolerance can also be achieved through software techniques. These techniques
do not rely on hardware redundancy or implementing additional modules that can detect
and correct errors. The fault tolerance is achieved by modifying the software running on
the processor. The cost of these techniques is typically low. However, this approach usually
decreases the system performance since the processor must execute longer programs with
more instructions than in the original code [10].

Section 2.1 depicts some of the state-of-the-art processors currently in use but also
solutions in the advanced development stage, and information about them is available.
This section also provides a comparison of these processors. Section 2.2 highlights some
proposals to protect processors or approaches to protect some parts of processor architec-
ture against soft errors. Some pros and cons of individual approaches are discussed in
Section 2.3.

2.1. State of the Art

This section describes the soft-error protection of selected state-of-the-art processors.
Their comparison is shown in Table 1. An example of an RHBP-protected processor is a
second-generation RAD750 [11], which features PowerPC architecture. It is an evolution of
the first generation, protected by RHBD techniques at 250 nm nodes.

Some of the most well-known RHBD processors are based on the LEON processor
architecture with the SPARC-V8 open instruction set. An example of such a processor is
an AT697F. It is manufactured using a 180 nm CMOS process and reaches a maximum fre-
quency of 100 MHz. Each on-chip register is implemented using triple modular redundancy
(TMR), and an independent clock tree is leveraged for each of the three registers, making
up one TMR module. This approach helps to protect against SET in the clock tree. A 7-bit
EDAC checksum protects each record in the register file. The checksum is validated every
time a fetched register value is used in an instruction. When detecting a correctable error,
the flawed data is corrected before being utilized, and the corrected value is also stored
back in the register file. However, the logic between pipeline registers is not redundant.
A skew can be set at each clock tree to protect the logic against SET. The disadvantage
of this approach is that it reduces the maximum operating frequency to 83.3 MHz [12].
Since the processor is implemented in the larger fabrication technology and runs at a lower
frequency, it is less likely that the SET will affect the outputs of the inter-stage logic.

A quad-core GR740, running at 250 MHz system frequency, is one of the most recent
space-grade processors. It also features the SPARC-V8 instruction set but is implemented
in the 65 nm CMOS technology platform for space application C65SPACE, which includes
hardened and non-hardened flip-flops. Register files of each core are implemented by
non-hardened flip-flops protected by a Block TMR correction scheme, with bit-by-bit
voting on register read data outputs to mask SEUs. To avoid sensitivity to potential
uncorrectable MBUs, individual modules of the Block TMR have adequate spacing among
them. Peripheral’s SRAMs are protected by TMR, caches with parity and EDAC codes.
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Sequential logic and all other memory cells in the GR740 are composed of hardened flip-
flops that do not require mitigation at the design level. This is achieved by the RHBD
approach at the ASIC library level [13].

The ARM Triple Core Lock-Step (TCLS) [14,15] is an example of architecture that
includes three Cortex-R5 cores running in lockstep. A TCLS Assist Unit coordinates the
cores and acts as an error propagation boundary in the system. It contains majority voter,
error detection logic, resynchronization logic, and control registers. All outputs of the cores
are compared by the TCLS Assist Unit each clock cycle. Upon detection of a mismatch
in a single core, the TCLS Assist Unit can trigger error recovery actions, which consist
of resynchronizing three cores again into an architecturally safe state. This procedure
takes more than 2000 clock cycles. Each core in this architecture has its separate clock tree
but shares the interrupt controller, AMBA network interconnect unit, and the TCM and
instruction/data caches. Authors in [15] used the 65 nm C65SPACE technology library
for ASIC implementation, which includes hardened and non-hardened elements. The
hardened elements were used for the TCLS Assist Unit and non-hardened in the other
SoC components, including the Cortex-R5 CPUs, peripherals, and TCMs. The resulting
frequency of the system was 311 MHz.

ARM has implemented the lockstep approach into their 4-core Cortex A76AE processor,
which allows operation mode selection. In a Split-mode, each core executes independently.
In a Lock-mode, two pairs of cores are created. One of the cores in the pair serves as a
redundant copy of the primary function core [16]. It is important to note that each core has
its cache, which brings enormous area and power consumption overhead in lock mode
because we could leverage only two cores for execution (two cores are redundant, so they
do not increase performance).

Table 1. Comparison of processors.

Processor Instruction
Set

Protection
Approaches 1

Node Size
[nm]

Frequency
[MHz]

AT697F [12,17] SPARC-V8 TMR, RHBD, clock skew 180 100
GR740 [13,17,18] SPARC-V8 RHBD, library 65 250

TCLS [14,15] Armv7-R TCLS, library 65 311
SAMRH71 [19] Armv7E-M RHBP 150 100

RAD750 1st gen. [11] PowerPC RHBD 250 133
RAD750 2nd gen. [11] PowerPC RHBP 180 200

NOEL-V [20] RISC-V RHBD, library 28 800
1 All processors/systems leverage EDAC to protect parts of the architecture/memories.

2.2. Concepts and Proposals

The protection of the register file can be very power and area-consuming, particularly
for the SPARC architecture. To ease this problem, authors in [21] presented the robust-
register-caching approach and demonstrated it at 32-bit LEON2 processor architecture,
which uses 136 registers in the register file. The most vulnerable registers are cached in
small circuit-level protected memory elements instead of directly saved into the register
file, which is protected with parity bits only. The motivation behind this approach is to
reduce the power consumption and area overhead, which come from protecting the whole
register file by single-error correction, double-error detection codes (SECDED).

An architecture that leveraged the lockstep approach of two cores with all its conse-
quences is described in [22]. The two cores execute the same application, which must be
divided into blocks separated by verification points (VP). When the execution reaches a VP,
processor status is written into the memory, and the execution is locked. In sequence, an
additional checker IP generates an interruption to access the processor’s registers. Then,
the checker compares the outputs and the register files of both CPUs. If no difference is
detected, the system is considered to be in a safe state, and a new interruption is launched
for each CPU to perform a checkpoint operation and save the processor’s context. If there
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is any mismatch in the results, an interruption is generated to recover the processors using
the rollback mechanism. Ultimately, the checker writes a flag to both memories, unlocking
the processors. This cycle executes in a loop until the end of the application.

A dynamic lockstep architecture is presented in [23]. In this technique, unrelated
homogeneous cores can independently accept a request to join the lockstep to process a
critical task. Once this task is executed, processors release themselves and are available
for other tasks. The NIOS II cores were used to present this architecture. As the authors
reported, this architecture has some caveats. The leveraged cores utilize branch prediction
based on execution history. This brings individual cores into the lockstep mode with
different internal states, which can result in unsynchronized execution. A similar idea led
the authors in [24] to introduce dynamically coupled cores, where the operating system
could select two cores to execute the assigned thread redundantly.

The lockstep between two threads in a multithreaded core was presented in [25]. The
authors implemented the fine-grained multithreading into two pipelines. In the first cycle,
pipeline A executes the master copy of program 1, and pipeline B executes the master copy
of program 2. In the next cycle, pipeline A runs the slave copy of program 2, and pipeline
B executes the slave copy of program 1. The master and slave copies of the program
are executed in the following cycles, so a compare mechanism is implemented for fault
detection. In some cases, it can return to the correct state, so the execution of the program
does not need to be restarted. However, when the control states or program counters in
the execution of master and slave copy mismatch, the execution of the affected program is
restarted. The protection by running redundant threads at a multithreaded processor has
also been presented in [26]. The authors leveraged three threads to implement a so-called
buffered TMR. Then the architecture improved performance in [27], where the third thread
was started only on-demand if the first two threads produced different results.

The RTL level fault-tolerant microprocessor architecture (SHAKTI-F) has been pro-
posed in [28] and presented in a RISC-V processor with a RV32I instruction set. The solution
highly leverages SECDED codes. They protect instruction and data memories as well as the
program counter and register file. They also protect registers separating individual pipeline
stages. The detection and correction logic is placed before the combinatorial logic of each
stage, and the parity bits are generated at the output from the combinatorial logic before
writing to the following registers. The authors highly focused on protecting functional
units in the execution stage. Each functional unit is duplicated, and the architecture can
trigger re-computation in case of discrepancy. In case of permanent fault, localizing and
isolating the faulty functional unit and continuing with reduced fault tolerance is possible.

2.3. Advantages and Disadvantages

Nowadays, approaches to protect the CPU system from faulty behavior are focused on
protecting commonly used and verified cores in non-harsh environments or intended for
non-critical applications. They keep the architecture of the base core the same and change
very little. Proving that the system is fail-safe is a costly and time-consuming process. So, it
is an advantage that producers can only focus on verification and testing of the protection
of the whole system and do need to design and verify their core. On the other hand, the
downside is that such a system comes with a deterioration of power, performance, and
area (PPA) metrics. It could be more effective if the protection were integrated directly into
the architecture.

System approaches, such as lockstep with two replicas of the base core, cannot localize
fault, and the affected process needs to be rolled back to a known safe state. This degrades
performance as the application needs to create backups periodically. It also comes with
additional memory requirements to save the backup. The performance can be maintained
in the case of a triple-lockstep system such as TCLS, but such architectures come with huge
area and power consumption. Lockstep architectures also come with another significant
downside. As replicas of base cores are used, large components, such as predictors not
critical in terms of correct execution, are replicated too. Register files and caches are often
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replicated, although a single replica with ECC protection would be more effective. As
discussed in Section 2, some implementations leverage radiation-hardened libraries to
protect the core. These include either protecting circuits of individual gates or selecting
specialized materials and processes to protect an architecturally not protected core. This
approach comes with a high cost for the final product, which often lacks several generations
in terms of performance behind cores based on commercial process libraries.

3. Requirements for the Protection Scheme
3.1. Predefined Properties

This work aims to inherently include the protection into the architecture of the core at
the RTL level so that it can leverage the full potential of commercial off-the-shelf process
libraries. Any additional logic implemented into the pipeline of the core should have a
minimal impact on the maximal frequency, power, and area consumption. Huge parts of
the architecture, not directly responsible for correct execution, such as a branch predictor,
will not be protected at all. The response to a fault and subsequent recovery should be fast,
and the application will not need to create backups.

3.2. Fault Detection in the Pipeline

The primary purpose of the protection scheme is to prevent a fault from becoming
an error. This means that the protection implemented into a system should prevent the
fault generated inside the system from causing unintended values at the interface of the
system. By intended value, we mean a value not affected by the fault or a value that cannot
cause any functional change in the processor’s surroundings. In terms of the processor,
the interface can be a connection to the bus. For example, suppose an execution of the
store instruction is affected by a fault, and the protection scheme does not allow initiating a
transfer to the bus. In that case, the fault does not cause any functional change because no
transfer is initiated. As soon as the fault is detected, the protection scheme must re-execute
the store instruction to send the correct transfer to the bus. In this example, the fault causes
only a delay in execution.

Real-time systems are strict in timing, so fault detection and recovery must be as quick
as possible. Restarting the instruction execution in short pipelines and with already cached
instructions can take only several clock cycles. This fast recovery should be fine with timing,
especially if the core runs at gigahertz frequencies. It may seem that each instruction, which
execution is affected by a fault, must be restarted. Let us consider another example. The
store instruction initiates a request to the bus, and the fault causes some bit flip in the
pipeline’s control registers as we await confirmation of the successful transfer. We assume
the request was sent correctly since the instruction was not restarted before the request. The
problem is that we have detected some anomalies in the control registers, but we cannot
restart the instruction because it would cause another request to the bus, which would be
considered an unintended value at the interface. The protection scheme brings up some
constraints, which can be summarized as follows:

1. A fault should be detected before the data bus transfer is initiated
2. Whenever the fault is detected, the instruction execution should be restarted
3. When the transfer is initiated, we must ensure that the instruction will be finished

correctly and the fault masked

Those three basic requirements separate the processor pipeline into two sections,
shown in Figure 1. The first is before the place where the transfers to the data bus are
requested. It is enough to detect the fault in this section. The remaining section lies from
the point the requests are made up to the last point of execution of the instruction. The
protection scheme must ensure that the instruction is finished correctly and mask any fault
in this section.
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3.3. Protection of In-Core Memories

Processors also contain memory elements, such as register files, state machines, control
and status registers, and other individual registers, which are not directly responsible for
the execution of the instruction but contribute to it and reflect the current state of the
processor. Some memories are necessary to execute instructions, e.g., the register file.
Their protection is often provided by error-correction codes because replication would
cause significant area and power penalties. The fault is detected and usually corrected if
a faulty record is read. This means the fault does not have to manifest immediately but
only when an instruction uses the faulty register. If individual records are not periodically
read out, the memory (or register file) could be subject to fault accumulation, resulting in
an uncorrectable or even undetectable error. The register file in our architecture will be
protected by an error-correction code but will also include a proactive scrubbing mechanism
to prevent fault accumulation.

Faults in other in-core memory elements, such as tables inside the branch predictor,
may only affect the performance. These tables are often larger than register files, so the
fault probability is higher. Non-protected cores can handle mispredictions and correct them.
If a fault arises in the predictor, it will corrupt the saved information about previously
executed branches, affecting the success of the upcoming predictions. Any fault inside the
predictor can affect only performance in terms of more pipeline flushes. This means we can
afford to leave the whole predictor unprotected because it will not impact the correctness
of execution. Control and status registers are essential memory elements that hold the
currently running application’s settings and privilege information. They are less likely to
be read or written, and we must ensure the fault will never cause a loss of their content. To
ensure this requirement, TMR will protect all these registers.

4. Proposed Solution

We have developed a 32-bit processor, code named Hardisc, to validate the proposed
protection scheme and present its potential. It is based on the free and open instruction set
architecture RISC-V. One of the main advantages of this instruction set is its modularity so
that it can be used in various applications. Apart from the base 32-bit integer instruction
set (I), the Hardisc also implements extensions of compressed instructions (C) and multiply
and divide (M) instructions. An actual designator of the implemented instruction set is
RV32IMC. To support privilege modes and standard settings of the core through control
and status registers (CSR), the Hardisc also supports the Zicsr instructions. Only the
machine mode is currently supported. The C extension is essential since 50–60% of the
RISC-V instructions in a program can typically be replaced with these 16-bit instructions,
resulting in a 25–30% code-size reduction [29]. The M extension is necessary for higher
performance and the smaller size of the code. These extensions have nuances that affect
the final architecture. Recently proposed hardened RISC-V architectures [28,30] describe
the protection only on the processors with the base integer instruction set. The Hardisc is
described in a SystemVerilog and maintained in an unprotected and protected version. Both
versions are functionally identical, but the protected one leverages the proposed hardening
scheme. The unprotected one serves for the comparison of the impact of protection on
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the power consumption, performance, and area of the processor. The protection logic is
separable so that it may be enabled or disabled before synthesis.

4.1. Unprotected Pipeline

The Hardisc has a six-stage pipeline and Harvard architecture. It uses the AMBA 3
AHB-Lite bus protocol [31]. From the beginning of the development, the pipeline was
designed to allow high-frequency operation. To shorten register-to-output paths, addresses
of requests for data and program buses are computed in a cycle (or a stage) before the
requests are made. It is necessary to mention that the architecture of the base unprotected
pipeline has been developed to be protected lately, so some design approaches were selected
with this bias. An overview of the unprotected pipeline of Hardisc is shown in Figure 2.
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The first stage (FE) fetches instructions from a program bus into an instruction-fetch
buffer (IFB). This stage also contains a predictor, a return address stack (RAS), and a
specialized buffer of predictions (BoP). Section 4.1.2 describes the whole prediction scheme.
The FE stage can be separated into two stages: one cycle is used for the address phase of
the request, and the second for the data phase. For simplicity, we will mark the whole
logic as the FE stage. In the second stage (ID), instruction decoding is performed. Since
the Hardisc also supports compressed (16-bit) instructions, the instruction must be aligned
before decoding. The alignment is conducted inside the Aligner, which can pop one record
out of IFB and output exactly one instruction (32- or 16-bit) for the Decoder. If the popped
record contains parts of two instructions, the remaining part is saved inside the Aligner.
The third stage (OP) prepares operands for the next stage. It reads the register file and
computes an address for access to the data bus. This stage also checks data hazards, which
are not solvable by forwarding, so it inserts bubbles if necessary. The intended operation of
the instruction is executed in the fourth stage (EX). It contains an ALU with sequential logic
to execute multiplication and division instructions. The multiplication has a variable-long
computation time and lasts between 2 and 18 clock cycles. The division algorithm still
needs to be optimized; it always takes 34 clock cycles to compute the result. A stall of the
pipeline is signalized if necessary. The EX-stage is also leveraged to perform the address
phase of the data bus request. The fifth stage (MA) is responsible for finishing the bus
requests, and it signalizes a pipeline stall if the access lasts longer. This stage manages all
control transfers to other addresses and accesses CSR registers. The sixth stage (WB) is
responsible for decoding the data returned from the data bus and writing the instructions’
results into the register file.

4.1.1. Reset Point

Knowing the address from which the new instruction should be fetched is necessary.
However, most instructions do not require knowing its address to perform the intended
operation. The main exceptions are control-transfer instructions, such as branches and
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jumps. Holding the address in each stage and row of IFB is a waste of area and power.
These downsides would be even more magnified in the protected architecture, and we
will discuss them in the following sections. To prevent these problems, we leverage a
mechanism in which the main element is a 32-bit register called a reset point (RP), placed
into the MA-stage. From a programmer’s perspective, it acts as a program counter (PC).
The RP is loaded with a boot address during reset. Each finished instruction stores an
address of the following instruction in this register. This also implies that whenever the
valid instruction is in the MA-stage, the RP contains its address. So, each instruction,
which needs to know its address, uses the value of RP. Control-transfer instructions write
a target address into the RP, and the computational instructions increment the RP by 2
or 4, depending on their width (16- or 32-bit). This register also provides an address of
return when an interrupt is taken, and the jump to the trap handler must be performed. So,
interrupts can be served immediately, and waiting for valid instruction in the MA-stage is
not required.

4.1.2. Predictions

One of the largest components inside high-performance processors is a predictor,
which predicts the outcome of the control-transfer instructions so the pipeline does not
need to be flushed. The current implementation of the predictor in the Hardisc leverages a
simple prediction scheme based on a history of predictions. It consists of two parts. The
first part predicts the outcome of conditional branches. It includes a branch target buffer to
save executed branches and a branch history table with saturation counters to record the
history of prediction. The second part predicts the outcomes of unconditional jumps and
contains a jump target buffer. Only a small part of the instruction address is saved in the
individual rows of target buffers. The predictors are usually more complex and contain
many register files with hundreds or thousands of bits. The predictor may predict a jump
from an instruction, which does not perform the transfer of control. Thus, it is necessary
to have a mechanism to detect and correct these mispredictions. Each instruction from
which the prediction is performed gets a prediction flag. If such instruction gets into the
MA-stage and the prediction is not correct or allowed for this instruction, a jump to the
address saved in RP is executed. The faulty record in the predictor is erased, so it does not
predict transfer of control again.

To check predictions, it is necessary to hold the predicted target address and the
information that the prediction was performed (the prediction flag) until the decision
about the correctness of the prediction in the MA-stage is made. It is improbable that the
prediction would be made from each instruction present in the pipeline simultaneously.
Therefore, it is inefficient to propagate the prediction information through the pipeline
and have dedicated registers for this information in each stage and row of IFB. Instead,
the Hardisc contains a separate FIFO-based buffer of predictions (BoP), which holds the
predicted target addresses. The prediction flag propagates with the instruction through the
pipeline. The target address is pushed into the BoP whenever the prediction is performed.
On the other hand, the prediction is performed only if the BoP has free space. If the
instruction from which the prediction was performed propagates into the MA-stage, the
target address is popped from the BoP and evaluated. Each flush of the pipeline also flushes
the BoP. In our testing, it was enough to have two rows inside the BoP without noticeable
performance loss. Since three pipeline stages and a four-row IFB separate the path between
a prediction and evaluation, it dramatically reduces the count of registers.

The RAS is also a predictor, typically in the form of a circular buffer with only several
entries, so it occupies less area. The predictions are not based on the instruction address
but on the data fetched from program memory (the latest saved into the IFB). If the RAS
detects a return instruction, it predicts a return address. The used IFB has a special output
port for the latest pushed data, which the RAS leverage to evaluate the instruction. The
Hardisc supports an extension for compressed (16-bit) instructions, so the RAS must count
with the alignment of instructions. The IFB also contains a special input port leveraged
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by RAS to override the information about predictions from the latest pushed instruction.
The return address is pushed into the BoP in the same way as the target address from the
predictor. The RAS has a higher priority.

4.2. Application of Protection Scheme

We must meet the three basic requirements described in Section 3.2 to successfully
implement the protection scheme. The address phase of requests to the data bus is executed
in the EX-stage, so this stage is where the pipeline is separated into two sections. In the first
section (stages before the EX-stage), it is enough to check whether a fault influenced the
execution of the instruction. When the request is executed in the EX-stage, the instruction
needs to be finished, so in the next section (stages following the EX-stage), we need to
ensure the instruction is completed faultlessly. To fulfill these requirements, we replicate
the pipeline inside both sections. This can be seen in a simplified form in Figure 3. The
first section is only duplicated (pipeline d0 and d1), as it is enough to detect a fault. The
second section is triplicated (pipeline t0, t1, and t2) because we need to be able to mask
out the fault. Register outputs from pipelines d0 and d1 are compared in the EX-stage.
Upon detected discrepancy, the instruction is marked as corrupted, and possible transfer
to the data bus is not initiated. The control logic inside the EX-stage is triplicated. Each
replica gets output from both comparators of discrepancy. This ensures that the fault will
be detected if one of the comparators fails due to SET. The bus request information is taken
from pipeline d0, but the transfer is not initiated if the discrepancy exists. If at least one
of the comparators signalizes the discrepancy, the control logic in each replica marks the
instruction as corrupted. If such an instruction propagates into the MA-stage, it is restarted
by a jump to the address saved in the RP.
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names of individual pipeline stages; d0 and d1 are replicas of duplicated parts of the pipeline; t0, t1,
and t2 are replicas of triplicated parts of the pipeline.

The EX-stage expands duplicated logic into triplicated. The pipeline d0 is connected to
t0 and t2; d1 is only connected to the t1 pipeline. The ALU-related instructions do not access
the data bus, so we do not need to mask out faults in it. This is an important property as we
do not need to triplicate the whole ALU, which occupies a large area and has high power
consumption. The EX-stage contains two replicas, ALU0 and ALU1, because we need to
detect faults. The ALU0 receives inputs from the d0 and the ALU1 from the d1. The output
of the ALU0 is connected to the pipelines t0 and t2, and the output of ALU1 is connected to
the t1. Such an interconnection has less routing and better timing results. If the output of
ALU0 was connected to each pipeline and the ALU1 served only for comparison, we would
need an additional comparator at the outputs of the ALUs (in the EX-stage) before saving to
the following registers. Instead, the logic inside the MA-stage compares product registers
of pipeline t0 and t1, written from the EX-stage, to detect a fault in ALUs. The instruction is
marked as corrupted and directly restarted if different results are stored in these registers.
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All registers between the EX-stage and MA-stage and between the MA-stage and WB-stage
are protected by TMR. Each copy of a register in the TMR circuit is driven by one of the
tX pipelines. The voter at the output of the TMR is also triplicated and drives one tX
pipeline. Any fault in the MA-stage logic is masked by majority voting in the WB-stage.
The MA-stage also contains the RP register and CSR registers, which are protected by TMR
too. The response from the data bus is pushed into each pipeline replica in the MA-stage.

The pipeline d0 determines a request to the program bus, and the fetched instruction is
saved into IFBs of d0 and d1 separately. The fetch stage preserves the request address until
the bus responds. So, before the data are written into the IFBs, addresses of both pipelines
are compared, and a flag is saved with the incoming data to signalize discrepancy. If d0 and
d1 are different at the time of the request, the discrepancy is detected in the following stages.
The protected core contains only one instance of the predictor, which gets the currently
fetching address only from pipeline d0, but its prediction is signalized to both pipelines.
The address in pipeline d1 should be the same. If it is affected by a fault and contains a
different address, the pipeline will be restarted, and the prediction will be discarded. Since
our unprotected pipeline can detect all types of misprediction, we can afford to leave the
whole predictor unprotected. The same situation occurs for RAS. It is fed from d0, and only
one instance is present. Any fault, which occurs inside the predictor or RAS, can lead only
to a single misprediction. Information that the prediction was performed (the prediction
flag) must be protected. So, the flag is saved to the IFB of both pipelines. The target address
is saved into the BoP. Any fault inside the BoP corrupts the saved predicted address, so
the misprediction will be detected during evaluation and the instruction will be restarted.
This means the BoP does not have to be protected at all. So, we have only one instance of
BoP in the architecture. The fetch stage and prediction in the protected pipeline are shown
in Figure 4.
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Since we replicate pipelines, avoiding the introduction of a common failure mode is
essential. This means we must also separate the clock and reset trees. Single clock and
reset trees are insufficient since fault within them would result in errors in each redundant
pipeline or TMR register. The Hardisc has three dedicated ports for clock and reset signals.
Clock0 is for pipeline d0 and t0, clock1 for d1 and t1, and clock2 for t2. Clock2 is utilized
for clocking the least number of registers and units in replicated pipelines, so it is also
responsible for clocking the register file. The predictor and RAS are clocked by clock0. The
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reset ports are utilized similarly. To support more control over the protection scheme and
some specific functions of the Hardisc core, a new custom CSR register named hrdctrl was
implemented. Its purpose will be described in the following sections.

4.3. Protection of Register File

A SECDED code is leveraged to protect the register file. The syndrome is checked
during a reading of the register file in the OP-stage. The checksum is generated in the
WB-stage inside each tX pipeline separately. As the register file contains only a single write
port, a TMR logic is used to select valid data for the write port from the three pipelines. The
instruction is marked as corrupted upon detecting a correctable error (CE) in the requested
register during reading. Its execution is restarted by a jump to the address saved in the RP
from the MA-stage. The read value is routed to the OP-stage directly from the register file
in parallel with syndrome evaluation and correction logic. This means that a critical path
due to correction logic is not present.

A configurable automatic correction mechanism (ACM) is implemented, which helps
decrease the probability of fault accumulation. Integration of the ACM into the pipeline
is shown in Figure 5. The ACM makes sure the faulty register is corrected before the
instruction propagates again back to the OP-stage. It reports information about the correct-
ness of the read data to the OP-stage logic. The instruction is marked as not correctable
upon detection of an uncorrectable error (UCE). In this case, an exception is reported if the
instruction propagates to the MA-stage. The register file has two read ports, with addresses
in pipeline registers (RS1 and RS2), written from the ID-stage. The ACM may be configured
by the hrdctrl CSR register to automatically leverage the unused read ports to search and
correct the faulty records in the register file. If the instruction in the ID-stage does not
require a particular read port, or the OP-stage is empty, the ACM may change the read port
address coming from the decoder. The new addresses are determined by a value of 5-bit
registers (RS1x and RS2x), which are incremented in a round-robin fashion whenever the
ACM changes one of the read addresses. This helps to periodically check all registers, thus
lowering the faults accumulation. For simplicity, Figure 5 shows RS1 and RS2 registers only
from pipeline d0, but these addresses are also changed in the d1 pipeline. Addresses for
read ports are taken from the d0 pipeline, and read values are pushed to both the d0 and
d1 pipelines. Each time a CE is detected, the ACM saves the corrected value to the internal
registers to be written back to the register file in the following clock cycles. The ACM will
wait with the write until instructions from the WB-stage do not require the single write
port. A logic inside the ACM is duplicated to protect it from faulty behavior. If the copies
of the ACM logic differ, the correction process is terminated, so the faulty value needs to be
detected again to be corrected.

Programs/compilers for RISC-V architecture should use registers according to the
calling convention described in [32]. This convention assigns to each register in the register
file some attributes. Some registers are intended for temporary values, so they are not
expected to hold the value after function calls. Some registers hold the value across calls
of the functions. One register is dedicated to preserving a return address from a function,
and one holds the address of the boundary of the stack. This convention leads to different
registers usage, meaning some registers are used more frequently than others. Some
sections in a program may leverage only a few registers. If such a section is a loop, unused
registers can be untouched for several thousand clock cycles. If such a register contains
a UCE and the ACM detects it, an exception is not violated if some instruction does not
require the value of the faulty register. This can lead to a potential issue. The UCE could
become undetectable if another fault arises within this register when the register is not
required for a long time. This could then lead to incorrect program behavior. The ACM can
also be configured as an interrupt source to prevent these situations. When these interrupts
are enabled through custom hrdctrl CSR, the interrupt is raised whenever some UCE is
detected. This provides an additional layer of protection. If necessary, the software can
save the content of each register to memory (create a backup) periodically or before some
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function call. Then the backup can be used to restore the state of the processor as soon as
the UCE is detected.
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We have analyzed how often instructions in one iteration of a CoreMark benchmark
leverage read ports of the register file. We found that each two executed instructions require
approximately three values from the register file. This means that at least every second
clock cycle, the ACM can leverage one read port to check one additional register. The ACM
also leverages read ports whenever the OP-stage is empty due to flush or memory latency.
It can also alternate the addresses in registers RS1 and RS2 whenever the OP-stage is stalled,
and the instruction in this stage does not require both read ports. Let us say the EX-stage
executes some time-consuming operation (e.g., division), and the OP-stage contains an
ADDI instruction, adding immediate value to one register. The first read port is used to
read the required source register, but the ACM can leverage the second port to check other
registers. The ACM can check eight registers if the pipeline is stalled for eight clock cycles.
As it is evident, this approach could lead to increased dynamic power consumption. To
solve this issue, we included the possibility of disabling proactive change of RS1 and RS2
registers by custom hrdctrl CSR. The ACM will still search for fault, but the address register
will not be changed if not needed by the instruction. So, the application can distinguish
what level of protection the program needs.

4.4. Protection of External Memories

External memories or caches are often protected with error correction codes. This
means that whenever the data are written to the memory, a checksum is generated by the
core and written to the memory. The memory provides checksum and data whenever the
data are requested, so their correctness can be validated. We have yet to implement this
into the Hardisc processor, but we propose how and where the checksum generation and
correction/detection logic should be implemented. The program bus is used only to read
data from memory, so only a detection/correction logic is required. This logic should be



J. Low Power Electron. Appl. 2023, 13, 33 14 of 21

placed inside the aligner, so it would be possible to precisely distinguish which instruction
is corrupted. The protected architecture contains an aligner in both the d0 and d1 pipelines.
An exception with a unique code should be reported as the instruction enters the MA-stage
so that the software can select the following action.

The data bus is also used to write data to memory, so the checksum generation logic
is required. It should be placed inside the EX-stage and triplicated, so one replica will be
inside each pipeline (t0, t1, and t2). The error detection/correction logic of the read data
should be placed into the WB-stage to ensure it will not constrain the maximum frequency
due to the long input-to-register path. The read data should be corrected before writing
to the register file if it contains a correctable error. If data are not correctable, we propose
to generate a non-maskable interrupt. The problem of fault accumulation, which could
lead to uncorrectable or even undetectable errors, is also present in the memory blocks.
External memory scrubbers are used to lower such probability. The protection of external
memories is outside the scope of this work, but the known approaches should be easily
implementable as a complement to the proposed architecture.

4.5. Protection against Permanent Faults

The Hardisc is protected against permanent faults too. These faults manifest as
repeated restarts of instructions, and the Hardisc can detect them. The maximum number
of instruction restarts can be configured in the custom hrdctrl CSR. If this function is enabled,
the Hardisc can set the dedicated output port p_unrerr to 1 to signalize unrecoverable
errors. The hrdctrl register can also be configured to disable all predictors first, and if the
unexpected behavior persists, then the output port is set. A decision diagram of control
of the p_unrerr port is shown in Figure 6. This output port can be checked by an external
component, which can try, for example, to reset the power supply.
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5. Testing and Verification

Hardisc is described in a SystemVerilog RTL language and maintained in a protected
and unprotected version. The protection and other parameters, such as IFB and RAS depth
or predictor size, are configurable. All RTL simulations were performed in ModelSim.
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5.1. RISC-V Compliance

Since we have developed our own RISC-V core, it was necessary to check compliance
with the RISC-V specification. To do that, we utilized a random instruction generator
RISCV-DV [33]. It allows for generating groups of tests with different focus and target
instruction subsets (in our case RV32IMC). During each test run, a trace log was generated
and compared with the trace generated by running the same test on the Spike RISC-V ISA
Simulator [34]. One hundred tests from 8 different groups were selected, which resulted in
95.8% functional coverage of the target instruction set. A trace generated by the Spike and
Hardisc (protected and unprotected) was the same for each test. This means that our core
executed instructions as expected. It does not mean the core is fully verified, but it shows
up that the novel architecture and protection presented in this paper can be reasonably and
legitimately applied to the RISC-V processor.

5.2. Fault Injection

The RTL description of Hardisc supports the insertion of faults into all registers of the
core to simulate SEU. We can also select wires at which the SET is generated, including
all clocks and reset trees. The faults are generated randomly in each bit of register or
at the wire. By fault insertion, we mean bit-flip of the register or bit-change of the wire.
A fault generation is evaluated for each bit every clock cycle. The probability of fault
generation is configurable by option. Some registers and wires are grouped; we can
choose groups with fault generation enabled. This allows us to test individual protection
mechanisms. Available fault-insertion groups are register files, predictor/RAS, control and
status registers, clock/reset trees, and output of ALUs.

5.3. Simulation Results

To check how the protection mechanism performs during the execution of the program,
we chose EEMBC’s benchmark CoreMark [35]. Table 2 shows the parameters of Hardisc
used for simulations. Since the predictor and RAS are not protected and feed both the d0
and d1 pipelines, it was necessary first to deeply test the logic, which detects and handles
predictions. Depending on the configuration, the predictor and RAS contain from several
hundred up to thousands of bits in registers. The unprotected version of the Hardisc should
be able to handle all misprediction. This means that if faults are enabled only inside the
group of predictor/RAS, the Hardisc should successfully finish the program. Generated
faults should affect only performance since more predictions will be incorrect. The predictor
and RAS contain 769 flip-flops in total. With the selected fault-generation probability, a
single fault was generated every 100 clock cycles on average during the whole execution of
the CoreMark program. The program has finished correctly, and as expected, faults affected
only performance.

Table 2. Configuration of Hardisc during simulations and synthesis.

Parameter Number of Entries Bits in Each Entry Total Bits

Branch Target Buffer 16 19 304
Branch History Table 64 2 128
Jump Target Buffer 8 28 224

Buffer of Predictions 2 31 62
Return Address Stack 2 31 62

Instruction Fetch buffer 1 4 36 144
1 Two replicas in the protected architecture.

The results of proactive searching for faults in the register file with disabled memory
latencies might be seen in Figure 7. The results are taken from the CoreMark simulation with
faults enabled only in a register file group. With the selected fault-generation probability, a
single fault was generated every 275 clock cycles, on average, during the whole simulation.
The X-axis indicates a range of lifetimes of faults in terms of clock cycles. If the lifetime is
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lower than 10 clock cycles, it is shown in the first column. If it is equal to or greater than
10 and lower than 20, it is shown in the second column, and so on. The Y-axis represents
a count of faults with a lifetime described by the X-axis. The orange part indicates how
many faults were solved by instruction masking. This means that the instruction rewrote
the content of the faulty register with a new value. If the ACM corrected the fault, it is
accounted for in the blue part. It can be seen that 93% of faults were resolved under 50 clock
cycles from their creation. The ACM resolved more than 90% of all faults.
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We also analyzed the impact of memory latencies on fault accumulation. In the
simulation, where each memory access was extended randomly in the 1–5 clock cycles
range, the masking was even less visible, and the ACM was more successful in finding
faults. The outcome of this simulation was that 98% of faults were resolved under 50 clock
cycles from their creation. This improvement is caused due to the behavior of the ACM
when the OP-stage is empty or stalled. It leverages these clock cycles to proactively and
systematically scan the register file. This means that even though the pipeline is stalled or
empty, the register file remains protected.

6. Synthesis and Performance Results
6.1. Synthesis

We synthesized both the unprotected and protected versions of the Hardisc to get
information on the protection scheme’s impact on the maximal frequency, power consump-
tion, and area of the core. The physical synthesis was performed in the Genus and Innovus
by Cadence. The target technology was TSMC’s 28 nm planar bulk CMOS. The synthesis
was set up to disable optimizations, which could lead to merging or removing redundancy
circuits. Since we synthesized only the core without memories, we had to provide input
and output delays of the ports. Almost all ports of the core are interface signals for program
and data buses. Input data ports were set to have an input delay of 75% of the target clock
period, and the remaining input control ports had a delay of 50%. Output data and control
ports had an output delay set to 50%. Table 3 summarizes the synthesis results of both
versions under typical conditions (25 ◦C and 0.9 V).

The maximal frequency of the protected core is constrained by input/output paths.
A path between two in-core registers with the highest delay has a 20% reserve for the
clock period. So far, the development of the protected architecture has been focused
mainly on reducing the overall area of the protected core and reducing the count of
redundant elements, which helps to also reduce power consumption. The synthesis shows
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that the inter-core logic has much potential in timing, so additional optimizations can be
implemented to reduce the switching activity.

Table 3. Results from synthesis under typical conditions.

Parameter Unit Unprotected Protected Difference

Frequency MHz 1364 1310 −3.93%
Sequential Instances - 2960 4847 +63.75%

Combinatorial Instances - 15,668 32,317 +106.26%
Total Area mm2 0.0268 0.0558 +107.97%

Leakage Power µW 98 208 +112.25%
Dynamic Power 1 µW 21,649 47,489 +119.36%

Total Power µW 21,747 47,697 +119.33%
1 The switching activity is sampled from one iteration of CoreMark at 1300 MHz.

6.2. Performance Assessment

To measure the performance of the Hardisc core, we have leveraged CoreMark and
Dhrystone benchmarks. It is important to note that the implemented protection does not
introduce any additional stalls or flushes in a faultless environment. This means that the
performance is affected only slightly by a decrease in maximum frequency, so performance
normalized at 1 MHz is the same for both versions of the core. Simulations showed that
the performance of the core is 2.49 CoreMark/MHz and 1.73 Dhrystone/MHz. Table 4 is
an extended version of Table 1 by the performance comparison and also includes protected
and unprotected versions of Hardisc. Since this work focuses on a proposal and application
of the protection, we are not providing a deeper performance evaluation.

Table 4. Comparison of processors with benchmarking.

Processor Instruction Set
Protection

Approaches 1
Node Size

[nm]
Frequency

[MHz]
Performance

CoreMark Dhrystone

AT697F [12,17] SPARC-V8 TMR, RHBD, clock skew 180 100 203 -
GR740 [13,17,18] SPARC-V8 RHBD, library 65 250 2248 2 1700

TCLS [14,15] Armv7-R TCLS, library 65 311 - 520
SAMRH71 [19] Armv7E-M RHBP 150 100 504 -

RAD750 1st gen. [11] PowerPC RHBD 250 133 - 260
RAD750 2nd gen. [11] PowerPC RHBP 180 200 - 400

NOEL-V [20] RISC-V RHBD, library 28 800 3528 3 -
Hardisc—protected RISC-V RHBD 28 1310 3262 4 2266 4

Hardisc—unprotected RISC-V RHBD 28 1364 3396 4 2360 4

1 All processors/systems leverage EDAC to protect parts of the architecture/memories. 2 Result for 4 threads
from [17] (Table 7.3) and multiplied by 2.5, as the max. frequency is 250 MHz. 3 CoreMark data taken from
dual-issue version and multiplied by provided max. frequency. 4 Compiled by GCC 11.1.0 with flags: -O3 -march =
rv32imc -mabi = ilp32 -funroll-loops.

6.3. Comparison of Protection Approaches

A comparison of different protection approaches is shown in Table 5. The data are
extracted from the available literature, and references are mentioned next to the name
of the processors. We have analyzed the impact of the protection on the frequency, area,
dynamic power consumption, and its additional requirements to the executing software,
which affect the performance. The processors are grouped according to their general
protection approach.

The TCLS [14] protection required three Cortex-R5 cores instead of one and an ad-
ditional Assist Unit with an area of 14% of the single core. The authors declare that the
frequency dropped by 10% compared to equivalent dual-core lockstep implementation.
This means the frequency drop should be even more profound when compared to the
single unprotected core. This TCLS approach requires a relatively long resynchronization
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procedure after detecting a fault. The DCLS [22] approach to protecting the Cortex-A9
also requires a costly checker, which results in a higher increase of used resources. Results
show that the core requires at least 26% more clock cycles to execute the test application
due to additional required software routines. The approaches leveraging hardware multi-
threading [26,27] reduce the count of usable hardware threads by software, which has a
high impact on performance. Sequential cells in a Cortex-R4 CPU [36] were replaced by
TMR cells, and a clock skew was introduced for each flip-flop to protect the logic against
SET. The caches were protected by the ECC. The results show that the frequency drops
by 31%, and the chip area increases by 100%. The authors measured the area increase,
including the caches. Without them, the relative area increase would be even higher. The
dynamic power consumption increases by 104%. An area of the SHAKTI-F processor [28]
increases by only 20%, but the frequency drops by 25%. Although the area increase is
low, the processor contains the simplest instruction subset RV32I, and the study does not
mention any prediction scheme or protection of CSR registers. It needs to be made clear
whether the CSR registers are even implemented. Their protection would have a significant
impact on the area increase.

The protection of Hardisc has a similar area increase to gate-level redundancy ap-
proaches and has the lowest impact on the maximum frequency. Another important factor
is that the protection does not require additional software routines, which would affect the
performance.

Table 5. Comparison of protection approaches.

Protection
Approach Processor Drop in

Frequency
Area

Increase
Dynamic

Power Increase
Requirements
to a Software

System Lockstep TCLS Cortex-R5 [14] >10% 1 214% - Resynchronization
DCLS Cortex-A9 [22] - 275% 2,3 - Checkpoints

Multithreading fT03 [26,27] - 16% 2 - Fewer HW threads
dfT03 [27] - 25% 2 - Fewer HW threads

Gate redundancy TMR Cortex-R4 [36] 31% >100% 104% No
LEON [37] >8% 5 76% 4 - No

Architecture
SHAKTI-F [28] 25% 20% - No

Hardisc 4% 108% 119% No
1 Comparison to dual-core lockstep, the real drop should be even deeper. 2 Synthetized into the FPGA, the area
increase relates to the number of LUTs. 3 The checker IP is not protected. 4 Only the integer unit and register file
are considered. 5 The additional clock skew (such as the one used in [12]) is not considered.

7. Discussion

We have proposed a protection scheme for processors against soft errors, which can
be fully implemented at the RTL level using commercial technology libraries and process
techniques. Although the protection is based on redundancy, the novelty lies in its ap-
plication in the pipeline of the processor, which is separated into two sections. The first
section only detects faults, and the second section masks them. So far, the protections have
been implemented mainly at the system level by lockstep techniques or by using radiation-
hardened libraries and processes. The advantages could be faster time to market, but these
approaches usually have high prices and a significant negative impact on PPA data. There
already exist radiation-hardened processors which can be implemented in commercial pro-
cess techniques, but the primary protection is implemented at the technology library level,
which contains protected gates with more transistors. Many radiation-hardened processors
leverage error-correction codes to protect register files and caches, as the replication of
these modules would have a high impact on PPA. The problem with such approaches is
fault accumulation, which could lead to uncorrectable or even undetectable errors. Our
implementation also uses error-correction code to protect the register file, but it also con-
tains a proactive correction mechanism, which transparently scrubs the register file without
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disrupting the running software. We have implemented the protection scheme into a
RISC-V processor with the RV32IMC instruction set. The core code named Hardisc is
described by SystemVerilog and also allows fault injection during RTL simulation. We have
performed several fault-injection campaigns to test all implemented protection mechanisms.
They prove that the protection scheme works as expected and can protect the core from
unintended behavior. We also synthesized the core to 28 nm bulk technology to check the
impact of the protection. It was shown that the protection lowers the maximal frequency
only by 3.9% and increases power consumption by 119% and area by 108%. Critical paths
were due to input/output delays of the ports, and the inter-core logic has more than 20%
reserve in a clock period at the maximal frequency of 1310 MHz. So far, the core has not
been optimized for switching activity, so we will leverage the reserve in the clock period
to implement mechanisms to decrease it. The area and power consumption increases are
similar to dual-lockstep and gate-level protection approaches, but the reaction time and
ability to mask out faults are similar to TMR-protected architectures. Compared with other
protections at RTL-level, it has a minimal impact on the maximum frequency. Another
important fact is that it does not require the creation of backups or checkpoints in software,
which would otherwise affect performance and require additional memory space. Future
work will be focused on improving the dynamic power consumption and implementation
of hardware multithreading.
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