Y information

Article

Improving CS1 Programming Learning with Visual
Execution Environments

Raquel Hijéon-Neira 1*{, Celeste Pizarro (7, John French 3{9, Pedro Paredes-Barragan ! and Michael Duignan

check for
updates

Citation: Hijon-Neira, R.; Pizarro, C.;
French, J.; Paredes-Barragén, P;
Duignan, M. Improving CS1
Programming Learning with Visual
Execution Environments. Information
2023, 14, 579. https://doi.org/
10.3390/info14100579

Academic Editors: Beng Soo Ong,
Tianchong Wang and Eric C.
K. Cheng

Received: 16 August 2023
Revised: 6 October 2023
Accepted: 17 October 2023
Published: 20 October 2023

Copyright: © 2023 by the authors.
Licensee MDPI, Basel, Switzerland.
This article is an open access article
distributed under the terms and
conditions of the Creative Commons
Attribution (CC BY) license (https://
creativecommons.org/licenses /by /
4.0/).

3

Computer Science Department, Universidad Rey Juan Carlos, 28032 Madrid, Spain; pedro.paredes@urijc.es
Applied Mathematics Department, Universidad Rey Juan Carlos, Méstoles, 28933 Madrid, Spain;
celeste.pizarro@urjc.es

Department of Computer Science & Applied Physics, Atlantic Technological University,

H91 TSNW Galway, Ireland; john.french@atu.ie (J.F.); michael.duignan@atu.ie (M.D.)

Correspondence: raquel hijon@urjc.es

Abstract: Students in their first year of computer science (CS1) at universities typically struggle
to grasp fundamental programming concepts. This paper discusses research carried out using a
Java-based visual execution environment (VEE) to introduce fundamental programming concepts to
CS1 students. The VEE guides beginner programmers through the fundamentals of programming,
utilizing visual metaphors to explain and direct interactive tasks implemented in Java. The study’s
goal was to determine if the use of the VEE in the instruction of a group of 63 CS1 students from
four different groups enrolled in two academic institutions (based in Madrid, Spain and Galway,
Ireland) results in an improvement in their grasp of fundamental programming concepts. The
programming concepts covered included those typically found in an introductory programming
course, e.g., input and output, conditionals, loops, functions, arrays, recursion, and files. A secondary
goal of this research was to examine if the use of the VEE enhances students” understanding of
particular concepts more than others, i.e., whether there exists a topic-dependent benefit to the use
of the VEE. The results of the study found that use of the VEE in the instruction of these students
resulted in a significant improvement in their grasp of fundamental programming concepts compared
with a control group who received instruction without the use of the VEE. The study also found a
pronounced improvement in the students’ grasp of particular concepts (e.g., operators, conditionals,
and loops), suggesting the presence of a topic-dependent benefit to the use of the VEE.

Keywords: programming; visual execution environment; Java; visualization; contextualization

1. Introduction

Programming ability is widely seen as a highly useful skill in our modern technological
society. The need, therefore, arises to examine the variables and tools that can influence
students’ success in acquiring this skill [1]. Learning to code involves a variety of factors,
including the educational process, instructional materials, the technology employed, and
metacognitive aspects. It is clear that engaging lessons and activities only have value when
they have an impact on the pupils [2]. To this end, teaching aids and innovative teaching
techniques may increase students’ feelings of success [3] and aid in their development of
confidence, which is consistent with constructivist teaching methods and the theories of
Piaget and Vygotsky [4-8].

Many students find fundamental programming concepts abstract and complicated
upon first encountering them and experience challenges and misperceptions as a result [9].
Teachers could benefit from guidance in how to effectively teach these students since
problems can result from a lack of or inadequate teaching methodologies [10,11]. Numerous
strategies have been used to attempt to address these challenges, for instance, leveraging
mobile technology [12] and pair programming [13]. Competitive programming challenges
and contests are also popular [14] as is the use of automatic graders [15] in assessment.
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Research has also been carried out into the most effective sequence in which to introduce
new concepts to students [16].

Visual Execution Environments (VEEs) have been proven to be effective in introducing
programming concepts to students taking introductory programming courses at the univer-
sity level (commonly referred to as CS1 students) [17] as well as to younger students [16].
Learning through game programming [18] and using a combination of VEEs and game
programming [19] have also been found to be effective approaches.

The contribution of this research is a rigorous investigation into how to teach funda-
mental programming concepts at the CS1 level. In this research, a Java Visual Executing
Environment (JVEE), created specifically for CS1 students, was evaluated as a teaching,
learning, and practice tool for computer programming. The study aimed to address two
research questions (RQ):

RQ1: Can this cohort of CS1 students benefit from the use of a Java Visual Execution
Environment to enhance their understanding of programming concepts?

RQ2: Which programming principles are typically easier to understand? Furthermore,
which are challenging?

The programming concepts covered here can be found in a typical “Introduction to
Programming” course, including input and output structures, conditionals, loops, arrays,
functions, recursion, and files.

This paper examined whether a group of 63 CS1 undergraduate students registered
for a Java-based introductory programming course in one of two universities (in Galway,
Ireland and Madrid, Spain) could develop their programming skills under the guidance of
the VEE. Secondly, it looked into whether use of the VEE had a topic-dependent benefit,
i.e., whether particular topics could be taught effectively with the VEE more than others.
The same lessons and order of concepts were followed on both university sites, and four
very experienced and coordinated tutors taught the module to the CS1 students in each
university. The student cohort was divided into four groups: two groups were designated
as the experimental groups, and the other two as the control groups. The JVEE was used in
the instruction of the experimental groups, whereas the control groups received the usual
instruction given to CS1 students at the participating sites. The process for the experimental
group included an introduction to each concept being taught, which was also conducted
through initially using the Java VEE. The JVEE provided interactive exercises with visuals
illustrating the execution of the code in steps, alongside giving context for the concepts
using pre-made, on-the-spot exercises based on metaphors for each idea and practice with
suggested activities in Java.

The JVEE was used for the whole of the first semester of 2021-2022 in Madrid, from
13 September to 22 December, and secondly, in Galway, Ireland, in the second semester
of 2022-2023, from 23 January to 5 May. The improvement in the pupils’ learning was
evaluated with a test before and after the course, which had 28 multiple-choice questions
that covered the programming fundamentals. The same test was administered before and
after the course of instruction with the JVEE. The findings revealed that the use of the JVEE
resulted in a significant improvement in students’ programming ability in all topics, except
conditionals. The improvement was particularly pronounced for some concepts, such as
loops, recursion, files, arrays, and functions.

This paper is organized as follows: Section 2 examines the theoretical framework for
enhancing programming learning, complementary methods for teaching programming,
and Visual Execution Environments. Section 3 describes the research design, pedagogical
strategy, research participants, and instruments for measuring. The experiment’s find-
ings are presented in Section 4, both generally and with programming ideas. Section 5
discusses the limits of the study. Section 6 summarizes the results and suggests areas for
further research.
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2. Theoretical Framework
2.1. Learning How to Program

Programming is purportedly an extremely demanding topic or ability; thus, it is
understandable that pupils find it difficult [20] to learn. Some authors have looked into
what aspects of students” mathematical aptitude, processing speed, analogical thinking,
conditional reasoning, procedural reasoning, and temporal thinking [21] can influence
their ability to acquire programming skills. Good programmers have generally been found
to be proficient in many of these areas. Beginner programmers frequently struggle with
basic ideas like variables, loops, and conditionals. According to research, individuals have
trouble grasping the syntax and semantics of programming languages, which can result in
logical and syntax problems [22,23]. When presented with programming obstacles, many
students have trouble devising efficient problem-solving techniques. They might place
more emphasis on syntax than algorithm design, resulting in hard-to-read and -maintain
code [24].

According to Brooks [25], “I think the difficult one of developing software is the
creation of this intellectual construct, specifically its specification, design, and testing, not
the work of representing it and evaluating the fidelity of the representation. We still make
syntactic mistakes, for sure, but they pale in comparison to the conceptual flaws found
in the majority of systems. If this is the case, developing software is and always will
be challenging” (p. 182). Many of the difficulties highlighted by Brooks are likely to be
faced by initial computer science students (CS1) during their initial term of programming
instruction. Novice programmers must learn abstract programming concepts, the syntax of
a programming language, and the process of designing and constructing an algorithm, as
well as how to use the development environment used in the class.

Usually, CS1 students begin by learning to write very basic programs such as “hello
world”, where fundamental concepts like system output and variables are demonstrated.
Over the course of the term, more elements are added, so that by the end, pupils have
progressively been exposed to the key constructs of the programming language. In order
to develop their ability to write programs to specific requirements, students are expected
to practice using programming ideas through a variety of tasks [26]. It is crucial to keep
students motivated and interested during the whole CS1 course. Demotivation can cause a
decline in persistence and interest in programming learning [27].

The sequential process of converting system design specifications into functional
programming code is composed of five separate steps: specification, algorithm, design,
code, and testing. The specification, which is frequently rewritten in a detailed and close-
to-implementation manner, helps the students grasp the issue domain and develop an
acceptable method. It is typically stated in simple language. An algorithm is then developed
and subsequently translated into programming constructs which can then be implemented
in code, heavily reliant on abstraction. This step should not be difficult with a good design,
depending on the programming language. Testing comes before the program is put into
action, which is the last stage. This order is ideal for creating an effective computer program,
although students frequently skip the specification and design phases in favor of the last
“code” component. Since such methods are frequently strengthened in the way the subject
is offered through books and talks, numerous inexperienced programmers have a tendency
to focus on syntax [28].

Conceptualization, problem solving, logical mathematical thinking, procedural rea-
soning, evaluation, bug fixing, and career advancement are only a few of the abilities that
are used in programming [21], and they cannot be used alone. It might be difficult for
students to generalize and abstract programming principles. Their capacity to apply newly
acquired knowledge to novel issues is hampered by this [29]. They are used in the context
of a specific issue or problem region. The undergraduate program a student is pursuing
will frequently dictate the quantity of programming that is performed, the language used,
and the educational setting.
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2.2. Complementary Methods for Teaching Programming

Many different academic backgrounds are represented in CS1 classes, and some
students might not have had any programming experience before. It can be difficult for
instructors to cater to this wide range of knowledge levels [30]. The instructional methods
and programming languages used have a significant impact on how well pupils learn. It
is crucial to strike the proper balance between theoretical ideas, practical programming,
and real-world applications [31]. There are a variety of methods that have been found to be
effective in assisting students who are taking introductory programming classes, including
making use of an adaptive virtual reality platform [32], problem solving with artificial
intelligence [33], simulation games [34], serious games [35,36], games and contests [14],
using robots [37], and comparisons between block and text programming [38,39]. Also,
programmers must have strong debugging abilities; however, beginners may find it difficult
to locate and successfully correct flaws in their code, since they might not have a methodical
debugging strategy [40]. For students who are having trouble, proper help and resources
are essential. Learning results for struggling students can be enhanced by early detection
and additional support [41], providing guidance, avoidance of negative consequences, and
setting an adequate level of challenge [14].

2.3. The Visual Execution Environment

The PrimaryCode (https:/ /tinyurl.com/2s334mfe (accessed on 30 July 2023)) visual
execution environment (VEE) discussed in this article made use of pre-existing programs
in Java for each of the suggested lessons [42]. Since the VEE was implemented in Java, it
was platform-independent, requiring only that Java was installed on the host machine. It
included a guide to gradually teach programming ideas (from simple to complex), utilizing
predefined programming environments, thereby avoiding problems with syntax and giving
new programmers a sense of security while they learn.

The Fogg model [42] states that the three factors intended to alter human behavior
are skill (the degree of difficulty faced when performing the deed), trigger (the agent that
initiates the action), and desire (to behave out of incentive, awe, fright, pleasure, etc.). An
effective learning and instructional technique for fresh ideas that in this case included the
ones connected with a specific introductory coding course was made possible by this VEE,
which created a dynamic where these three parts all simultaneously came together.

The Mishra and Koehler TPACK model [43] was the basis for the integration of the
necessary information into the VEE and the development of a useful tool for instructional
programming ideas. Through the continual incorporation of technology into instruction,
TPACK pinpointed the areas where students’ learning experiences were enhanced. In this
area, knowledge from three different fields intersected: the understanding of the subject
(programming ideas), pedagogical (displaying the execution of scripts along with other PC
activity, display, RAM, data, etc.), and technical expertise (using Java and Scratch to run
scripts). As depicted in Figure 1, TPACK is situated where the three regions converge.
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Figure 1. TPACK model [44].
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3. Research Design

The method of didactic research for the computer instruction employed was based on
the concepts of research-based learning. This study was created to support the teaching
of fundamental coding ideas to pupils in the development of programming knowledge.
Pre- and post-testing were conducted according to the experimental technique. It included
tests before and after the full set of teaching sessions and was utilized to assess the seven
introductory programming lessons’ coverage of programming principles using the same
evaluation metrics. In both universities, the Atlantic Technological University Galway in
Ireland and Spain’s Universidad Rey Juan Carlos, the CS1 participants completed a starting
literacy pre-test, then used the VEE for Java to introduce each concept being taught into the
instruction of their experimental groups. The VEE was not used with the control groups.
After fifteen weeks of training in all the programming concepts that a CS1 introductory
programming course should include, students completed a post-test to measure their
progress. Each student took the test on their own at their assigned place. The schematic
illustrating the subsequent experimental strategy is shown in Figure 2.

/ Intervention \

Pre-test on | Learning of Programming while using VEE | Post-test on
Programming | === = = = = = = = = = = = = = = = Programming
. Concepts in Java | Learning of Programming without VEE | Concepts in Java
Participants
Pre-test on | Learning of Programming while using VEE | Post-test on
Programming | = = = = = = = = = = = = = = = = — = Programming
Concepts in Java Learning of Programming without VEE | Concepts in Java

1 ‘ 1 ‘ 1

45 15 45
min \ weeks / min

Figure 2. Schematic illustrating the experimental strategy.

3.1. Pedagogical Strategy

A menu item was created that contained all seven lessons necessary for any introduc-
tory programming course. This arrangement allowed for logical ordering with no confusing
topics. The Java TPACK PrimaryCode VEE offered built-in applications using preloaded
scripting that allowed learners to sequentially select from a variety of suggestions for the
scripts’ practice sessions as they followed the suggested classes. The instructor could utilize
a different sequencing strategy than the one indicated due to this division, if necessary.
This was crucial since certain concepts depend on prior learning, e.g., the knowledge
of conditionals is necessary to understand loops. With an average screenplay length of
1.5 min, Table 1 provides the topics, description, and quantity of scripts for each topic.

Table 1. A suggestion for the Guided Java VEE topic order.

Topic Num. Description Num. of Scripts
Topic 1. Input/Output and Variables 5
Topic 2. Conditionals 8
Topic 3. Loops 18
Topic 4. Arrays 12
Topic 5. Files 11
Topic 6. Functions 6
Topic 7. Recursion 6

Each lesson was thoughtfully created with the goal of encouraging successful concept
assimilation. The chronology of the instructive method involved first demonstrated how
to execute the script towards the left-hand side of the screen. Then, towards the right,
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a graphic representation appeared, showing numerous components including memory
chests or containers, the computer monitor, and an array that looked like carton vegetables,
among other things. Additionally, the sessions included a variety of activities and scripts,
giving pupils the chance to interact with various data. All of the data included was easily
available on the screen’s lower-left corner. Figure 3 displays two instances of the Java
code executed, one for the conditionals and the other for the loops. The scripts provided
immediate feedback to the students. The combined interaction of the learner with the script,
visualizations, and sample data facilitated the assimilation of the concepts being studied
(Figure 4).
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Figure 3. The TPACK PrimaryCode VEE with Java script execution scenarios for loops and condition-
als on the left and right, respectively (red arrow points out next instruction to be executed) [45].
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Figure 4. The TPACK PrimaryCode VEE shows interactive Java script execution samples for every
topic (1-7 from Table 1) on the left, and their interactivity on the right-hand side [45].
3.2. Research Participants

Computer science CS1 undergraduates in two separate groups participated in the
research. At the Atlantic Technological University of Galway in Ireland, there were two
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cohorts, one for the experimental group with 11 students and another for the control
group with 10 students. Similarly, Madrid’s Universidad Rey Juan Carlos, Spain, had
an arrangement of 22 students within the test group and 20 in the control group. All
63 students in both universities were registered for an “Introduction to Programming” in
Java course, the ones in Spain in the first semester of the academic year 2021-2022, and the
ones in Ireland during the second semester of the academic year 2022-2023. The age range
of the students in the cohorts was 18 to 21, and they were all citizens of either Ireland or
Spain. The exact same procedure was followed during the two academic years.

3.3. Instrument for Measuring

Pre- and post-tests made use of the same questionnaire on Java programming topics
utilized in this study to assess the effects of the semester’s instruction on students’ program-
ming abilities. An established procedure was utilized in both the preliminary and final
evaluations. The exact same methodology, which included 28 multiple-choice questions
about programming topics, was used to evaluate each group. Table 2 deals explicitly
with these ideas. Each test had a total score of 10 points. Questions from the initial and
subsequent tests included were written and edited by professionals with many years of
programming experience. When a question was properly answered, the scoring rubric
automatically awarded one point, and when it was erroneously answered, zero points.
Additionally, links exist to the Java tests in English (https://tinyurl.com/primarycodeTest
accessed on 18 October 2023) and Spanish (https://tinyurl.com/t8ecaf6x accessed on
18 October 2023).

Table 2. The quantity of the preliminary and final multiple-choice questions and concepts covered.

Topic Number Number of Questions Concept Addressed

Topic 1. Input/Output and Variables 4 Input, output, input, and output
Topic 2. Conditionals Conditional and switch
Topic 3. Loops While, do-while, and for
Topic 4. Arrays Search, read, and write
Topic 5. Files Binary and text files

Topic 6. Functions Parts, return value, and inputs
Topic 7. Recursion Linear and tale recursion

W WWwoN

3.4. Validity and Reliability

IBM SPSS Statistics Version 28 was used to complete the entire statistical analysis. The
Cronbach’s alpha was 0.819, which was a good value to gauge the internal consistency of
the responses to the preliminary and final questionnaires as well as the questions posed to
assess the programming ideas. This value did not rise as items were deleted.

4. Results

This discussion first focuses on the overall findings, where it was investigated whether
the use of the JVEE affected how well students acquired programming skills. Secondly, we
examine if there was a topic-dependent benefit to the use of the JVEE.

4.1. Overall Results

Possible changes between the scores of the preliminary and final evaluations were
studied. If there were variations, they were quantified.

Table 3 shows the mean, median, and standard deviation, respectively, as the main
descriptive statistics for centralization, position, and dispersion. These values are shown
for both the experimental and control groups.

As stated in Table 3, the mean and median values for both the control and experimental
groups were higher in the post-test than for what was observed in the pre-test. It was
also observed that the increase in the value of the mean and median was greater in the
experimental group (from 4.61 to 7.48 for the mean and from 4.64 to 7.86 for the median)
than in the control group (from 5.10 to 6.91 for the mean and from 5.00 to 7.67 for the
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median). The standard deviation increased in the post-test for both groups, being much
larger in the control group.

Table 3. Descriptive analysis in pre- and post-tests for the control and experimental groups.

Pre-Test Post-Test
Control Experimental Control Experimental
Mean 5.10 4.61 6.91 7.48
Median 5.00 4.64 7.67 7.86
SD 1.29 1.15 1.92 1.50

Figure 5 shows a bee swarm plot of the pre- and post-test scores for the control and
experimental groups. Red and green dots show the score of each student from the URJC in
Spain and the ATU in Ireland, respectively. As can be seen, lower values in both post-tests
occurred, to a greater extent in the students from Ireland.

2 — Location . vos
s URJC ose bod
ATU (Ll 11 ]] e
L L L e
@ (1] sesse
L ] *e
200 Ll
L] L1
e L
w — L] L 209
w . »
[V ® » L
o {11 L 1]
Q (T11] ese
w L »
= - 00
* *0
L] 088
L ] L ]
o~ -
o
Pre-test Post-test Pre-test Post-test
CONTROL EXPERIMENTAL

Figure 5. Bee swarm plot for the control and experimental groups in pre- and post-tests.

First, the normality of the data was checked with the Shapiro-Wilk test. The results
suggested no apparent violation of the assumption (in the control group, p = 0.154 and
p = 0.112 for the pre- and post-tests, respectively, and, in the experimental group, p = 0.097
and p = 0.137 for the pre- and post-tests, respectively). This allowed for verifying this
improvement with a t test of paired samples. As reflected in Table 4, the improvements, both
in the control and experimental groups, were statistically significant. This improvement
was accounted for using the d-Cohen test with a value of 1.851 for the control group and
1.898 for the experimental group, both very large.

Table 4. A paired t test and the effect size for pre- vs. post-test scores in the control and
experimental groups.

Pre-Post Control Pre-Post Experimental

Mean —1.84 —2.85
Deviation 1.857 1.898
df 30 31
t —5.521 —8.513
p-value <0.001 <0.001
d Cohen 1.851 1.898

If the interest is in knowing the difference between both methods, that is, directly
comparing the control group with the experimental group, the t-Student test was used to
consider unrelated instances (see Table 5).
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Table 5. t-test for independent samples for the control and experimental groups in the pre- and
post-test scores.

t df p-Value
Pre-test 1.604 61 0.057
Post-test —1.196 61 0.019

Table 5 shows the difference, first of all, between the experimental group’s pre-test
results and those of the control group. As can be seen, both the pre-tests were homogeneous
(p-value = 0.057). For this reason, both groups’ follow-up test results could be directly
compared, since they started from the same conditions. In the case of the comparison
between the post-tests for the control and experimental groups, there was a statistically
significant difference (p-value = 0.019).

To take into account all these particularities that are separately presented, a more
advanced mathematical model was used, ANCOVA. In this model, the pre-test scores
were included as a covariate, including factors such as place of origin (Spain or Ireland)
and group (control or experimental). To do this, first of all, we checked that the condi-
tions able to be applied to this model were verified, namely, the normality of the data
and homoscedasticity. The results showed that normality of the data occurred (using the
Shapiro-Wilk test with p = 0.060 and p = 0.092 for the pre- and post-test variables, respec-
tively). Homoscedasticity was checked with the Levene test. The results showed that the
equality-of-variance assumption was not violated (p = 0.744).

In Table 6, it can be seen that the pre-test grade did not influence the model, although
the influence of the location of the students was statistically significant (in Spain there were
better scores, on average, than in Ireland), as well as the group to which they belonged
(the post-test results showed that the experimental group performed better than the control
group). The interaction of location and group was not statistically significant. Through the
partial Eta-Squared values, we could measure the effect of each significant factor, being
0.260 for the location and 0.577 for the group, both corresponding to a large effect, though
the value was double for the group factor (either experimental or control).

Table 6. ANCOVA model for post-test scores.

df Quadratic Means F p-Value Partial Eta Squared
Pre-test 1 3.920 3.051 0.086 0.050
Location 1 94.930 73.892 <0.001 0.260
Group 1 6.236 4.854 0.032 0.577
Location*Group 1 2.634 2.050 0.158 0.034
Error 58 1.285

4.2. By Means of Programming Topics

Then, the research concentrated on observing what occurred when we took each
dimension separately, namely, input and output, loops, conditionals, functions, arrays,
recursion, and files.

The descriptive values for these variables in both the control and experimental groups
and the pre- and post-tests, which are depicted in Figure 6, are shown in Table 7. For each
dimension, the mean, median, and standard deviation, in that order, are shown.

As can be seen in Table 7, in which the main descriptors are shown, all the dimensions
increased or maintained their mean values from the pre- to post-test scores, both in the
control and experimental groups. The information given in the table is complemented
by Figure 6, where the greatest rise in the mean values for the experimental group can
be observed.
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Figure 6. Bar chart of the means for different topic variables in the pre- and post-tests.

Table 7. Topic-specific descriptive analysis of the sample.

Pre-Test Post-Test
Control Experimental Control Experimental
8.62 8.04 9.16 9.24
Input and

Output 10 10 10 10
2.02 2.13 1.21 1.32
4.76 3.71 6.89 7.50
Loops 4.44 3.33 7.78 7.77
2.62 2.02 2.68 2.11
6.77 7.96 7.16 8.93

Conditionals 5.00 10 10 10
3.54 3.07 3.39 2.07
5.00 5.15 6.50 7.34

Functions 5.00 5.00 7.50 7.5
2.23 2.61 1.80 1.86
3.97 3.02 6.55 6.86
Arrays 3.33 3.33 6.67 6.66
2.77 2.72 3.21 3.11
2.90 2.18 5,11 5.25
Recursion 3.33 3.33 3.33 6.66
2.82 2.17 3.47 3.43
3.76 3.75 6.11 7.07
File 3.33 3.64 6.67 6.67
2.23 434 3.16 3.43

Table 8 reveals that one of these topic differences between the pre- and post-tests
were statistically significant. This was tested using the t-Student test for paired sample
design. For the control group, statistically significant advancements were made between
the pre- and post-tests for all but the conditionals concept (p-value > 0.05). The same
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phenomenon occurred in the experimental group. Conditionals was the only concept in
which the improvement was not statistically significant.

Table 8. The paired t-test and effect size for the pre- vs. post-test scores by dimensions in the control
and experimental groups.

Group Experimental

t p-Value d t p-Value d
Input/Output —2.079 0.023 2.37 —2.335 0.013 2.83
Loops —4.239 <0.001 2.82 —7.408 <0.001 2.88
Conditionals —1.000 0.163 2.69 —1.438 0.080 3.68
Function —3.574 <0.001 2.38 —4.625 <0.001 2.67
Arrays —4.167 <0.001 3.59 —5.947 <0.001 3.56
Recursion —2.808 0.004 4.26 —3.816 <0.001 4.63
Files —4.383 <0.001 3.00 —4.209 <0.001 4.48

5. Discussion and Conclusions

The contribution of this research is a rigorous investigation into how to teach funda-
mental CS1-level coding topics and how this affects students” educational advancements
in response to such a proposition. In this research, a Java Visual Executing Environment
(JVEE) was evaluated as a teaching, learning, and practice tool for computer program-
ming that was created for CS1 students. There were two research questions that aimed to
address this:

RQ1: Can this cohort of CS1 students benefit from the use of a Java Visual Execution Environment
to enhance their understanding of programming concepts?

As discussed in the preceding section, statistically significant improvements in pro-
gramming knowledge were seen in both the control and experimental groups as a result of
undergoing a course of instruction. Since the question was whether the use of the JVEE
had an impact on the students’ learning, it was therefore necessary to directly compare
the control group (with no use of the JVEE) with the experimental group (with use of the
JVEE). As it was seen, both pre-tests were homogeneous. For this reason, the post-tests of
each group could be directly compared, since they started from the same conditions. In the
case of the comparison of the post-tests for the control and experimental groups, there was
a statistically significant difference.

To take into account all these particularities that are separately presented, a more
advanced mathematical model was used, ANCOVA. In this model, the pre-test results
were a covariate that included factors such as place of origin (Spain or Ireland) and group
(control or experimental). To do this, first of all, it was verified that the conditions necessary
for applying this model were present, namely, normality of the data and homoscedasticity.

Therefore, it was observed that the pre-test grade did not influence the model, although
the influence of the location of the students was statistically significant (in Spain, there
were better grades, on average, than in Ireland), as well as the group to which they
belonged (the experimental group’s post-test scores were better compared with those of the
control group in both locations). The interaction of location and group was not statistically
significant. Through the partial Eta-Squared values, the effect of each significant factor
could be measured. Both the location (Spain or Ireland) and the group factors (experimental
or control groups) corresponded to a large effect, though the value was double for the
group factors.

RQ2: Which programming principles are typically easier to understand and which are more
challenging?

Here the study concentrated on observing what occurred when we took each dimen-
sion separately, e.g., input and output, loops, conditionals, functions, arrays, recursion,
and files. As can be seen in previous sections, all the dimensions increased or maintained
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their mean values from the pre- and post-test results, both in the experimental and control
groups. The information given was complemented by where the greatest rise in the mean
values for the experimental group could be observed.

We examined these concept variations between the pre- and post-tests to discover if
they were statistically significant. This was tested using the t-Student test for paired sample
design. For the control group, there was a statistically significant improvement between the
pre- and post-tests for all the concepts (input and output, loops, functions, arrays, recursion,
and files), except the conditional concept (p-value > 0.05). The same phenomenon occurred
in the experimental group, where the mean values increased even more (in this order) for
loops, recursion, files, arrays, and functions; again, conditionals was the only concept in
which the improvement was not statistically significant.

6. Future Works

Future proposed works include the enhancement of the VEE to visually and interac-
tively help students understand what happens in the computer when Java code is executed,
providing students with an option to be able to code their own scripts (as opposed to
merely changing the input data to see what happens), and extending the VEE to other
textual languages like Python.

Author Contributions: Conceptualization, R.H.-N., C.P, ].F,, P.P-B. and M.D.; methodology, R.H.-
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