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Abstract: In conventional routing, a capsule network employs routing algorithms for bidirectional
information flow between layers through iterative processes. In contrast, the cluster routingtechnique
utilizes a non-iterative process and can outperform state-of-the-art models with fewer parameters,
while preserving the part–whole relationship and demonstrating robust generalization to novel
viewpoints. This paper aims to further analyze and clarify this concept, providing insights that allow
users to implement the cluster routing technique efficiently. Additionally, we expand the technique
and propose variations based on the routing principle of achieving consensus among votes in distinct
clusters. In some cases, these variations have the potential to enhance and boost the cluster routing
performance while utilizing similar memory and computing resources.
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1. Introduction

A Capsule Network, often referred to as CapsNet, is an advanced type of neural
network that employs neuron clusters known as “capsules”. Unlike traditional Convolu-
tional Neural Networks (CNNs), which output scalar values, these capsules produce vector
outputs. These vectors represent not only the probability of a feature’s existence but also its
instantiation parameters, such as pose (position, size, orientation), deformation, texture,
and so on. This richer representation allows the network to capture and maintain spatial
relationships between features more effectively than traditional methods. CapsNet intro-
duces a unique mechanism, known as “routing-by-agreement”, which replaces the pooling
layers found in conventional CNNs. This routing process enables capsules at one level to
send their outputs to higher-level capsules only if there is a strong agreement (i.e., high
probability) that the higher-level capsule’s entity is present in the input. This agreement is
determined according to the dot product between the output of a lower-level capsule and
the predicted output of a higher-level capsule, iteratively refined through a routing process.
This architecture ensures that, during forward propagation, information flows through the
network in a way that preserves spatial relationships, making it inherently more capable of
handling variations in viewpoint, scale, and rotation without the need for extensive data
augmentation [1].

Capsule networks aim to address some fundamental limitations of CNNs, especially
in terms of preserving spatial hierarchies between features within an image. As CNNs rely
on the scalar output of neurons within layers for feature detection and representation, they
sometimes fail to recognize objects captured from different viewpoints if they are not covered
in the training data [2,3]. CapsNets, in contrast, can better preserve the pose information
(position and orientation) of features, thus making them more robust to variations in the input
data [1,4,5].
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There are several main distinctions between CapsNets and CNNs. First, CapsNets use
a vector or group of neurons as a basic unit, whereas CNNs use a single neuron. These
vectors, called capsules, can potentially represent different parts of an object. Second, while
CNNs capture hierarchical features through the depth of the network, with each layer
learning different levels of abstract and complex features, CapsNets model hierarchical re-
lationships between parts and whole objects, providing more interpretable representations
of learned features. Third, unlike CNNs—which lack a dedicated mechanism for routing
information between layers—CapsNets use data-dependent routing to determine the flow
of information between capsules, allowing for better modeling of part–whole relationships.

In classic routing procedures, a CapsNet begins with a set of primary capsules that
represent low-level features extracted from the input data. Each primary capsule makes
predictions (or votes) by computing an affine transformation of its output and sending
their votes to the capsules of the next layer. These capsules at the higher level compute
a weighted sum of the predictions received from capsules at the lower level. Routing
weights are normalized through layer normalization [6] or a squashing function [1]. An
iterative routing process is used to determine an agreement on how capsules at one level
should connect to capsules in the next level by updating the weights [1,4]. In contrast, a
non-iterative routing procedure computes the routing weights and information of capsules
only once [5,7]. By simplifying the process into a single forward pass, non-iterative routing
methods alleviate the computational load associated with iteration.

Unlike conventional routing methods [1,4], the cluster routing paradigm involves
capsules generating vote clusters (instead of individual votes) for the subsequent layer’s
capsules [7]. Each vote cluster consists of multiple votes, with each vote potentially
originating from a distinct capsule in the previous layer. The proximity of votes within a
cluster signifies the information extracted from the same part of an object from capsules in
previous layers. Consequently, the variance within a vote cluster can serve as an indicator
of the confidence in the encoded information that the vote clusters represent. This suggests
that vote clusters with lower variance are more reliable in encoding information related to
a specific part of an object. Thus, greater weights are assigned to centroids originating from
clusters with lower variance.

We offer a comprehensive explanation of the definitions and terminologies presented
in the existing literature [7]. Our objective is to minimize confusion and prevent misin-
terpretations surrounding the cluster routing technique, thereby enhancing its utilization
across different scenarios.

Moreover, we carry out extensive experiments to investigate the impact of agreement
indicators and hyperparameters. Our goal is to determine whether variance can serve as
the sole dependable agreement indicator, or if increasing the number of votes per cluster
invariably results in better performance.

Expanding upon the non-iterative cluster routing concept [7], we propose two varia-
tions of cluster routing: one features a streamlined routing process with the potential to
reduce the number of parameters while maintaining performance levels comparable to
those of existing methods, and the other is designed to effectively handle an increase in the
number of votes per cluster, thus improving the overall efficiency of cluster routing.

Empirical evaluations across several data sets show that our proposed methods utiliz-
ing cluster routing consistently yield higher accuracy, when compared to existing capsule
networks. Moreover, our capsule network maintains the beneficial attributes of previous
CapsNet versions, including strong generalization to images taken from new viewpoints.

The contributions of our work are outlined in the following:

• The definitions and examining the implementations within the cluster routing litera-
ture are clarified to support the effective deployment of cluster routing techniques.

• Comprehensive experiments are performed to investigate the impacts of agreement
indicators.

• Two novel variations of cluster routing are proposed [7] based on the routing principle
of achieving consensus among votes of clusters.
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2. Related Works
2.1. Agreement Routing in Capsule Network

CapsNets play a crucial role in feature encoding. They transform the extracted features
into capsules, which are vectors capable of characterizing parts of an object, unlike the
singular units used in conventional CNNs. These capsules possess the ability to represent
more intricate aspects of an object, such as its pose, orientation, and texture style. The
capsule system proposed in the dynamic routing paper titled “Dynamic Routing Between
Capsules” [1] employs a routing-by-agreement mechanism. This mechanism iteratively
determines its predictions based on the agreement between lower- and higher-level cap-
sules, which is achieved through adjusting the weights connecting them. Inspired by the
ideas presented in this paper, numerous subsequent research papers have explored similar
concepts with the aim of enhancing the capsule network while preserving the critical
notion of the part–whole relationship. These endeavors have led to diverse approaches
and innovations in the field. The matrix capsules with EM routing approach [4] uses
high-dimensional coincidence filtering and a fast iterative process to determine the routing
weights, resulting in better performance and higher robustness to adversarial attacks than
baseline CNNs. RS-CapsNet [8] integrates Res2Net and Squeeze-and-Excitation blocks to ex-
tract multi-scale features, emphasizes useful information, and employs linear combinations
between capsules in order to enhance object representation while reducing the capsule
count. Cluster routing [7] uses variance as the fundamental indicator of agreement and
confidence in the information encoded within the vote cluster. Group normalization [9]
also utilizes the mean and standard deviation of a group. It splits the output channels of
a convolutional layer into several groups and normalizes the features within each group
according to the mean and standard deviation. However, as it does not use routing weights
based on the agreement between capsules (data-dependent routing) to produce the input
for the next capsule layer, as in cluster routing, it is not classified as a routing algorithm.

CapsNets can outperform conventional CNNs in various applications, utilizing fewer pa-
rameters [10–12]. This advantage is particularly notable in medical image processing, where the
main obstacles include detecting small lesions and overcoming class imbalances. Unlike CNNs,
which often require substantial amounts of labeled data (that may be scarce in medical contexts),
CapsNets can achieve similar levels of performance with a smaller data set [13,14]. CapsNets
employ capsules that encapsulate richer feature vectors, unlike CNNs that use scalar neurons,
making them more effective in addressing these challenges [13]. Furthermore, CapsNets are
superior in maintaining part–whole relationships and geometric details, significantly improving
their performance in medical segmentation tasks [11,12,15,16].

AI-generated deepfakes, including face-swapping videos and images, have been prolif-
erating across the internet, driven by significant advancements in graphics processing units
and AI algorithms. These technologies enable individuals to effortlessly create manipulated
and unethical media. In areas such as deepfake detection, where novel and unforeseeable
attacks are frequent, the strong generalization capability of capsules becomes vital. The
nature of deepfake technology allows attackers to continuously develop new methods to
bypass detection systems, making it imperative for defense mechanisms to possess the
ability to generalize from known attacks to novel ones effectively. CapsNets are particularly
suited to this task, due to their ability to understand the underlying structure of the data in a
way that mirrors human visual perception. This understanding includes recognizing when
an image or video deviates from the norm in a manner that suggests manipulation, even
if the specific technique used for manipulation has not been encountered by the system
before. A notable application of CapsNets in this context is Capsule-Forensic, which has
been shown to be effective in identifying altered or synthetically produced images and
videos [17,18]. The efficacy of CapsNets in this application stems from their unique ability
to encode hierarchical relationships between objects and their components, including de-
tailed pose information. This makes it an invaluable tool in the fight against the unethical
use of AI for media manipulation [19].
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2.2. Attention Routing

The ideas behind CapsNets share similarities with those of attention mechanisms,
initially introduced in transformers [20]. Attention between capsules [21] replaces dynamic
routing with a convolutional transform and attention routing, thus utilizing fewer parame-
ters. The inclusion of a dual attention mechanism after the convolution layer and primary
capsules in [22] enhanced the performance of the CapsNets. The use of a self-attention
mechanism in [23] allowed for alternative non-iterative routing, efficiently reducing the
number of parameters while maintaining effectiveness.

3. Methods
3.1. Notation and Terminology

Several terms and definitions are used in the relevant literature, defined as follows:

• v, Vote: A vote is the prediction of a capsule, resulting from the multiplication of a
weight matrix with a capsule.

• D, Depth or Length of a Capsule: The number of convolutional units in a capsule.
• u, Capsule: A capsule with length or depth of D.
• K, Number of Votes per Cluster: Each cluster has K votes.
• N, Number of Clusters: The number of vote clusters in each channel of a capsule layer.
• W, Weight Matrix: A weight matrix is multiplied with a capsule to create a vote v.

There are K matrices to produce K votes in a cluster.
• C, Number of Channels: Each capsule layer has C channels.
• G, Number of Groups: Each group has a number of clusters.

In cluster routing, a capsule layer has C channels, each channel has N clusters, and
each cluster has K votes.

3.2. Original Non-Iterative Cluster Routing

Cluster routing [7] generates clusters of votes through a non-iterative approach, where
the standard deviation is employed as the fundamental indicator of agreement and confi-
dence for the information encoded within the vote cluster. Clusters with higher variance
indicate lower confidence in their encoded information or decision; consequently, they are
weighted less and passed to the next layer. The agreement vector is computed based on
the standard deviation of the cluster’s individual votes. The centroids or means of the
vote clusters are weighted with their corresponding agreement vectors. The weighted sum
of these centroids integrates and aggregates the information from all vote clusters across
the capsules in the current layer, which is then normalized and transmitted to the next
layer. By leveraging agreement and weighted summation, cluster routing can efficiently
and dynamically route information flow between each layer of capsules in a single pass. A
vote cluster û{1,··· ,K}

i can be generated by multiplying a capsule ui with each weight matrix

W of a weight cluster W{1,··· ,K}
i ,

ûk
i = Wk

i ui. (1)

To enhance the receptive fields of each vote, the neighborhood of ui in Equation (1) is
expanded to 3 × 3 in practice. ui becomes the concatenation N(ui) ∈ R9D of its neighbor-
hood. Then, the kth vote in the cluster is produced as follows,

ûk
i = Wk

i N(ui). (2)

A vote cluster û{1,··· ,K}
i will send its centroid or mean mi =

1
K ∑K

k=1 ûk
i to the next layer,

with weighting determined by the agreement vector ai. The computation of ai is outlined
as follows,

ai = − log(σi), (3)
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where

σi =

√√√√ 1
K

K

∑
k=1

(ûk
i − mk

i )× (ûk
i − mk

i ) (4)

The centroids (or means) of these vote clusters are weighted summed as follows,

s =
C

∑
i=1

ci × mi, (5)

where

ci =
exp(ai)

∑C
j=1 exp(aj)

(6)

Each of the C capsule channels contributes a vote cluster to the capsules in the next
layer, making the number of vote clusters (N) equivalent to the number of channels (C) in
the multiple-channel version. Layer normalization [6] is applied to s to produce the output
of the capsule layer. The computational task in Equation (2) can be efficiently executed
through utilization of PyTorch’s pre-existing optimized convolutional operations [24],
similar to the technique employed in [21].

Notably, this mechanism utilizes significantly fewer parameters than both attention
routing [21] and dynamic routing [1]. The absence of iterations in the process enhances its
computational efficiency and reduces training resource requirements.

3.3. Cluster Routing Implementation
3.3.1. Weighting Computation

Feature maps were extracted from the original image through a convolutional layer
to form primary capsules. This layer is a convolutional capsule layer with C channels of
convolutional capsules. Each primary capsule comprises D convolutional units with a
3 × 3 kernel and a stride of 1. To create a vote, cluster routing utilizes a weight matrix for
element-wise multiplication with a capsule. Capsules within the same channel can share
weights to produce a vote, where each capsule has dimensions of 1 × 1 × D. However, in
cluster routing, the surrounding neighborhood is included to increase the receptive field
for producing a vote, resulting in the weight dimension of a capsule becoming 3 × 3 × D.

To handle the weight multiplication process, we leverage an optimized function in
PyTorch named conv2d. There are two approaches to produce votes from C separate
channels in the primary capsule layer.

First, a single conv2d layer can be used to generate votes from all C channels, employ-
ing group convolution through the conv2d function in PyTorch. The groups parameter in
conv2d controls the connections between inputs and outputs; for example, if groups = 1, all
inputs are convolved to all outputs. In cluster routing with C = 3, we can use groups = 3
to consider three convolutional layers side by side, creating three capsule channels. Each
layer sees one-third of the input tensor and produces one-third of the output, which are
subsequently concatenated.

Second, the feature maps can be segmented into individual channels, with each
channel employing its own conv2d layer to generate votes. It is important to note that
each channel utilizes a distinct conv2d layer for the generation of votes, which is currently
implemented in the code.

In iterative routing [1,4], the routing weights are computed through an iterative process.
The weight update frequency can have significant effects on the performance [1]. However, in
our non-iterative approach, the weight only needs to be computed once per epoch based on
the agreement vectors. Hence, the weight update frequency does not impact the performance.
In fact, without iteration, our method can reduce the training time to approximately 15%.
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3.3.2. Agreement Vector

In cluster routing, the weighting coefficients ci in Equation (6) can be computed
efficiently using the softmax function in Pytorch. However, when we substitute Equation (3)
into Equation (6), the ci can be simplified into the following form,

ci =
exp(ai)

∑C
j=1 exp(aj)

=
1
σ i

∑C
j=1(

1
σ j)

(7)

where σi is the standard deviation of the vote cluster.
The agreement vector in Equation (6) now can be redefined as ai =

1
σi

. This can be
explained by stating that the agreement is inversely proportional to the standard deviation
of the vote cluster: with a higher standard deviation, less agreement exists between the
votes, resulting in less weight being assigned to the centroid of the cluster.

3.3.3. Cluster Routing with Single Channel

In cluster routing, optimal performance is typically achieved through utilization of
the single-channel version, as illustrated in Table 1. Technically, this approach can be
summarized as creating multiple versions of the original capsule channel, increasing
its dimension by one. Next, the .view() function is utilized to divide the additional
dimension into two dimensions, K and N, as depicted in Figure 1. Subsequently, the mean
and standard deviation are computed along the K dimension to determine the centroid
and agreement vector, reducing the dimension by one. Following this, the mean tensor
is multiplied with the weight and then summed to derive the output capsule channel,
further reducing the dimension by one. This process involves expanding the dimension
and subsequently reducing it to preserve the original dimensionality of the input capsule
channel. Further details and the code implementation of this version can be found in our
GitHub repository.

The averaging and summing components of this technique can be conceptualized as a
type of vector dimension reduction, in which the dimensionality is reduced while preserv-
ing essential information. However, additional experiments (which are not addressed in
this study) are required to validate this hypothesis.

Table 1. Comparative analysis of test error rates in the capsule networks literature [7].

Method smallNORB Fashion-MNIST SVHN CIFAR-10
Error (%) Param Error (%) Param Error (%) Param Error (%) Param

Baseline CNN 3.76 3.30M 5.21 3.38M 3.30 3.38M 7.90 3.38M
Dynamic [1] 2.7 8.2M - - 4.3 ≃1.8M 10.6 8.2M
EM-Routing [4] 1.8 310K - - - - 11.9 ≃460K
RS-CapsNet [8] - - 6.49 5.00M 3.5 5.01M 10.19 5.01M
Attention Routing [21] - - - - - - 11.39 9.6M
DA-CapsNet [22] 1.74 - 6.02 - 5.18 - 14.53 -
Efficient-CapsNet [23] 2.54 151K - - - - - -
RVC [25] - - 5.87 - 2.97 - 8.3 -
Inverted dot-product
attention routing [26] - - - - - - 14.83 560K

VB-Routing [27] 1.6 169K 5.2 172K 3.9 323K 11.2 ≃323k
MoCapsNet [28] - - - - 7.00 - 27.83 -
SRM-CapsNet [29] 8.54 - 8.35 - 6.90 - 28.26 -
ER-CapsNet [30] - - - - 4.33 - 11.46 9.4M
Metric Learning [31] - - 9.59 - 7.24 - 26.76 9.4M
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Table 1. Cont.

Method smallNORB Fashion-MNIST SVHN CIFAR-10
Error (%) Param Error (%) Param Error (%) Param Error (%) Param

MASK DR [32] - - 6.32 1.4M - - 9.99 1.4M
ML-CapsNet [33] - - 7.35 - - - 14.28 -
PT-CapsNet [34] - - 7.77 - - - 8.79 -
NASCaps [35] - - 6.13 - 3.41 - 23.54 -
DenseCaps [36] - - - - 4.01 - 10.59 16M

Cluster Routing [7]
CM 1456 (C4K5D6) 2.98 ± 0.24 150K 5.17 ± 0.07 146K 3.94 ± 0.07 154K 12.16 ± 0.30 154K
CM458 (C4K5D8) 3.09 ± 0.19 246K 5.02 ± 0.04 240K 3.63 ± 0.11 252K 11.11 ± 0.09 252K
CM4816 (C4K8D16) 1.92 ± 0.12 1.32M 4.84 ± 0.07 1.30M 3.56 ± 0.07 1.34M 8.55 ± 0.12 1.34M
CM4824 (C4K8D24) 1.95 ± 0.12 2.87M 4.64 ± 0.03 2.84M 3.48 ± 0.14 2.89M 7.89 ± 0.11 2.89M
CS 2 (N8K8D32) 1.57 ± 0.13 2.53 M 4.68 ± 0.01 2.51M 3.37 ± 0.03 2.55M 7.37 ± 0.06 2.55M

Ours
V1M 3456 (K20D6G1) 3.32 ± 0.46 150K 5.36 ± 0.07 146K 3.74 ± 0.03 154K 10.78 ± 0.34 154K
V1M458 (K20D8G1) 3.11 ± 0.41 246K 5.29 ± 0.08 240K 3.71 ± 0.06 252K 10.21 ± 0.24 252K
V1M4816 (K32D16G4) 2.67 ± 0.3 1.32M 5.06 ± 0.04 1.30M 3.62 ± 0.14 1.34M 8.22 ± 0.3 1.34M
V1M4324 (K12D24G8) 1.95 ± 0.43 1.11M 4.95 ± 0.03 1.09M 3.48 ± 0.08 1.11M 7.83 ± 0.12 1.11M
V1M4824 (K32D24G8) 2.1 ± 0.22 2.87M 4.86 ± 0.02 2.84M 3.73 ± 0.14 2.89M 7.53 ± 0.11 2.89M
V2S 4 (N4K2N4K2D32) 1.46 ± 0.11 2.53 M 4.63 ± 0.07 2.51M 3.21 ± 0.08 2.55M 7.33 ± 0.03 2.55M

1 Cluster routing with multiple channels. 2 Cluster routing with single channel. 3 First variation with multiple
channels. 4 Second variation with single channel.
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Figure 1. Single-channel quick implementation of cluster routing.

3.3.4. Cluster Routing with Multiple Channels

Cluster routing can also be implemented with multiple channels. Each capsule layer
consists of C channels and, within each channel, there are N clusters. As each channel
contributes a vote cluster, there are C vote clusters per channel, making N equal to C
in this case. For simplicity, this variation involves multiple channels, with each channel
representing the single-channel version of cluster routing, as previously presented.

3.4. Proposed Routing Variations
3.4.1. Our First Routing Variation

This deviated version originates from the multiple-channel version of cluster routing.
Nevertheless, it remains compatible with the single-channel version, and we adhered to the
agreement based on standard deviation. However, we omit the step of summation over the
weighted centroids, thereby eliminating the need for the hyperparameter N, representing
the number of clusters per channel. The process is illustrated in Figure 2.
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agreement vector ai to the next layer capsules. The agreement vector is the result of comparing the
standard deviation of each vote cluster with other vote clusters within their smaller respective group,
distinguished by different colors, the number of groups is denoted as G. In the current scenario,
there are three groups (G = 3), each with two centroids denoted as m0 and m1. These centroids are
weighted using their corresponding standard deviations σ0 and σ1, resulting in transformed values
labeled as m′

0 and m′
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groups. The resultant weighted centroids are concatenated together to form the next layer capsule
channel.
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Figure 2. Our first routing variation with multiple channels. The bottom of the figure demonstrates
the connections between different capsule layers. At the top of the figure, 3 × 3 primary capsules are

multiplied with each weight matrix of a weight cluster comprising K matrices W{1,··· ,K}
i to generate a

vote cluster u{1,··· ,K}
i . This vote cluster consists of K votes, depicted as a 1 × 1 × K block (colored

cyan) in the right corner of the front middle block. Each cluster sends its weighted centroid mi based
on the agreement vector ai to the next capsule layer. The agreement vector is the result of comparing
the standard deviation of each vote cluster with other vote clusters within their smaller respective
group, distinguished using different colors, where the number of groups is denoted as G. In the
current scenario, there are three groups (G = 3), each with two centroids (denoted as m0 and m1).
These centroids are weighted using their corresponding standard deviations σ0 and σ1, resulting in
transformed values (labeled as m′

0 and m′
1 for the cyan-colored group). This procedure is replicated

for the other (red and blue) groups. The resultant weighted centroids are concatenated together to
form the next capsule channel layer.

The agreement vector ai in Equation (3) is simplified as the reciprocal of its standard
deviation, as follows:

ai =
1√

1
K ∑K

k=1(û
k
i − mk

i )
2

(8)

Apart from the weighted sum in Equation (5), the centroids of these vote groups are
only weighted and fast-forwarded to the next layers, as follows,

s = ci × mi, (9)
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where,
ci =

ai

∑C
j=1 aj

(10)

Then, layer normalization [6] is applied to the weighted centroids s. The fast-forward
mechanism, when experimentally applied, exhibited comparable performance with fewer
parameters than the weighted sum approach used in cluster routing for the SVHN and
CIFAR-10 data sets, as illustrated in Table 1. This method has the potential to reduce the
number of parameters while preserving network performance.

3.4.2. Our Second Routing Variation

While conducting extensive experiments with various hyperparameters in cluster
routing, we observed that increasing the number of votes per cluster (denoted as K) in
both single- and multiple-channel versions can lead to a decrease in performance, as
demonstrated in Figures 3 and 4, respectively. Therefore, we introduce a second variation
of the routing mechanism to mitigate the impact of increasing K while enhancing its
performance.

In Figure 5, the K and N dimensions are split only once in the original cluster routing,
using the .view() method in PyTorch. This second variation suggests that the breakdown
is not limited to only two times (as depicted in Figure 5) but, rather, depends on the
dimension of the tensor, which must satisfy the condition K1 × N1 × K2 × N2 = K × N.
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This approach can be utilized to effectively manage capsule layers with large di-
mensions, resulting in improved performance and faster convergence, as illustrated in
Figures 6 and 7.
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Figure 6. Performance of cluster routing and the second routing variation, along with their respective
hyperparameters shown in Table A1.
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4. Experimental Setup

In all experiments, we set the number of capsule layers to 5 and used a stride of 2 in
the second and fourth layers. The models were all trained with the Stochastic Gradient
Descent optimizer and cross-entropy loss. Training was performed with a batch size of
64 over 300 epochs, with an initial learning rate of 0.1 and a step decay of 0.1 at every
100 epochs. The hyperparameters for augmentation were tuned using a validation set
comprising one-fifth of the training images.
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The reference CNN employed for comparison was composed of five ReLU convolu-
tional layers. Each layer incorporates ReLU activation, 256 filters, and layer normalization,
resulting in a total of 3.38 million parameters.

Data Pre-Processing

For each data set, we employed brightness and contrast jitter to augment the training
data. We used α and β to control the contrast and brightness f (x) of a pixel at position x by
g(x) = α f (x) + β. Specifically, random brightness and contrast were applied with a factor
of 0.2. The value of α was randomly chosen from a uniform distribution in [0.8, 1.2], and
the value of β from [−0.2 1

Nx
∑x f (x), 0.2 1

Nx
∑x f (x)], with Nx denoting the total number of

pixels and 1
Nx

∑x f (x) denoting the mean pixel value.
The smallNORB [37] data set contains 24,300 images at 96 × 96 resolution, classified

into 5 classes. Pre-processing, as per [4], involved down-sampling to 48 × 48, normalization
and, for training, a contrast factor of 0.2, random shifts of 0.2, padding to 56 × 56, and
random cropping to 32 × 32. For testing, images were centrally cropped to 32 × 32.

The Fashion-MNIST [38] data set contains 70,000 images with a resolution of 28 × 28 pixels,
categorized into 10 classes. The data set was split into training and testing sets with a
ratio of 6:1. During training, various data augmentation techniques were applied to the
images, including random brightness adjustments, random flips with a 0.5 probability, and
contrast adjustments with a factor of 0.2. Additionally, the images were padded to a size of
36 × 36 pixels, then randomly cropped to a final size of 32 × 32 pixels.

The CIFAR-10 [39] data set consists of a collection of 60,000 color images, each measur-
ing 32 × 32 pixels, and is divided into 10 different classes, with each class representing a
distinct object or category. Each class contains 6000 images. The training and testing sets
were divided with a 5:1 ratio. In the training phase, random adjustments to brightness and
contrast were implemented with a factor of 0.2. Padding to achieve a size of 40 × 40 was
conducted, then random cropping was applied to obtain a 32 × 32 portion. Additionally,
random horizontal flips were introduced with a 0.5 probability.

The SVHN [40] data set comprises 10 digit classes represented as 32 × 32 real-world
house numbers. The core training set, consisting of 73,257 images, was used for training,
while evaluation was performed on the 26,032 test set images. Throughout training, random
brightness and contrast adjustments with a factor of 0.2 were applied. Images were padded
to 40 × 40, and random 32 × 32 crops were extracted for further processing.

5. Results

In Table 1, we evaluate and compare the performance of our proposed capsule network
in classification tasks (although it is not exclusively confined to such tasks). We investigated
its generalization to novel viewpoints and experiments through the various indicators
of agreement between cluster votes. For each data set, we conducted a minimum of
8 experiments using 8 random seeds under identical conditions, and the average test error
rate, standard deviation, and the number of parameters are presented in Table 1.

5.1. Comparison with the Baseline CNN

In our study, our proposed cluster routing variations demonstrated superior perfor-
mance when compared to the baseline CNN in two key aspects: the number of parameters
and test error rates. Notably, when tested on the smallNORB data set, which is known
for its variations in viewpoint, the proposed variations achieved higher accuracy while
employing fewer parameters, as illustrated in Table 1. The CNN baseline, with 3.3 million
parameters, achieved a test error rate of 3.76% on the smallNORB data set, while our
strategy halved the test error rate to 1.95% while using approximately one-third of the
parameters (1.11 M). The proposed variation achieved the best performance on this data
set, with a test error rate of 1.46%. This proves the robustness of CapsNets in handling
viewpoint variations in object recognition and pose estimation tasks. This accomplishment
can be attributed to the capsule network’s inherent capability to retain and utilize pose
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information within the features, enabling robust generalization even when confronted
with images captured from viewpoints that have not been previously encountered [25]
While demonstrating superior performance and robustness on the smallNORB data set, our
proposed variations also exhibited improved performance with a reduction in the number
of parameters across image processing tasks, including the real-world digit recognition task
in the SVHN data set, as well as image classification in the Fashion-MNIST and CIFAR-10
data sets, as illustrated in Table 1. This can be useful in real-world scenarios, where objects
may be partially occluded or where the viewpoint of the object may vary.

CNNs are adept at a wide array of tasks, but encounter difficulties in maintain-
ing the spatial relationships between objects due to the incorporation of max-pooling
layers [13,15,41]. These layers, which are designed for feature extraction and dimensional-
ity reduction, inadvertently result in the loss of spatial information among objects. Con-
sequently, CNNs may demonstrate decreased robustness in scenarios involving changes
in viewpoint, scale, and rotation [14]. Capsule networks offer a solution to this issue by
eliminating the need for pooling layers. Instead of relying on scalar values for feature
representation—as is common in CNNs—CapsNets employ vectors or “capsules”. Fur-
thermore, they utilize a “routing-by-agreement” mechanism instead of pooling, which
allows capsules to collaboratively decide on the existence of higher-level features [10]. This
capability to preserve spatial relationships renders CapsNets particularly beneficial in the
field of medical image analysis for tasks such as tumor detection, semantic segmentation,
and disease classification, especially considering the variability in the body shapes and
sizes of patients, as well as tumor locations.

Despite their potential, CapsNets face inherent challenges; notably, they depend on a
sophisticated routing algorithm that requires extensive agreement computations among
capsules. In seminal CapsNet studies, such as those cited by [1,4], routing iterations
have been shown to be crucial for updating capsule agreements, considerably lengthening
training and inference times [10]. This issue could limit the ability of CapsNets to match
the depth and scalability of CNNs [12]. Nevertheless, our novel approaches leverage a
non-iterative strategy to calculate capsule agreement, effectively reducing the training
duration by an average of 15%, when compared to conventional iterative methods [1,4].

5.2. Comparisons with the State-of-the-Art

For a fair comparison in Table 1, we employed identical data processing and training
settings, ensuring the selection of configurations with a similar number of parameters.

Our first variation, characterized by a lower number of parameters, achieved per-
formance comparable to that of the original cluster routing approach. Specifically, the
V1M4324 variation with fewer parameters (1.11 million in total) demonstrated a test error
rate of 3.48% on the SVHN data set. This is comparable to that of the original cluster routing
approach, which has 2.89 million parameters and a similar error rate. Similarly, in the
context of the CIFAR-10 data set, the outcomes of the V1M4324 variation closely matched
those of the original cluster routing, despite employing fewer parameters, with test error
rates of 7.83% and 7.89%, respectively. However, it slightly fell short in performance on
the Fashion-MNIST data set, exhibiting a test error rate of 4.95% with 1.1M parameters,
in contrast to the original cluster routing, which achieved 4.84% with 1.3M parameters.
Despite this result, this variation demonstrated the potential to achieve comparable perfor-
mance with fewer parameters. Furthermore, our variation employed a simpler agreement
calculation, leading to a modest reduction in training time (averaging 5%), when compared
to the original cluster routing approach.

Our second variation model, V2S, demonstrated significant performance enhance-
ments compared to existing capsule networks with an equivalent number of parameters to
the original cluster routing, as detailed in Table 1. Our analysis revealed that an increase in
the number of votes per cluster, denoted as K, led to a degradation in the performance of
the original cluster routing in both single- and multi-channel configurations, as depicted
in Figures 3 and 4, respectively. The V2S model addresses this issue effectively, offering
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a strategic approach to manage capsule layers with significant dimensions and alleviate
the negative impact of increasing K. In the context of the smallNORB data set, V2S not
only achieved superior performance, as demonstrated in Figure 6, but also exhibited faster
convergence during network training, as illustrated in Figure 7. These characteristics
significantly enhance the cluster routing efficacy, underscoring the potential of the V2S
model in improving cluster routing capabilities.

Despite nuanced variations, the two proposed routing alternatives emerge as viable
options, showcasing notable strengths in differentiating data sets with diverse characteristics.

5.3. Classification across Various Viewpoints

In this section, we evaluate the generalization capabilities of our proposed methods to
novel viewpoints using the smallNORB data set. To guarantee a fair comparison, we also
retrained the cluster routing algorithm, applying the same data augmentation techniques
as those used in our methods.

The network was trained on the training set with varying capture angles or azimuths
(300, 320, 340, 0, 20, 40). The test set comprised different instances in the same categories,
with unseen angles ranging from 60 to 280. To evaluate the network’s performance under
varying elevation viewpoints, we selected three smaller elevations from the training set
and tested the model on six larger elevations from the test set.

From the novel azimuth viewpoint, our first variation achieved the highest accuracy of
85.27%. The multiple-channel version of the original cluster routing and our first variation
demonstrated an advantage over the single-channel version. Regarding the novel elevation
viewpoint, the single version of our second variation attained the highest accuracy of
84.44%, as depicted in Table 2. The performance of both variations was on par with the
original cluster routing, maintaining robust generalization to novel viewpoints. In certain
instances, they even exhibited a slight advantage.

Table 2. Comparison of generalization capabilities on the smallNORB data set across various view-
points.

Azimuth (%) Elevation (%)
Model CS CM V2S V1M CS CM V2S V1M
#Params 2.55M 2.89M 2.55M 2.89M 2.55M 2.89M 2.55M 2.89M

Novel View 83.31 84.89 83.84 85.27 83.79 84.25 84.44 83.71

5.4. Agreement Indicators

In cluster routing, the standard deviation of the votes within a cluster serves as a metric
for assessing the consensus among votes surrounding the cluster centroids. Specifically, 1

σ
is utilized to calculate the agreement weighting for the cluster centroids in cluster routing.

We performed experiments to investigate alternative agreement indicators, including
1√
σ

, 1
σ2 , 1

σ3 , and the mean of absolute difference. However, no significant variations in
network performance were observed. Additionally, we explored alternative indicators,
such as the L1 norm (Manhattan norm) and the L2 norm (Euclidean norm), utilizing a
moving 3D kernel for norm calculations. Despite these efforts, such alternatives led to a
decrease in performance.

The summarized performance results for these investigations are provided in Table 3.
Based on these findings, we concluded that 1

σ stands out as the optimal choice for the
agreement indicator, due to its simplicity and efficiency.

Table 3. Performance of second variation on CIFAR-10 with diverse agreement indicators.

√
σ σ σ2 σ3 MAD * L1 Norm L2 Norm

10.92 ± 0.33 10.78 ± 0.34 10.75 ± 0.37 11.05 ± 0.54 11.26 ± 0.39 34.41 ± 0.16 29.44 ± 0.25
* Mean of absolute difference.
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6. Conclusions

This research aimed to clarify the key definitions and concepts integral to cluster
routing, with an emphasis on demystifying the terminologies and principles underlying
the original cluster routing algorithm. Additionally, we provided a comprehensive guide
for the implementation of different versions of the original cluster routing algorithm. Our
goal was to streamline the deployment process, making it easier for users to adopt and
effectively utilize the cluster routing approach.

We conducted extensive experiments to assess the limitations associated with increas-
ing the number of votes per cluster and explore alternative agreement indicators for cluster
routing. Our findings indicated that the standard deviation of the votes within a cluster
stands out as the optimal choice for the agreement indicator, due to its simplicity and effi-
ciency. Additionally, we observed that increasing the number of votes per cluster, denoted
as K, led to decreased performance in the original cluster routing for both single- and
multiple-channel versions.

Furthermore, we proposed two innovative cluster routing variations, which were
designed to enhance its capabilities. Our first variation attempts to simplify the origi-
nal cluster routing computation process through omitting the summation over weighted
centroids, thereby reducing the training time. In some cases, it achieved superior perfor-
mance while utilizing fewer parameters. This simplification is beneficial, as computational
complexity and memory requirements pose challenges for constructing deeper and larger
capsule networks. Our second variation addresses the impact of increasing the number of
votes per cluster, denoted as K, in the original cluster routing. This variation enables us
to manage capsule layers with substantial dimensions and mitigate the effects of increas-
ing the number of votes per cluster, leading to improved performance when compared
to the original cluster routing approach. Additionally, it offers the advantage of faster
convergence throughout the network training phase.

Our proposed novel methods improved the effectiveness of cluster routing and appear
promising for numerous applications. Future research will aim to evaluate the applicability of
our variations in various fields, including medical image analysis and deepfake detection.
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Appendix A

Table A1. Experimental configuration used for Figure 6.

Parameter Cluster Routing Second Variation
(Million) (K, N, D) (K1, N1, K2, N2, D)

2.55M (8, 8, 32) (4, 2, 4, 2, 32)
4.94M (16, 8, 32) (8, 2, 4, 2, 32)
9.75M (32, 8, 32) (4, 4, 4, 4, 32)
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