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Abstract: The Internet of Medical Things (IoMT) is a growing trend that has led to the use of connected
devices, known as the Internet of Health. The healthcare domain has been a target of cyberattacks,
especially with a large number of IoMT devices connected to hospital networks. This factor could
allow attackers to access patients’ personal health information (PHI). This research paper proposes
Chidroid, an innovative mobile Android application that can retrieve, collect, and distribute logs
from smart healthcare devices. The proposed approach enables the creation of datasets, allowing
non-structured data to be parsed into semi-structured or structured data that can be used for machine
learning and deep learning, and the proposed approach can serve as a universal policy-based tool to
examine and analyse security issues in most recent Android versions by distributing logs for analysis.
The validation tests demonstrated that the application could retrieve logs and system metrics from
various assets and devices in an efficient manner. The collected logs can provide visibility into the
device’s activities and help to detect and mitigate potential security risks. This research introduces
a way to perform a security analysis on Android devices that uses minimal system resources and
reduces battery consumption by pushing the analysis stage to the edge.

Keywords: android security; log analysis; IoMT security; IoT security; artificial intelligence; IoMT

1. Introduction

The world currently is heavily dependent on the Internet of Things (IoT) for our daily
lives [1]. The IoT is a rapidly growing field and is expected to expand in the coming years.
This growth is likely driven by various factors, including the increasing affordability and
availability of smart devices and the growing demand for connected products and services.

Android is an operating system often used on the IoT, based on the Linux kernel,
acquired initially and currently developed by Google, and was first released in 2008.
The Android operating system supports the IoT, which means that it can be used to
connect and control a wide range of smart devices. For example, an Android device can
monitor and maintain smart home appliances, such as thermostats and lighting systems.
In addition, many Android devices are equipped with sensors and other hardware to
collect data from the environment and provide input to IoT applications. Overall, the
combination of Android and the IoT offers many possibilities to create useful and innovative
connected products and services [2–4]. Smartphones and other mobile devices are used for
mobile health applications (mHealth applications) and recently have played an increasingly
important role in the healthcare industry [5]. Android and mHealth applications are
used for various purposes, including patient care, clinical decision support, exchange of
health information, and remote patient monitoring [6]. In addition, Android devices are
increasingly popular in the healthcare domain, but as they become more commonplace, so
do their security and privacy risks.
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According to ENISA and the report published in July 2022 (https://www.enisa.europa.
eu/news/ransomware-publicly-reported-incidents-are-only-the-tip-of-the-iceberg), “Be-
tween May 2021 and June 2022 about ten terabytes of data were stolen each month by ransomware
threat actors. 58.2% of the stolen data included employees’ personal data”. The study reports that
the most-affected sectors include heavy industry, information services, government, and
healthcare [7]. A recent relevant example of cyberattacks in the healthcare domain was
the case of the Ryuk ransomware [8], as mentioned by ENISA’s Threat Landscape Report
2021 (ETL 2021) (https://www.enisa.europa.eu/publications/enisa-threat-landscape-2021,
accessed 20 February 2023).

The healthcare domain has been a target of cyberattacks, especially with the growing
use of connected devices known as the Internet of Medical Things (IoMT). Similarly, the
IoT extends the threat landscape even further, with the most-common cyberattacks being
denial-of-service (DoS) attacks or unauthorised access to sensitive health information [9].
In some cases, cyberattacks lead to the exposure of patient personal health information
(PHI) [10,11]. To address these concerns, healthcare organisations should ensure that their
IoT devices, infrastructure, and information systems are adequately secured. Furthermore,
many IoMT devices are connected to hospital networks [12], a factor that could allow
attackers to access patient health information or even disrupt medical care. There are
several ways to perform security and privacy analysis in the IoMT. A common approach for
conducting security assessments on Android is static analysis, which examines the source
code of applications and operating systems for potential vulnerabilities. Another method is
to use dynamic analysis to monitor the behaviour of these devices at runtime. Taking this
into account, it is essential to devise mechanisms that retrieve logs and operating metrics to
discover if an IoMT device is acting abnormally or has even been compromised [13–15].

The IoMT is characterised by the high interconnectivity of physical objects and de-
vices embedded in sensors, software, and other technologies that enable them to collect
and exchange data [16]. To protect patients’ security and privacy and safeguard their
medical data, healthcare organisations must take measures to secure all mobile devices
that have access to PHI [17]. This includes both employee-owned and corporate-owned
devices. IoMT devices often collect sensitive health data, making them attractive targets for
attackers [18,19]. Patients’ homes are also at risk if they have connected medical devices.
According to research (ESET Threat Report T1 2022), the volume of IoT malware in the first
six months of 2022 was higher than that recorded in the previous four years. This indicates
a significant increase in the number of IoT devices targeted by attackers.

Considering the above, the security of the IoT and Android is essential, and research
has been performed to enhance network authentication and mitigate attacks, contributing
to the security of mobile health systems on 5G networks [20]. Therefore, it is critical
to protect healthcare and IoMT devices from potential security threats, as these devices
are used to handle sensitive medical and healthcare data. This research paper proposes
Chidroid, an Android application that can retrieve, collect, and distribute logs for analysis
on the cloud or on-premises servers.

Chidroid enables log collection and distribution to the cloud or other endpoints
(servers, computers, Android devices) for analysis enabling edge computing. It can run
on multiple edge devices, enabling edge computing and distributing the data to multiple
endpoints for simultaneous management, allowing remote management of edge devices.
Edge computing is a computational paradigm that brings computation and data storage
closer to the network, where data are generated and used. Edge computing offers several
advantages in the Internet of Medical Things (IoMT). Firstly, it enables the processing of
large amounts of health-related data generated by various medical devices in real-time
without overwhelming the back-end infrastructure. Secondly, edge computing can provide
improved privacy and security as sensitive health information can be processed locally,
reducing the risk of data breaches. Finally, edge computing can improve the overall system
efficiency by reducing the amount of data transmitted to the cloud, thus reducing latency,
bandwidth usage, and energy consumption.

https://www.enisa.europa.eu/news/ransomware-publicly-reported-incidents-are-only-the-tip-of-the-iceberg
https://www.enisa.europa.eu/news/ransomware-publicly-reported-incidents-are-only-the-tip-of-the-iceberg
https://www.enisa.europa.eu/publications/enisa-threat-landscape-2021
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1.1. Related Work

While there is a significant amount of research on the IoT and data and artificial
intelligence (AI) in healthcare, it should be noted that the topics covered by these studies
can vary greatly and do not directly relate to the context of this work. Some researchers
study specific security or privacy issues, while others focus on reducing the cost of IoT
sensors. To this end, we included the most-relevant research studies on Android security,
the IoT, and edge computing with significant impacts on healthcare and eHealth. The
selected related work is presented below and organised and summarised in a concise
manner (Table 1).

Table 1. Table summarising the related work.

Topics Paper Ref. Description

Log Collection [21] Android security, log retrieval and analysis. Collection of system-generated logs at
runtime and filtering for analysis.

[22] Log management tool to collect and display installation log files and track changes during
the installation process.

Malware Analysis [23] Malware analysis and a framework combining machine learning and static analysis.
[24] Hybrid Android malware detection combining dynamic and static analysis.
[25] Framework for Android system call processing to detect malware early.

[26] BMD: bi-level malware detection using application programming interface (API) call
sequences and co-evolutionary algorithm.

Permissions [27] Permission monitoring in Android security to categorise applications and use static
analysis to detect malware.

[28] Permission classification as an information gain metric for improved detection accuracy.

Package Analysis [29] Review of the techniques combining static and dynamic analysis with studying
Android applications.

[30] Static data flow analysis tool and library developed for the purpose of computing data
flows in Android applications and Java programs.

[31] Python-based tool designed for reverse-engineering of Android applications by breaking
down raw Android Package Kit (.apk) files.

[32] A static analysis framework for the security evaluation of Android apps.

HIDS [33] An HIDS system that runs on mobile devices and detects known and zero-day attacks
using machine learning and statistical algorithms.

[34] A Review of system-call-based HIDS, including feature extraction, data mining
algorithms, HIDS datasets, and applicability to embedded systems.

There are many research papers and studies on Android security, log retrieval, and
analysis (Table 1). Some of these articles focused on specific aspects of Android secu-
rity, such as the use of Logcat (https://developer.android.com/studio/command-line/
logcat, accessed 20 February 2023) and Package Manager (https://developer.android.com/
reference/android/content/pm/PackageManager, accessed 20 February 2023). In [21], the
authors proposed an approach that involves collecting system-generated logs at runtime
and filtering them for the application under analysis. These logs are then matched against
generated signatures that account for the application’s behaviour, such as information
leakage, jailbreak attempts, privilege escalation attempts, and access to critical permissions.
Another example is [22], where the authors proposed a log management tool to collect
and display installation log files. These log files contain information about the installation
process, such as the time and date of the installation, the user who installed the application,
and the location of the installation files. Additionally, the tool can compare the contents of
the log files before and after an application is installed, allowing users to see any changes
that may have occurred during the installation process.

The field of malware analysis has seen the development of frameworks combining ma-
chine learning and static analysis ([23]) and hybrid Android malware detection approaches
combining dynamic and static analysis [24]. One important aspect of malware analysis
is the early detection of malicious activities to prevent harm to the system and its users.

https://developer.android.com/studio/command-line/logcat
https://developer.android.com/studio/command-line/logcat
https://developer.android.com/reference/android/content/pm/PackageManager
https://developer.android.com/reference/android/content/pm/PackageManager
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A framework for system call processing has been proposed to address this issue, focus-
ing on analysing system calls made by Android applications [25]. The bi-level malware
detection method (BMD) was also introduced to improve detection accuracy by utilising
API call sequences and a co-evolutionary algorithm [26]. The experiments performed
on Android datasets showed that BMD outperforms existing state-of-the-art methods for
malware detection.

Other articles focus on the role of permissions in Android security and permission
monitoring to investigate access to the sensitive data and resources of the device [27].
In terms of permission monitoring, the researchers presented a method for classifying
Android applications based on their access to private information and the abuse of this
information. The method categorises applications into three types based on their access
to private information. Then, a static analysis is used to detect Android malware utilising
the information and permissions of the applications. In another study [28], the authors
used the classification of permissions as an information gain metric to provide better
detection accuracy.

In [29], the researchers proposed a technique that combines static and dynamic anal-
ysis to examine Android applications. This approach makes it possible to expand an
application’s method call graph (MCG) by capturing additional modules loaded at run-
time and additional paths of execution concealed by reflection calls. The researchers also
reported the analysis of recent state-of-the-art tools that should be taken into account,
namely Flowdroid [30], AndroGuard [31], and Amandroid [32], among others. Other
researchers [33] proposed using host-based intrusion detection systems (HIDSs) to run
entirely on a mobile device without relying on a remote server. The application monitors
the device by regularly sampling features that represent the overall use of the device’s re-
sources, such as the central processing unit (CPU), random access memory (RAM), battery,
and others. The detection engine adopts machine learning and statistical algorithms to
detect known and unprecedented (zero-day) attacks. Furthermore, in a review [34], various
approaches were presented, including system-call-based host-based intrusion detection
systems (HIDSs), examining various components. The research presented the extraction
of features, the use of data-mining algorithms, the availability and utilisation of HIDS
datasets, the implementation in current embedded systems, and future research directions.

Research on edge computing has also been considered and is not directly related to the
current research. The literature includes studies on AI-based mechanisms for enhancing
healthcare data security in the IoT-cloud and reducing the cost of IoT sensors [35]. A
survey article [36] covered the edge architecture’s security and privacy issues caused by
heterogeneous device networking. Reference [37] provided a comprehensive analysis of
data security and privacy in edge computing, including an overview of edge computing,
security, and privacy requirements. Reference [38] explored the use of smart medical
sensors and the IoT in healthcare and the limitations of cloud-based systems, highlighting
the trend towards edge and fog computing as solutions. Reference [38] also provided an
overview of the IoT in healthcare, covering early wearable-sensor-based health monitoring
to recent advancements in fog/edge computing for smart health. Finally, Reference [38]
comprehensively analysed data security and privacy in edge computing, including an
overview of the fundamentals, challenges, mechanisms, state-of-the-art solutions, and
proposed research directions.

In summary, prior research in the field of Android security has encompassed a range
of approaches, including malware detection and security analysis techniques. However, the
distribution of datasets to cloud or edge servers for monitoring and analysis of Android logs
has not been sufficiently addressed. This study presents a new approach for conducting
security analysis while reducing the impact on system resources and battery consumption.
This was achieved by transferring the analysis stage to the edge and utilising the device’s
collected data. The current research paper is differentiated from prior research in the
field of Android security by proposing a unique approach to the security analysis of
edge devices, which focuses on the retrieval and distribution of log files for analysis.
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The aim of this research was to minimise the impact on system resources and battery
consumption by performing the analysis at the edge instead of on the device itself. This
approach is supported by the proposed Chidroid, a software package that provides a
comprehensive solution for log retrieval and data distribution from Android devices. The
integrated toolchain, with Chidroid as the central component, enables the generation,
collection, parsing, and distribution of datasets for the development of machine and deep
learning models.

1.2. Contribution

The current study proposes a unique approach for conducting security analysis on
edge devices, which involves the retrieval of logs from Android devices. The aim was to
minimise the impact on system resources and battery consumption by transferring the
computational workload off the device and executing the analysis at the edge.

Chidroid is a software package that provides a comprehensive solution for log re-
trieval and data distribution from Android devices. This package leverages a protected
policy-driven decomposition technique to enable the generation and collection of logs and
thus contribute to the development of detection and analysis tools. This study proposes
a modular toolchain, with Chidroid as the central component for generating, collecting,
parsing, and distributing datasets. The proposed approach was designed to be reusable
and scalable and can be extended to address additional classes of vulnerabilities. Further-
more, Chidroid opens up several possibilities for further applications, such as permission
monitoring. The contribution of this research paper and the characteristics of Childroid are
summarised as follows:

• Chidroid is an Android log retrieval and data distribution process that enables the
generation and collection of logs from Android devices.

• The evaluation process was conducted in the healthcare domain and interconnected
devices such as the IoT and health wearables.

• Chidroid enables the creation of datasets, allowing non-structured data to be parsed
into semi-structured or structured data that can be used for machine learning and
deep learning. The proposed approach can be used as a universal policy-based
tool to identify and analyse security issues in all recent versions of Android (https:
//www.appbrain.com/stats/top-android-sdk-versions, accessed 20 February 2023),
approximately 95% of all active Android devices.

• A modular toolchain is proposed, with Chidroid as the main component to generate,
collect, and distribute datasets. The approach is reusable, can be extended to detect
additional classes of vulnerabilities, and can be applied to permission monitoring.

• Chidroid can retrieve the set of priorities for the applications and can also set the time
duration and privileges used by the software packages. The detection rules can report
on permissions if an application misbehaves due to the usage or to maintain excessive
system resources.

Finally, the research paper provides practical examples of log retrieval from Android
devices and details the ways in which these logs can be utilised to extract meaningful
insights and behaviour patterns in device usage. A comprehensive examination of the
feasibility and potential of this approach is also presented.

1.3. Structure

The rest of this paper is structured as follows. Section 2 presents the methodology
employed to develop and assess Chidroid and the successive stages followed for this
research. Section 3 provides a comprehensive analysis of Chidroid’s architecture, including
a thorough examination of its constituent components. Section 4 offers practical examples
of Chidroid’s usage and presents the findings from its evaluation. Finally, the conclusions
and potential future avenues for this research are outlined in Section 5.

https://www.appbrain.com/stats/top-android-sdk-versions
https://www.appbrain.com/stats/top-android-sdk-versions
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2. Methodology

In this section, the methodology followed during the development of Chidroid is
described. The test and validation cycles (Figure 1) were as follows: (i) Chidroid devel-
opment and versioning updates and the creation of the Android Package Kit (APK) file,
(ii) the definition of the default configuration files and permissions granted required by
the APK, (iii) enabling Chidroid to execute shell commands defined by the configuration,
(iv) the definition of the commands that generate and create Android logs, (v) the creation
of data type patterns, regular expressions, and corresponding log sources, and finally, (vi)
the support of bash shell piped commands to be executed by Chidroid. These stages were
followed sequentially, and multiple iterations were performed to provide better versions
of the Chidroid to support the required functionalities. Figure 1 explains the structured
methodology to ensure that the application met the functional requirements and performed
as expected.

Test and
Validate

Test and
Validate

Test and
Validate

Test and
Validate

Test and
Validate

Develop/
Update Log 
Retrieval and
Compile APK
for Android

Create 
Manifest for

Chidroid and the 
Certification

Files

Enable Shell
Commands to

be Executed
by Chidroid

Define the 
Commands to
Extract and
Retrieve 
Logs

Create 
Datatype
Patterns
(Logsources) 
and Regex


Support 
Linux Pipe
Commands


Test and
Validate

Figure 1. Methodology followed to develop, validate, and upgrade Chidroid.

The first step of the methodology (Figure 1) comprises the development of functional
requirements, including log retrieval and log distribution. The test and validation steps
were carried out to ensure correctness. Once the application was functional, the next step
was to define the permissions needed by Chidroid and define the relevant files that should
be included in the APK, for example the permissions that Chidroid needs to have to retrieve
logs and configuration files that must be included in the APK to enable log collection and
shipping by default.

The Chidroid system was derived from a previous iteration of a software application
known as Metago, which was developed by the PDMFC organisation. The encoding
protocols and formatting techniques utilised in Metago were retained in the development
of Chidroid, with additional features incorporated to facilitate the collection and analysis
of the log data from Android devices. Consequently, it may include different configuration
options employing the encoding scheme characteristic of Metago, or the collected logs may
be distributed in the raw format (Metago Raw).
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The present study advanced this by incorporating the functionality of executing user-
defined shell commands and specifying their usage in the configuration file. The implemen-
tation of the shell command execution enabled the collection and tracking of Android logs
through the utilisation of relevant tools such as Logcat, Package Manager, and AppOpsMan-
ager (https://developer.android.com/reference/android/app/AppOpsManager, accessed
20 February 2023). The initial verification of the data collection accuracy was conducted,
followed by the parsing of logs into a structured format, the creation of data type patterns,
and the definition of regular expressions to extract specific fields. The implementation of
shell pipe commands in Chidroid enabled the execution of multiple commands for search-
ing and filtering logs prior to collection and distribution. A methodological validation was
carried out at each step of the implementation process, utilising the following devices for
testing purposes:

• Android smartphones and tablets were used for the validation steps (Android Version
6 to Version 12).

• Android IoT devices or gateways, such as routers and hubs for smart healthcare
and IoMT devices, such as medical sensors and healthcare systems (the exact mod-
els are confidential due to licence agreements) (e.g., smart glasses, smartwatches,
medical implants).

The individual testing of the devices was carried out to enhance compatibility and
verify the functionalities of Chidroid. During the validation tests, no medical or healthcare
data were collected. Chidroid collected logs and metrics from a variety of assets and
devices to test and validate the functionalities. Validation tests were instrumental in
discovering software flaws, bugs, or permission changes and in expanding the functionality
of Chidroid and verifying its correctness. In general, the validation tests demonstrated that
the application could retrieve logs and system metrics from various assets and devices.

To evaluate the performance impact of Chidroid on the device, a preliminary assessment
was carried out to gather data on CPU and RAM utilisation. The assessment involved the usage
of the Android Debug Bridge (ADB (https://developer.android.com/studio/command-line/
adb), accessed 20 February 2023) shell and the execution of specific commands to obtain the
relevant metrics. The commands in Listing 1 were used to retrieve the CPU and RAM usage of
a specific process with the package name “com.github.lribeiro.metago.chidroid”.

Listing 1: Example structure of TOML files.

1 cpu_usage=$ ( top −b −n 2 | awk ' /com . github . l r i b e i r o . metago . chidroid←↩
/ { p r i n t $9 } ' )

2 ram_usage=$ ( top −b −n 2 | awk ' /com . github . l r i b e i r o . metago . chidroid←↩
/ { p r i n t $10 } ' )

The output of the “top” command (Listing 1) provides a comprehensive representation
of the processes running on the system. This information includes the process ID (PID), the
user who initiated the process, and the CPU and memory utilisation of each process, among
other details. In this study, the “top” command was utilised to retrieve the CPU and RAM
usage of the Android process with the package name “com.github.lribeiro.metago.chidroid”.
The output of the top command was filtered to show only the information relevant to this
process. The “awk” command was then utilised to extract the desired metric values, the
CPU and RAM usage, from the filtered output. The instant values were stored, and the
mean values were calculated by finding the minimum, average, and maximum values.

3. Chidroid Architecture

The Chidroid architecture is presented in Figure 2 and describes how the application
collects data from Android devices and distributes them to other endpoints. Once the
application is installed and configured, it collects logs and system metrics.

https://developer.android.com/reference/android/app/AppOpsManager
https://developer.android.com/studio/command-line/adb
https://developer.android.com/studio/command-line/adb
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Detection
Rules
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Figure 2. Chidroid architecture and deployment details.

The Chidroid architecture (Figure 2) allows the efficient collection and secure distri-
bution of logs and system metrics from Android devices. By using shell commands and
the API, Chidroid can provide valuable information for monitoring and optimising the
performance and security of Android devices. Chidroid generates, collects, and distributes
the following logs: (i) logcat.log, (ii) packages.log, and (iii) privileges.log, along with (iv)
metrics. Internally, Chidroid uses a scheduler to run user-defined scripts or shell commands
to generate the logs or data. This scheduler follows the familiar CRON syntax, extended to
add seconds. After collecting logs and system metrics, Chidroid encodes them in JSON and
distributes them to the chosen target collector for analysis. This collector can be a cloud
service or another web server that is able to receive and process JSON data.

Chidroid can be remotely configured using the POST method, and the API can replace
the configuration files, namely config.toml and rules.toml. When Chidroid starts up, it reads
these configuration files and sets up the log input sources, internal settings, and output sinks
from config.toml. From config.toml, Chidroid reads the processing and transforming rules, for
example, regular expressions or event-breaking rules. It is noteworthy that the rules.toml
file possesses the capability to integrate privacy-centric rules, which can be invoked during
the course of log collection. Such rules serve to enable data transformation, which is geared
towards privacy enhancement objectives. This is achieved through the application of
anonymisation and other pertinent processes to the collected logs, adding privacy features.
As for distribution, Chidroid can ship logs in the raw format or JSON encoded. If needed,
traffic can be relayed on another Chidroid listener (peer-to-peer distribution).

3.1. Chidroid APK

Chidroid was developed using the Go programming language and compiled as APK
(with the package name com.github.lribeiro.metago.chidroid) using Gomobile (https://
pkg.go.dev/golang.org/x/mobile/cmd/gomobile, accessed 20 February 2023). The build
process takes the source code and generates multiple binary files for a combination of
operating systems (Linux, Windows, MacOS, and Android) and CPU instruction sets
(x86_64, arm64, arm7). Chidroid currently supports the following CPU architectures:
(i) Advanced RISC Machine (CPU architecture ARM and ARM64) and (ii) Intel Atom

https://pkg.go.dev/golang.org/x/mobile/cmd/gomobile
https://pkg.go.dev/golang.org/x/mobile/cmd/gomobile
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(x86_64). The APK file includes resources, assets, the manifest file, and the linked SO
library (which contains the majority of the executable code). In the context of software
development, manifest files are used to specify the requirements, dependencies, privileges,
and other details that are needed to run the project or application. In Android application
development, manifest files are an essential part of APK files. They are used by the Android
operating system to determine how to run an application and the permissions that the
application acquires from the Android system.

3.2. Configuration Files (Conf.Toml, Rules.Toml, Certs, and Manifest Files)

There are two main Chidroid configuration files included in the APK: (i) “config.toml”
and (ii) “rules.toml”. The first (config.toml) is used to set up sources and sinks (outputs),
while the second (rules.toml) is used to define the privacy rules and to set up the needed
transformations to parse the sources to the required format. Tom’s Obvious, Minimal
Language (TOML (https://toml.io/en/v1.0.0), accessed 20 February 2023) is a file format
used to represent configuration data in a human-readable and easily editable format.

TOML files are commonly used in software development to store configuration data for
applications and other tools. The files use a simple and consistent syntax, with key–value
pairs separated by an equal sign (=) and sections indicated by square brackets ([ and ]). A
generic example is provided in Listing 2 and contains two stanzas (i.e., block of text within
a configuration file). In this example, the server section includes a single option, “port”,
which specifies the port number on which the server will listen for incoming connections.

Listing 2: Example structure of TOML files.

1 [ server ]
2 port = 8080
3
4 [ database ]
5 host = " l o c a l h o s t "
6 user = " admin ' '
7 password = " secret "

3.3. Configuration of Endpoints

A web API endpoint is a specific URL or location on a web server that provides
access to a web API. Chidroid supports the distribution of raw data to remote HTTP or
HTTPS endpoints. Alternatively, another Chidroid application can act as a gateway with a
dedicated listener and receive and forward whatever data it receives to the specified final
endpoint. Next, an example of configuring a remote output is presented (Listing 3).

Listing 3: Configuration of the outputs.

1 [ outputs . AI4HEALTHSEC ]
2 Urls = [ "METAGOs:// siem . AI4HEALTHSEC . pdmfc . com/dynamic−ports←↩

/10000/:80/ " ]

In Listing 3 a new output named “AI4HEALTHSEC” is defined and specifies that it
will send data to a single endpoint using an HTTP Post over HTTPS, to a host where an
SIEM is deployed. As an example, in Listing 4, the encoded JSON output is presented as an
event retrieved from Logcat (see Section 3.4 for more details on Logcat).

Listing 4: Chidroid: METAGO-encoded JSON output.

1 {
2 " header " : {
3 " agentId " : " 55 bb84e8 −b2ee −4af4 −94 f3 −435826 e14f98 " ,
4 " host " : " Android8 " ,
5 " os " : " Android " ,
6 " a r c h i t e c t u r e " : " arm64 " ,

https://toml.io/en/v1.0.0
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7 " source " : " s c r i p t :// Logcat "
8 " sourcetype " : " l o g c a t "
9 " format " : "METAGO"

10 " t i m e f i e l d " : " timestamp " ,
11 " timeformat " : "MM−DD hh :mm: ss . SSS "
12 " timezone " : " Europe/Lisbon "
13 } ,
14 " events " : [
15 {
16 " timestamp " : " 12−05 1 7 : 4 8 : 2 8 . 2 1 5 " ,
17 " pid " : 26458 ,
18 " opid " : 26458 ,
19 " type " : "V" ,
20 "AppName" : " GraphicsEnvironment " ,
21 " Message " : "ANGLE Developer option f o r 'com . google . android . apps .←↩

messaging ' s e t to : ' d e f a u l t ' "
22 }
23 ]
24 }

3.4. Logcat and Generation of System Logs in the Android Environment

Logcat is a software tool that can retrieve logs available on Android devices. Android
stores the kernel logs generated by the system and application logs generated by individual
applications. In general, logs are an important source of information for detecting and
troubleshooting problems on Android devices. By regularly checking the log data, security
professionals can identify potential security threats and take the appropriate action to
address them. Even if the main goal of Logcat is to be used as an essential debugging tool,
the continuous stream of system messages and user-generated diagnostics is used to detect
security issues.

Traditionally, to retrieve logs from an Android device, developers or advanced users
connect their computers to the device using the ADB. The simpler way is to connect using
USB, install the required drivers if necessary, and open a shell using the adb shell command.
Inside that shell, the command logcat can be issued to retrieve the logs stored internally.
The following taxonomy of events is retrievable by Logcat (Table 2).

The logs from Logcat contain information about the device’s hardware and software,
as well as any message that has been logged by the system or applications, such as the
device’s boot process, system events, and running applications. Logcat can be combined
with arguments or other shell commands to search log data for specific keywords or phrases
(e.g., "adb logcat *:D" or using the grep command). The logs from Logcat are, by default,
stored as circular memory buffers on the device. Therefore, Chidroid can execute and
collect the logs from Logcat and distribute the data for analysis. They are collected and
shipped before being naturally erased by filling in all the reserved ring buffer sizes.

Several commands can be used on an Android device to generate logs and perform
various actions. These commands are typically executed using a command-line interface,
such as a terminal emulator application or the ADB tool. Chidroid uses an internal inter-
preter to execute shell commands that can be scheduled with CRON-like rules. The shell
commands to execute Logcat are defined in the config.toml file (Listing 5).
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Table 2. Logcat event types.

Event Type Description

Log.Verbose Verbose logs are detailed logs that provide a comprehensive record of an activity or
system. In the context of Android, verbose logs may be used to troubleshoot issues
with the operating system or a specific app.

Log.Debug Debug logs are not intended for production environments, as they can contain
sensitive information and may impact an app’s performance. When an application
is ready for release, debug logs should be removed or disabled to ensure that the
application runs efficiently and securely.

Log.Info Info refers to log messages that provide useful information about the state or be-
haviour of an application or the Android system.

Log.Warning Warning log messages are typically used to alert the user or the developer to a
potential problem or issue that may require attention. For example, a warning log
message may be generated if an application receives invalid input from the user, if a
network connection is lost, or if a critical system resource is running low.

Log.Error Error log messages are typically used to alert the user or the developer to a serious
problem or failure that has occurred within an application or the Android system.
For example, an error log message may be generated if an application crashes or an
important system function fails.

Log.Fatal Fatal log messages should be used sparingly, as they indicate a critical failure or
an error that requires immediate attention. When a fatal log message is printed,
the application or system may be unable to continue running and may need to be
restarted or shut down.

Listing 5: Android shell commands defined in the TOML configuration file.

1 [ script . logcat ]
2 Cmd = " l o g c a t − t ' # timestamp ' −b a l l "
3 EvalArgsIndex = [ 1 ]
4 Outputs = [ "AI4HEALTHSEC" ]
5 Rules=[ " eventbreak . eventperm " , " rex . l o g c a t " ]
6 Index= " android_logs "
7 SourceType=" logcatraw "
8 Debug=true
9 Cron=" ! */15 * * * * * "

10 [ script . logcat . Params ]
11 timestamp= ' 01−01 0 0 : 0 0 : 0 0 . 0 0 0 '

There is much unpack here, and the snippet above (Listing 5) corresponds to the exe-
cution and log collection using [script.logcat]. The “Cmd” property specifies the command
that will be executed to collect data. Here, the logcat command is executed with the “-t”
and “-b” options to filter the output by timestamp and log buffer, respectively. Proper
shell–argument parsing is performed on “Cmd”, and all arguments are stored internally
in a string array. The “EvalArgsIndex” property specifies the indexes of the script argu-
ments that shall be evaluated as internal expressions. In this case, all but #timestamp are
simple strings. The #timestamp represents the extracted timestamp field of the rex.logcat rule
presented below.

“Outputs” specifies the names of the output streams that will receive the script’s
output. The “Rules” property specifies the names of the rules that will be applied to the
script’s output. The “Index” specifies the name of the index that will be used to store
the processed log data. The “SourceType” option specifies the type of log data the script
collects. The “Debug” option specifies whether debug information will be output to the
internal log of Chidroid. The “Cron” option specifies the schedule and recurrence rule for
executing the script. The “[script.logcat.Params]” section of the configuration file contains
additional parameters passed to the script at runtime. In the example provided above, the
“timestamp” parameter was set to “01-01 00:00:00.000”, which for all intents and purposes
sets the initial value for the timestamp.
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3.5. AppOpsManager

AppOps includes a set of APIs within the Android operating system to manage the
permissions granted to applications. These APIs effectively monitor and control software
packages’ permissions on an Android device, enabling the detection and prevention of
potential security issues. The proposed methodology entails the utilisation of the “appops”
command in the Chidroid software package to access the AppOps interface and retrieve
the permissions assigned to each software package. By comprehensively analysing these
permissions, Chidroid can identify any deviation or anomaly that may pose a security
risk. For instance, if a software package is found to be requesting an excessive number
of permissions or utilising permissions that are not congruent with its intended function,
Chidroid can alert the user or administrator and take necessary measures to resolve the
issue. This feature of Chidroid demonstrates the potential of utilising AppOps APIs to
enhance the security of Android devices and safeguard against potential security threats.

Healthcare organisations must comply with the regulations set forth by the Health
Insurance Portability and Accountability Act (HIPAA) when handling medical or healthcare
data on Android devices. The use of AppOps can assist in enforcing these policies and
regulations by tracking and managing the permissions of software packages that handle
sensitive data. Chidroid can ensure that these packages are only granted the necessary
permissions for their intended use and prevent the use of any permissions that could
compromise the security of the device or its users. Using AppOps, Chidroid can monitor
the permissions of software packages on Android devices and detect and prevent any
security issues that may arise from their use. The privilege.log file generated by AppOps
can also assist Chidroid in maintaining the security and HIPAA compliance of medical or
healthcare data on Android devices in the eHealth environment.

3.6. Android Permission Retrieval

Overall, the config.toml file defines the behaviour and settings of the data collection
inputs. Here, the shell commands that initiate the Package Manager (pm command)
and the corresponding permission monitoring and retrieval are presented. The “pm”
command (Listing 6) is a tool provided by the Android operating system for managing
installed packages.

The Package Manager is an Android system internal application that performs actions
and queries on applications and software packages installed on an Android device. The
command pm is a Command-Line Interface (CLI) API to interact with Package Manager
to enumerate or manage the installed packages on the device. It can also enable various
actions on those packages. For example, the command can retrieve the full list of the
software packages installed on the device, displaying the names of the software packages,
along with the version number, process id, and other details for each of the installed
software packages.

Internal filtering allows this command to display specific packages, such as associated
files, enabled/disabled packages, system packages, third-party packages, and installer
packages. For example, the -u flag can display a list of uninstalled packages. In summary,
the command can be used to retrieve the lifecycle of installed software packages.

Listing 6: Command to retrieve the permissions given to the installed packages.

1 [ script . permissions ]
2 Cmd="pm l i s t packages −u −3
3 | cut −c 9−
4 | while read l i n e ; do echo $ l i n e ; appops get $ l i n e
5 | sed ' s/Uid mode : // ' ; done "
6 Rules=[ " eventbreak . eventperm " , " rex . e x t r a c t " , " zip . perms " , " s t r . j 1 3 " , "←↩

f o r . j o i n 1 3 " , " zip . perms_time " , " s t r . j 1 5 " , " f o r . j o i n 1 5 " , " zip .←↩
perms_duration " , " f i e l d s . remove_temp " ]

7 Index=" android_permissions "
8 Outputs = [ "AI4HEALTHSEC" ]
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The “list packages” subcommand lists all installed packages on the device, including
both user-installed and system packages. The output will include uninstalled packages
using the “-u” option, and the “-3” option will include third-party packages. The “pm
list packages” output is passed to the “cut” command, which extracts the package names
from the output. Using a “while” loop, the script reads the package names one by one
and runs the “appops” command to retrieve application permission data for each package.
The “appops” command is another tool provided by Android for managing application
permissions, and the “get” sub-command retrieves the application permission data for
a specific package. The output from the “appops get” command is piped to the “sed”
command, which removes the “Uid mode:” prefix from each line of output.

3.7. System Metrics

In addition to the aforementioned logs, Chidroid can directly retrieve system metrics
from the Android device, including information about battery life, virtual memory usage,
CPU usage, and network connections. These system metrics are important to monitor the
performance and overall state of the device. Tracking these metrics makes it possible to
identify software packages that consume a large number of system resources, such as CPU
or memory. This is particularly important in IoMT and healthcare services, where the high
usage of resources can lead to risky and critical safety conditions for patients. As a result,
Chidroid can help identify and mitigate the potential security risks posed by software
packages that consume a large number of system resources. This can help ensure the safety
and security of patients and their data in the IoMT and healthcare domains if there is a
malfunction, critical system, or security issue.

Chidroid retrieves various metrics, including CPU usage, virtual memory, disk coun-
ters, load average, network counters, connections, and running processes, on an Android
device using the following stanza (Listing 7). Within this stanza, the index name, job
frequency, and endpoint for log distribution are defined for each metric. The source-type
settings are described in the following subsections (Sections 3.3 and 3.8).

Listing 7: Retrieve device metrics.

1 [ metrics . all ]
2 Metrics = [
3 " cpu " , # Cpu time consumed
4 " cpuinfo " , # Cpu version , and spec
5 " virtualmem " , # Memory used/ f r e e
6 " disk " , # Disk IO counters
7 " loadavg " , # CPU load average 1 ,5 ,15m
8 " net " , # Net IO Counters by i n t e r f a c e
9 " connect ions " ,

10 " process " ,
11 ]
12 Cron=" ! 0 * * * * * "
13 Index=" android_metrics "
14 Outputs = [ "AI4HEALTHSEC" ]

The stanza “[metrics.all]” specifies the settings for the “metrics” rule type and creates
a new internal instance associated with the name “all”. The “Metrics” property specifies
the list of counters to be collected. In the example above (Listing 7), the rule set will collect
metrics for CPU time consumed, CPU version and specification, memory usage, disk IO
counters, CPU load average, network IO counters, network connections, and processes.

The “Cron” property specifies the schedule at which the metrics will be collected.
Metrics will be collected every minute (0 * * * * *). The “Index” suggests the target database
name where metrics should be stored. Log collectors have final control and can override
this definition. The “Outputs” option specifies the next hop the collected metrics will be
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sent. Here, the metrics will be sent to the “AI4HEALTHSEC” as the configuration output
(see Section 3, Listing 3).

3.8. Log Distribution for Analysis—Regex and Log Sourcetypes

Regular expressions are a powerful technique for matching and manipulating text
and are widely used in various fields of study and industry. Regular expressions can be
employed in log sources to search and filter data for specific patterns or messages. A
regular expression is a string of characters that defines a pattern to be matched in a text
string. These patterns are specified using a special syntax, which allows for the matching
of a wide range of patterns in text. For example, regular expressions can be used to match
a specific word or phrase in a log message or to identify a specific pattern of characters
in a URL. To search for a specific pattern in a log message using a regular expression, the
pattern can be defined using the regular expression syntax and then employed with a tool
or program such as Chidroid, which has built-in support for regular expressions. The tool
or program will highlight or indicate the matching text in the log data if the pattern is
found. Chidroid also has the capability of utilising named captures, a feature of regular
expressions, which allows for the capturing of text matched by the regular expression and
the ability to reuse it within the same pattern or in a substitution. This feature allows for
greater flexibility and precision in analysing and manipulating log data.

Each capture group in the example below (Listing 8) is defined using the following
syntax: “(?P<name>pattern)”, where “name” is the name of the capture group and “pattern”
is the regex pattern that defines the contents of the group. The regex pattern in the example
has five named capturing groups: “timestamp”, “pid”, “opid”, “type”, “AppName”,
and “Message”. The “timestamp” capturing group matches a timestamp in the format
“MM-DD hh:mm:ss.SSS”. The “pid” and “opid” capturing groups match a string of digits
representing a process ID and operation ID, respectively. The “type” capture group matches
a single word character representing the type of the log message. The “AppName” capture
group matches a string of characters representing the name of the application that generated
the log message up to the first colon character. The “Message” capture group matches the
remaining characters in the log message after the application name.

Listing 8: Configuration of the regular expressions and source types.

1 [ rex . logcat ]
2 Patterns=[ ' ( ? P<timestamp>\d\d−\d\d \d\d:\d\d:\d\d.\d\d\d ) \s +(?P<pid←↩

>\d+)\s +(?P<opid>\d+)\s +(?P<type >\w) \s +(?P<AppName> [ ^ : ] + ) :\ s +(?P←↩
<Message > . * ) ' ]

3 Field=" _raw "
4
5 [ sourcetypes . logcat ] # Define the Time Format of the logs
6 Format="METAGO"
7 TimeFormat="MM−DD hh :mm: ss . SSS "
8 TimeField=" timestamp "
9 TimeZone=" Europe/Lisbon "

The “[sourcetypes.logcat]” configuration stanza (Listing 8) creates a new SourceType
named “logcat”. The SourceType contains a set of properties that hint at how logs should
be parsed, of particular importance for detecting and extracting correct timestamps for each
entry. The timezone, timestamp format, and other configuration details are also defined.

3.9. Performance Assessment and Compatibility

Chidroid allows the usage of multiple pipelines and sends data in multiple outputs
with one execution. Chidroid is compatible with Android smartphones running Version
8.0 or later and has been designed to have minimal impact on system resources. It was
assessed through empirical analysis that the system under consideration exhibits a memory
footprint of approximately 62 MB in terms of RAM consumption while displaying low CPU
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utilisation of approximately 1% on an Octa-core architecture comprised of 1 × 2.84 GHz
Cortex-X1, 3 × 2.42 GHz Cortex-A78, and 4×1.80 GHz Cortex-A55 processors. The values
in the outputs (Listing 9) represent the mean CPU and RAM usage of the Android process.
The date and time of the results of the assessment are included in each output, along with
the mean CPU usage and mean RAM usage in percentage. These metrics give information
on the resource utilisation of the process at a specific moment.

Listing 9: Example structure of TOML files.

1 #Output from the lower CPU usage during the assessment
2 { " date " : " 2023−02−11_18 −59−45 " , " mean_cpu_usage " : 3%, "←↩

mean_ram_usage " : 1.8% }
3 #Output from the mean CPU usage during the assessment
4 { " date " : " 2023−02−11_19 −20−01 " , " mean_cpu_usage " : 6.2% , "←↩

mean_ram_usage " : 1.6% }
5 #Output from the higher CPU usage during the assessment
6 { " date " : " 2023−02−11_18 −48−44 " , " mean_cpu_usage " : 10.3% , "←↩

mean_ram_usage " : 1.8% }

4. Log Generation and Analysis: Examples, Results, and Discussion

In this section, a collection of sample log files is presented that was retrieved from
various Android devices. These logs serve as exemplars of the Chidroid execution process
and demonstrate the data types that can be obtained through this methodology. The log
files can be extracted from Android devices and transmitted to the edge server for further
analysis. Through the utilisation of regular expression matching, the data contained within
the logs can be transformed into a structured format, enabling the ease of monitoring.
Additionally, the data can be exported in a variety of formats, including JSON and CSV, for
further analysis and manipulation.

4.1. Logcat Example

The following snippet presents an example output using Logcat. These logs contain
different events, including system events, application events, and debugging messages.
They can be useful for detecting security issues such as unauthorised access attempts or ab-
normal application behaviour. The default Logcat structure is explained below (Listing 10).

Listing 10: Explanation of the Logcat default structure.

1 [08 −01 −2022 1 0 : 1 5 : 2 3 ] [ DEBUG ] [ MyApp ] [ MainActivity ] : Starting activity : Intent { cmp=com .←↩
example . myapp/. MainActivity }

2 [08 −01 −2022 1 0 : 1 5 : 2 4 ] [ INFO ] [ MyApp ] [ MainActivity ] : Successfully connected to database
3 [08 −01 −2022 1 0 : 1 5 : 2 9 ] [ WARNING ] [ MyApp ] [ MainActivity ] : Invalid input detected
4 [08 −01 −2022 1 0 : 1 5 : 3 2 ] [ ERROR ] [ MyApp ] [ MainActivity ] : Failed to retrieve data from server

In the sample Logcat output, there are four log messages (DEBUG, INFO, WARNING,
ERROR), each with a different log level. The first log message is a debug message indicating
that the application is starting an activity. The second log message is an info log message,
indicating that the application has successfully connected to a database. The third log
message is a warning message indicating that the application has received invalid user
input. The fourth log message is an error log message indicating that the application has
failed to retrieve data from a server. In the Logcat output (Listings 10 and 11), each log
message is printed on a separate line and includes the following information:

• Timestamp: The date and time at which the log message was generated, in the format
YYYY-MM-DD HH:MM:SS.

• Log level: The severity of the log message, which can be one of the following: DEBUG,
INFO, WARNING, ERROR, or FATAL.

• Application name: The name of the application or system that generated the log message.



Appl. Sci. 2023, 13, 3061 16 of 24

• Log tag: A short string that provides additional context about the log message.
• Log message: The actual log message that provides information about the state or

behaviour of the application or system.

Listing 11: Example output using Logcat.

1 12−05 1 7 : 4 8 : 2 8 . 2 1 5 26458 26458 V GraphicsEnvironment : ANGLE Developer option for ' com . google←↩
. android . apps . messaging ' set to : ' d e f a u l t '

2 12−05 1 7 : 4 7 : 0 4 . 9 5 0 8113 8113 D IHansComunication : HansComunication : : configCheckedUid−− ←↩
10302 , type = 0

3 12−05 1 7 : 4 6 : 5 2 . 9 3 5 2058 3726 I OplusHansManager : uid=10302 , pkg=com . spotify . music F exit ( ) ,←↩
reason=Broadcast

4 12−05 1 7 : 4 6 : 5 2 . 9 3 5 3801 3801 D DeviceInfoHidlClient : isRadioOn ( ) =true
5 12−05 1 7 : 4 8 : 2 8 . 5 1 7 2058 7258 W PackageManager : package unknown uid 10223 pid 26458 call ←↩

SetEnabledSetting ( com . google . android . apps . messaging component = com . google . android . ims .←↩
binding . SystemBindingService , 1 , 0x1 , 0 )

6 12−05 1 7 : 4 8 : 2 8 . 5 1 9 26458 26492 I BugleRcsEngine : [ 1 3 6 4 ] bdre . run : SystemBindingManager : ←↩
SystemBinding enabled : true

7 12−05 1 7 : 4 8 : 2 8 . 5 2 0 26458 26492 I BugleRcsEngine : [ 1 3 6 4 ] bdrf . b : System Binding updated
8 12−05 1 7 : 4 7 : 0 4 . 0 2 2 3872 7096 E Battery : AppStats : Uid = 10317 ; pkgName = gr . winbank .←↩

mobilenext ; GpsPower = 1.253625 mAh ; GpsTotalPower = 0 . 0 mAh

By regularly checking logs (Listing 11), it is possible to identify potential security
risks and take the appropriate actions to mitigate them. For example, if the log contains
a message like “User logged in successfully”, this indicates that a user has successfully
logged into the app. However, if the log contains a message like “User login failed”, this
may indicate a potential security risk, such as an incorrect password or username used in
an attempted login. In this case, it would be important to investigate the issue further and
take appropriate action to secure the system, such as requiring the user to reset his/her
password or blocking the device’s IP address that made the failed login attempt.

4.2. Package Manager

The Package Manager is a system service on Android devices and is used to manage
the installation, removal, and updating of software packages. One of the tasks that can
be performed using the Package Manager is to enumerate the list of software packages
installed on the device. To do this, the following command can be used (Listing 12):

Listing 12: Enumerate installed packages.

1 pm list packages

This command (Listing 12) will display a list of all software packages installed on the
device, along with their package names and versions (Listing 13). For example, the output
of the command “pm list packages” might look as follows.

Listing 13: Installed software packages.

1 com . skype . raider : 8 . 6 6 . 0 . 1 2 3
2 cn . wps . xiaomi . abroad . lite : 6 . 2 . 2
3 com . aviapp . translator : 1 . 3 . 5
4 com . adobe . reader : 2 0 . 6 . 0
5 com . linkedin . android : 1 6 . 0 . 0 . 2 2 6
6 com . termux : 0 . 1 1 5

In this example, the package names are listed on the left, followed by the version
numbers in parentheses. The version number consists of three or four parts, separated by
periods. The first number indicates the major version, the second the minor version, and
the third the patch level. The fourth number, if present, indicates a build number.
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The command “pm list packages” can be used to obtain a list of all installed packages
on the device, or the “-f” flag can filter the output based on a specific package name or part
of a package name. For example, to list all installed packages that contain the word “skype”
in the package name, use the following command (Listing 14).

Listing 14: Filter by package name.

1 pm list packages −f " skype "

To retrieve detailed information about a package, you can use the following command
(Listing 15).

Listing 15: Retrieve package information.

1 pm dump <package_name>

The “<package_name>” argument should be replaced with the application’s package
name to obtain the relevant information. The package name is a unique identifier for each
application that the Android operating system uses to identify and manage the application.
The “pm dump” command will display detailed information about the specified package,
including its permissions, version, and signature. This information can be helpful when
debugging issues with the application or when trying to understand its behaviour. Here
are some examples of package names and the applications to which they correspond:

com.skype.raider This is the package name for the Skype (https://www.skype.com/,
accessed 20 February 2023) application, which is a messaging and video calling
application developed by Skype.

cn.wps.xiaomi.abroad.lite This is the package name for the WPS Office (https://www.
wps.com/, accessed 20 February 2023) application, which is a productivity suite
developed by Kingsoft Office Software Corporation.

com.adobe.reader This is the package name for the Adobe Acrobat Reader (https://get.
adobe.com/reader/), a PDF reader and annotator developed by Adobe Systems.

com.linkedin.android This is the package name for LinkedIn (https://www.linkedin.
com/, accessed 20 February 2023), which is a professional networking and job search-
ing application developed by LinkedIn Corporation.

com.termux This is the package name for Termux (https://github.com/termux/, accessed
20 February 2023), which is a terminal emulator and Linux environment for Android.

The package names can provide a way to identify and manage the applications
installed on an Android device.

4.3. AppOpsManager and Privilege Extraction

The following stanza (Listing 16) includes sample logs retrieved from an Android
smartphone using the Package Manager to enumerate the installed software packages.
These logs display the package names, version numbers, and permissions of the packages
installed on the device. Package names are unique identifiers assigned to each application
by the developer, while version numbers indicate the current version of the application
installed on the device. The permissions indicate the actions and data the application can
access on the device.

Listing 16: Example output from the permission parser.

1 com . linkedin . android
2 Uid mode : COARSE_LOCATION : ignore
3 FINE_LOCATION : ignore
4 READ_CONTACTS : ignore
5 WRITE_CONTACTS : ignore
6 READ_CALENDAR : ignore

https://www.skype.com/
https://www.wps.com/
https://www.wps.com/
https://get.adobe.com/reader/
https://get.adobe.com/reader/
https://www.linkedin.com/
https://www.linkedin.com/
https://github.com/termux/
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7 CAMERA : ignore
8 RECORD_AUDIO : ignore
9 READ_PHONE_STATE : ignore

10 SYSTEM_ALERT_WINDOW : default ; rejectTime=+2d18h29m18s525ms ago
11 READ_CLIPBOARD : allow ; time=+71d4h26m24s53ms ago
12 WAKE_LOCK : allow ; time=+10h57m51s192ms ago ; duration=+265ms
13 USE_BIOMETRIC : allow ; time=+1h41m59s218ms ago

The logs show the permissions of LinkedIn (https://www.linkedin.com/, accessed
20 February 2023), namely “com.linkedin.android”. By tracking the permissions of these
packages, it is possible to detect any abnormal usage of permissions, such as a game
requesting permission to write to external storage when it should not. This can help ensure
that the software packages are not violating any regulations or policies and do not present
any security risks to the device or its users. Another example (Listing 17) follows for the
Termux application.

Listing 17: Permissions on the Termux package.

1 com . termux
2 Uid mode : LEGACY_STORAGE : allow
3 ACCESS_MEDIA_LOCATION : ignore
4 SYSTEM_ALERT_WINDOW : ignore
5 READ_CLIPBOARD : allow ; time=+38d16h15m20s598ms ago
6 WRITE_CLIPBOARD : allow ; time=+38d16h21m13s703ms ago
7 START_FOREGROUND : allow ; time=+20d16h15m12s687ms ago ; duration=+40←↩

s7ms
8 MANAGE_EXTERNAL_STORAGE : default ; rejectTime=+64d2h40m4s128ms ago

The above logs (Listing 17) present the permissions requested by the Termux application for
Android. The application has been granted the “LEGACY_STORAGE”, “READ_CLIPBOARD”,
“WRITE_CLIPBOARD”, and “START_FOREGROUND” permissions by the user, but has not
been granted the “ACCESS_MEDIA_LOCATION” or “MANAGE_EXTERNAL_STORAGE”
permission. The application requests the following permissions:

• LEGACY_STORAGE: This permission allows the application to access the device’s
legacy storage directories, which may be used to store data compatible with older
versions of Android.

• ACCESS_MEDIA_LOCATION: This permission allows the application to access the
location metadata associated with media files on the device, such as photos and videos.

• SYSTEM_ALERT_WINDOW: This permission allows the application to display win-
dows on top of other applications, which may be used to display important informa-
tion or to provide additional functionality.

• READ_CLIPBOARD: This permission allows the application to read from the device’s
clipboard, which may be used to paste text or other data into the app.

• WRITE_CLIPBOARD: This permission allows the application to write to the device’s
clipboard, which may be used to copy text or other data from the app.

• START_FOREGROUND: This permission allows the application to start a foreground
service, which will continue to run even if the application is not in the foreground.

• MANAGE_EXTERNAL_STORAGE: This permission allows the application to man-
age the device’s external storage, such as an SD card, which may be used to store
application data or other files.

The temporal metrics “time” and “duration” for the permissions “READ_CLIPBOARD”,
“WRITE_CLIPBOARD”, and “START_FOREGROUND” serve to record the point in time when
the user granted the permission, as well as the duration for which the application has utilised
the permission. As an illustration, the “time” value for the “READ_CLIPBOARD” permission
reveals that the user authorisation was granted 38 days, 16 h, 15 min, 20 s, and 598 ms prior to the

https://www.linkedin.com/
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current time. Conversely, the “duration” value for the “START_FOREGROUND” permission
demonstrates that the application has been in possession of the permission for a period of 40 s
and 7 ms. In conclusion, these values furnish insight into the manner in which applications
obtain the permissions granted by the user.

The “Uid mode” values for each permission indicate how the application will handle
the permission. For example, the “ignore” value for the “ACCESS_MEDIA_LOCATION”
permission indicates that the application will not use the permission, even if it is granted
by the user. The “default” value for the “MANAGE_EXTERNAL_STORAGE” permission
indicates that the application will use the default system behaviour for permission, which
may be to ask the user for permission when the application attempts to access the protected
data or resource.

4.4. System Metrics

System or device metrics (Listing 18) are essential for monitoring the performance and
general status of an Android device. These metrics can provide valuable information about
various aspects of the device’s hardware, software, and network configuration, which can
be useful for troubleshooting issues, identifying trends, and optimising performance.

Listing 18: Example output of the system metrics retrieved from Android.

1 2022−11−28 1 5 : 1 9 : 0 0 @date :11/28/2022 CoreID : 0 Cores : 1 Flags : fp asimd evtstrm aes pmull ←↩
sha1 sha2 crc32Mhz : 1872 Model : 0 xd03Stepping : 4 VendorID : ARMmetric : cpuinfo

2 2022−11−28 1 5 : 1 9 : 0 0 @date :11/28/2022 CPU : 1 CoreID : 1 Cores : 1 Flags : fp asimd evtstrm aes ←↩
pmull sha1 sha2 crc32Mhz : 1872 Model : 0 xd03Stepping : 4 VendorID : ARMmetric : cpuinfo

3 2022−11−28 1 5 : 1 9 : 0 0 @date :11/28/2022 CPU : 2 CoreID : 2 Cores : 1 Flags : fp asimd evtstrm aes ←↩
pmull sha1 sha2 crc32Mhz : 1872 Model : 0 xd03Stepping : 4 VendorID : ARMmetric : cpuinfo

4 2022−11−28 1 5 : 1 9 : 0 0 @date :11/28/2022 CPU : 3 CoreID : 3 Cores : 1 Flags : fp asimd evtstrm aes ←↩
pmull sha1 sha2 crc32Mhz : 1872 Model : 0 xd03Stepping : 4 VendorID : ARMmetric : cpuinfo

5 2022−11−28 1 5 : 1 9 : 0 0 @date :11/28/2022 available : 1526226944 free : 133947392 metric :←↩
virtualmemtotal : 2952015872 used : 1327394816

6 2022−11−28 1 5 : 1 9 : 0 0 @date :11/28/2022 load1 : 4 . 7 8 9 5 5 0 7 8 1 2 5 load15 : 5 . 0 2 2 4 6 0 9 3 7 5 load5 : 4 . 7 8 1 2 5←↩
metric : loadavg

7 2022−11−28 1 5 : 1 9 : 0 0 @date :11/28/2022 bytesRecv : 288737228 bytesSent : 11125292 metric : netname←↩
: wlan0packetsRecv : 234757 packetsSent : 81621

8 2022−11−28 1 5 : 1 9 : 0 0 @date :11/28/2022 bytesRecv : 1 7 6 bytesSent : 1 7 6 metric : netname :←↩
lopacketsRecv : 2 packetsSent : 2

9 2022−11−28 1 5 : 1 9 : 0 0 @date :11/28/2022 metric : netname : rmnet2
10 2022−11−28 1 5 : 1 9 : 0 0 @date :11/28/2022 dst_ip : 2 1 3 . 6 3 . 1 3 0 . 2 4 3 dst_port : 4 4 3 family : 2 fd : 7 5←↩

metric : connectionspid : 21859 src_ip : 1 9 2 . 1 6 8 . 1 . 8 8 src_port : 48582 status : SYN_SENTtype : 1

The log messages (Listing 18) provide information about the device’s CPU, including
the core ID, the number of cores, the CPU flags, the CPU speed, and the CPU vendor ID
(Lines 1 to 5 in Listing 18). Other log messages provide information about the device’s
memory usage, load average (Line 6), network traffic (Line 7), and network connections
(Line 10). For example, one of the log messages indicates that the device has four CPU cores,
each with a speed of 1872 MHz. The log message also indicates that the CPU supports
various instruction sets, and details regarding the CPU (ARMv8-A) are provided. Other
log messages provide information about the device’s memory usage, including the total
amount of memory, free memory, and used memory. The log message indicates that the
device has 2.952.015.872 bytes of memory, with 1.327.394.816 bytes currently in use.

Finally, the log messages provide information about the device’s network connections,
including the source and destination IP addresses, the port numbers, the protocol family,
and the connection status. For example, one of the log messages indicates that the device
has established a network connection to the IP address 213.63.130.243 on port 443 using the
TCP protocol. The connection is currently in the “SYN_SENT” state, which indicates that
the device has sent a synchronisation request, but has not yet received a response.
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Each log message includes a timestamp indicating the date and time the message was
generated. The messages include fields such as the CPU core ID, the number of CPU cores,
the CPU flags, the CPU speed, and the CPU vendor ID. Other log messages provide informa-
tion about device memory usage, load average, network traffic, and network connections:

• CPU usage: This metric indicates the percentage of CPU currently being used by the
device. High CPU usage can indicate that the device is under heavy load and may be
experiencing performance issues.

• Memory usage: This metric indicates the amount of memory the device uses. High
memory usage can indicate that the device is running low on memory and may be
experiencing performance issues.

• Battery status: This metric indicates the device’s current battery level and charging
status. A low battery level can indicate that the device may need to be charged more
often or consumes a large amount of power.

• Network usage: This metric indicates the amount of data currently being transferred
over the network by the device. High network usage can indicate that the device is
transmitting or receiving a large amount of data, which can affect performance and
battery life.

Overall, these log messages provide a snapshot of the device’s performance and
configuration, which can be useful for troubleshooting issues and monitoring the device’s
health. By tracking and analysing these metrics, it is possible to monitor the performance
and overall status of an Android device. For example, if the device has high CPU usage
and a low battery level, it may be experiencing performance issues and may need to be
charged. Similarly, if memory usage is high, it could indicate that the device is running
low on memory or that a specific software package consumes a large amount of memory.
Regularly checking system metrics makes it possible to identify and address potential
performance and security issues on the device. Monitoring the system metrics makes
it possible to identify and address potential problems and ensure that the device runs
smoothly and securely.

5. Conclusions

This research paper presented Chidroid, an innovative mobile Android application for
collecting and distributing logs from smart healthcare and IoMT devices. With this cutting-
edge tool, healthcare professionals and IT administrators can easily gather critical log data
from a wide range of medical devices, including wearable fitness trackers and remote
monitoring systems. The intuitive interface allows users to view, filter, and analyse log data
in real-time, enabling them to quickly identify and address any potential security issues or
performance problems. Additionally, the application’s compatibility for distributing data to
cloud-based architectures allows for the easy distribution of logs to multiple stakeholders,
ensuring that everyone has access to vital information. This way, it is possible to transform
how healthcare and IoMT devices are managed. It is important to note that future applica-
tions that utilise the collected log data may necessitate the sanitisation and anonymisation
of the logs to address privacy concerns. Chidroid includes such functionalities, which are
not finalised and were not explained in the context of this research paper. Considering that,
this research paper assumed that the edge devices involved in log collection and analysis
are secured by implementing appropriate security protocols.

Chidroid enables a novel Android security system that can serve as a universal policy-
based tool to examine and find security issues in most Android versions by distributing
logs for analysis. The logs can contain valuable information about the device and its
applications, such as hardware and software information, system events, and running
applications. The metrics collected include battery status, network connections, virtual
memory, and CPU usage. These metrics are important for monitoring the performance
and overall state of the device. Logs and metrics are retrieved from the Android device
using the Logcat and Package Manager tools. Logs from Android devices can be useful for
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improving the security of Internet of Medical Things (IoMT) devices in a number of ways.
For example, logs can be used for security analysis as follows:

• Detect and diagnose security issues, such as unauthorised access or malicious activity
on the device.

• Track changes to the device’s configuration and identify potential security risks, such
as installing unauthorised software or enabling unsafe permissions.

• Monitor device usage and identify unusual or suspicious activity that may indicate a
security threat.

• Assist forensic investigations in the event of a security breach by providing a record of
events that can help identify the cause of the issue and the steps taken to resolve it.

Overall, logs can be an important resource for improving the security of IoMT devices
by providing visibility into the device’s activities and helping to detect and mitigate
potential security risks. In addition to logs, Chidroid directly retrieves various system
metrics from the Android device, including information about battery status, virtual
memory usage, and CPU usage. These metrics are important to monitor the performance
and overall state of the device. By regularly retrieving and analysing logs and system
metrics, Chidroid can help identify and mitigate potential security and privacy risks for
devices and the sensitive data they handle. It can also be used to extract datasets from
logs and use them to improve device performance and reliability. In general, Chidroid is a
powerful and versatile tool that can help ensure the safety and security of Android devices
in the smart healthcare and IoMT domains.

Future Work

There are several directions in which the Chidroid tool could be improved and ex-
tended in the future. Some potential areas of future work include the following:

• Improved log collection and analysis: The Chidroid system aims to enhance its security
posture by collecting and analysing logs. Currently, the focus is on securing and
protecting the privacy of Android devices. However, further analysis is needed to
define detection rules for security incidents. Advanced log analysis techniques such
as machine learning algorithms or statistical analysis could potentially provide insight
into the performance and security of the device. The security analysis of collected logs
represents a promising area for future research.

• Enhanced security and privacy: The Chidroid system is designed to identify and
mitigate security and privacy risks in Android devices. However, further analysis is
necessary to determine additional ways to improve protection. A key future milestone
will be to conduct a security analysis to support the development of more robust
detection rules.

• Extended testbed: An eHealth testbed will be established as a platform for conducting
experiments and evaluating the performance of the Chidroid system in real-world
eHealth applications. The testbed will be flexible and scalable, allowing for the testing
of various configurations and parameters.

• Performance assessment: A comprehensive evaluation method will be developed to
measure the impact of the Chidroid system in a more comprehensive manner regarding
the resource utilisation and performance. This will provide valuable information on
the potential of Chidroid as a solution for edge computing applications. Towards this
direction, more research will be conducted to examine the feasibility of reducing the
resource requirements by scaling down the continuous log retrieval process. The goal
is to decrease the CPU utilisation requirements and optimise the resource utilisation
of Chidroid.

• Compatibility: While there is potential to extend the Chidroid system to support iOS
devices, the current focus will remain solely on Android devices. This is due to the
greater opportunity for researching and addressing security and privacy challenges
on the open Android platform, as opposed to the closed architecture of iOS.



Appl. Sci. 2023, 13, 3061 22 of 24

In general, there are many opportunities to extend and improve the Chidroid tool to
make it an even more powerful and effective tool to track the performance, security, and
privacy of Android devices in the smart healthcare and IoMT domains.
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