
Citation: Li, W.-Y.; Lu, T.-C. JLcoding

Language Tool for Early

Programming Learning. Symmetry

2022, 14, 1405. https://doi.org/

10.3390/sym14071405

Academic Editors: Alexander

Shelupanov and Sergei D. Odintsov

Received: 25 May 2022

Accepted: 4 July 2022

Published: 8 July 2022

Publisher’s Note: MDPI stays neutral

with regard to jurisdictional claims in

published maps and institutional affil-

iations.

Copyright: © 2022 by the authors.

Licensee MDPI, Basel, Switzerland.

This article is an open access article

distributed under the terms and

conditions of the Creative Commons

Attribution (CC BY) license (https://

creativecommons.org/licenses/by/

4.0/).

symmetryS S

Article

JLcoding Language Tool for Early Programming Learning
Wei-Ying Li and Tzu-Chuen Lu *

Department of Information Management, Chaoyang University of Technology, Taichung 41349, Taiwan;
totoro@y-shun.com.tw
* Correspondence: tclu@cyut.edu.tw

Abstract: This paper proposes a symmetry language of block-based to design novel educational
programming called the JLcoding system. JLcoding system helps students convert from a block-based
language to a text-based programming language. The interface and function of the system are block-
based programs such as Scratch, but it is designed with text-based architecture. The system contains
graphic teaching to teach the basic knowledge of programming, such that students can maintain
interest and confidence when learning computational thinking. The system simultaneously combines
the advantages of block-based and text-based programming. This research engaged 41 students
who learned block-based programming language as the research objects. The experimental results
show that the students can obtain higher post-test scores than the pre-test scores after learning the
JLcoding system. The degree of learning progress was not affected by their gender. Additionally,
it was discovered that male students have higher confidence in their programming abilities, and
students who have learning interests are more motivated to continue learning the program.

Keywords: text-based programming; block-based programming; JLcoding; early programming
learning

1. Introduction
1.1. Background

Currently, many secondary schools have included computer science in their school
curricula [1–7]. Schools conduct this practice for several reasons. First, to prepare students
to study and advance their careers in computer learning [8,9]. Second, there is recognition
that the skills to express computational-based ideas play an important role for students
to be able to take part in the digital age [10]. Third, computer programming is a major
digital literacy competency of the twenty-first century, and the learning process of program-
ming is thought to develop computational thinking. The idea of computational thinking
was introduced by Jeannette Wing in a short article entitled “Computational Thinking”.
Computational thinking involves problem-solving, system design, understanding human
behavior, and delineating basic computer science concepts. According to Jeannette Wing,
the ability to think computationally will make students better at completing their daily
tasks. She also suggested that computational thinking should be integrated into subjects
in schools [11,12]. Finally, computer programming is considered to provide opportunities
for students to develop their intellectual abilities in overcoming challenging problems
in the digital age [13]. Besides computational thinking, creativity, critical thinking, and
problem-solving are important skills for students in the twenty-first century. These prac-
tices aim to make students take part in an active and participatory manner as knowledge
creators rather than just as passive consumers of information [14]. Students in the past were
considered only recipients of culture and knowledge. Apparently, in the current digital
age, students must be actively involved in social meaning-making activities [15]. The
current situation requires humans with deep knowledge, practical imagination, creative
participation, intellectual curiosity, and collaborative commitment [16].
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Programming, however, is not easy to learn at both the elementary, middle, and
college levels [17–20]. Beginner programmers often make many mistakes writing the
programs [21]. The most challenging task for students in primary and secondary schools is
in understanding the fundamentals of programming, which will enable them to develop
algorithmic and computational thinking in programming [22–24], preventing them from
becoming stuck in negative attitudes toward programming [25].

Therefore, many school curricula choose to use block-based programming or pro-
gramming languages designed for educational purposes to ease the burden on students
to learn to program, such as Ozoblockly, Blockly, Snap, Scratch, Alice, Code Spells, or
Lego Mindstorms [1,9]. These programming languages make it easy for students to learn
programming by simply dragging and dropping their code blocks to form valid and mean-
ingful instructions to achieve the desired results [26]. The advantage of this method is
that the blocks are similar to jigsaw puzzles or Lego blocks that can be assembled spe-
cially to create a program for students who can easily create simple programs to boost
their motivation.

1.2. Motivation

Students’ perceptions of programming come with difficulties; however, educational
programming can be more accessible, less frustrating, and beneficial for young students, but
it might not achieve the objective of building students’ interest and confidence in the field of
computer programming. A student can perform well in computer science but not feel sure
of what he/she is learning [9]. The attention of the researchers then focused on educational
programming that was more effective in encouraging computational thinking [26].

Several researchers have researched and compared the educational programming that
is most widely used in the school curriculum. The researchers [13] compared Logo and
Scratch, and their findings show that students who used Scratch performed better on the
programmer’s competency assessment, but they lacked confidence in their programming
skills; however, students who used Logo had more positive self-confidence. These findings
show that students who used Scratch may not be aware that they are learning computer
programming [9]. The researchers [26] compared Scratch with the App Inventor. Their
findings show that there are clear differences between the two programming languages.
Students using Scratch scored higher on average in Parallelism, Synchronization, and
Flow Control, while students using App Inventor scored higher average scores on User
Interactivity and Data Representation. In addition, they also found that the overall scores
increased the size and type (genre) of the program. The researchers [27] compared the
interfaces of block-based and text-based programming in introductory programming. Their
findings show that a block-based programming interface can improve the performance
of introductory programming, especially in terms of the speed of attaining programming
goals. Nevertheless, to the question of whether there was an influence on students’ percep-
tions of programming difficulties, their findings did not provide enough survey evidence
to support this claim; however, there was little correlation between perceived difficulty
and goal completion. Similar research was also conducted by the researchers [10]. They
compared block-based programming with text-based programming for the same program-
ming environment. Their findings show that students who used block-based programming
showed greater learning outcomes and higher levels of interest, while students who used
text-based programming saw their programming experience as more comparable to pro-
fessional programmers and more effective at improving their programming skills; the
researchers did not find any significant differences between the two groups of students for
problems of self-confidence and pleasure.

Nevertheless, apart from the various studies stated, students still experience great
difficulties when switching from block-based to text-based programming [28]. Students
perceive block-based programming as not “real programming” when they switch to text-
based programming. Furthermore, block-based programming cause students to show bad
programming habits, making it difficult to switch to text-based programming [29]. The
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inconclusive results of the above studies suggest the need for further studies on the effect
of block-based programming interfaces on students’ perceptions of programming.

1.3. Purpose

This paper proposes a symmetry language of block-based called JLcoding, to solve the
difficulties encountered by novice programmers in the past from block-based to text-based
programming and to make it easier for non-programmers to learn text-based programming.
The language combines the advantages of text-based and block-based programming. In [30],
the definition of symmetry is “In computer science, one type of symmetry is if the features of
a programming language operate equally on all of the things in the programming language”.
Hence, JLcoding is a transition from block-based to text-based programming. Its interface
and functions are similar to Scratch. The system contains graphic teaching to teach the
basic knowledge of programming so that students can maintain interest and confidence
when learning computational thinking. Additionally, JLcoding uses the principle of English
code, which is similar to text-based programming to allow the students to be familiar with
the correct programming environment. The JLcoding system provides many templates and
examples to demonstrate the basic knowledge about logic, control, and flow, which are
illustrated with a block-based graphic and text-based structure.

Thus, the purposes of this study are shown below:

• Design a programming language to help the student transits from block-based to
text-based programming.

• Help the students who have never studied any programming to easily learn text-based
programming.

• The proposed system JLcoding can achieve the purposes with the advantages:
• Easy to learn: The students who have no programming experience can easily learn the

basic knowledge from JLcoding.
• Easy to transmit from the block-based to text-based programming skills. The students

who learn the block-based language can convert their experience to a text-based
environment quickly.

• Quick to produce diversity projects. JLcoding allows the student to generate a different
kind of produce.

• Provide object-oriented programming. Students can combine complex logic rules.
• Avoid debugging problems in block-based programs. JLcoding provides a friendly

debugging solution that allows the students to find the errors.
• Easy to link up with other high-level programming languages such as Python, Java,

and other text-based programming in the future.

To test the performance of the JLcoding, this study compares the experiences of begin-
ners when they learn block-based programming and JLcoding. Further, we investigate the
learning effectiveness, interest, and confidence of novice programmers learning text-based
programming through JLcoding. Thus, this paper is divided into sections. In Section 2, we
describe a brief previous work in the field. Section 3 describes the research methodology.
The study surveys to answer this hypothesis. Section 4 shows our experiments, results, and
discussions. Section 5 describes the conclusions and future work of the study.

1.4. Terminology

The following terms are frequently used throughout this paper and their meanings
are discussed when relevant. For clarity, a summary of definitions is provided here:

• Text-based programming: A general term for program editing software in the general
sense, which is used for program design by inputting text. It is then debugged and
compiled to produce programs that make the computer work. Although it is possible
to generate programs with various functions, it is also difficult to learn. Some famous
text-based programs are Java, C++, and Python.

• Block-based programming: A program editing software that does not require text
input. The user only needs to drag the blocks to make combinations to generate the
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program. Although the works it can produce are limited to a certain range, it is favored
by novice programmers because of its ease of learning and operation. An example of a
block-based program is Scratch.

• JLcoding: A programming environment that combines the ease of learning of block-
based programming with the unrestricted functionality of text-based programming.
While facilitating the creation of novice programmers, it also maintains the diversity
of the works produced.

• N: the total number of test samples.
• Mean: the average of the score.
• SD: the standard deviation of the score.
• SE: the standard error of the score.
• SEM: the structural equation modeling.
• t: the test quantity.
• df: the degrees of freedom.
• p: the significance of the hypothesis.

2. Related Work
2.1. Introductory Programming Difficulties

Introductory programming is considered an important foundation in the field of
computer science [31]. However, many novice programmers have difficulty with this
subject. Difficulties are not only experienced by students at the secondary school level, but
also by first-year college students. The number of students who experience attrition in the
first year is very high [32–34]. Some researchers show that nearly a third of students fail or
drop out of this course [20,35,36]. The reasons for failure or dropout vary, ranging from
motivational factors, teaching methods, heavy demands, and inability to catch up [37–39].

2.2. Block-Based Programming

In recent years, block-based programming has taken an established position in com-
puter science education [29,40,41]. Block-based programming is becoming increasingly
popular not only in education [34] but also among end-users [40]. By removing many
difficulties common to novice programmers [20], this programming environment can at-
tract novice programmers of all ages, ranging from elementary school students to college
students [41,42]. This programming environment is usually provided as an introduction
before students are faced with more difficult text-based programming [43].

Block-based programming provides puzzle pieces for clues as to how and where
commands can be used. Programming activities are then similar to assembling a puzzle,
where the user drags the desired blocks into the coding area and combines them to form
a script. When two blocks cannot be combined to form a valid syntactic statement, the
programming environment prevents it from making mistakes but maintains the practice
of assembling instructions sequentially [10,41]. The use of block-based programming
has many benefits [34,42], such as reduced cognitive load [44], increased understanding
of programming structures [45], and increased efficiency in completing programming
tasks [27].

Although it has been firmly accepted in educational settings, there are still challenges
regarding students’ perceptions of the role of block-based programming in introductory
programming. The main question is whether block-based programming means “real
programming” [41]?

The biggest challenge that most novice programmers face is an understanding of the
fundamentals of programming, which will enable them to develop algorithmic and compu-
tational thinking in order to be able to design programs [22], and simultaneously prevent
misunderstandings and different prejudices against science education [25]. Students must
have confidence that they are using computers not only as users but also as creators [46].

Problem-solving skills are an integral part of understanding proper programming
concepts [47]; however, most students who study introductory programming tend to
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develop superficial knowledge and fail to create problem-solving strategies by using
programming constructs [48]. Students without a programming strategy, such as using
loops appropriately in a program, will have difficulty combining conditionals and loops to
provide a viable solution [49].

Previous studies in science education have shown the types of problems students
experience when they face text-based programming, among others, control structures such
as variables and other data structures, various types of looping structures, conditional
use logical flow, and Boolean logic [50–52]. Departing from the difficulties of novice
programmers, [9] conducted research on how block-based programming, such as Scratch,
relates to text-based programming, such as Java, C++, and Python. Half of the students
were selected to complete student worksheets that showed a relationship between Scratch,
Java, C++, and Python. Their findings showed no significant difference between students
who completed and those who did not complete the worksheet in terms of beliefs and
perceptions; however, a study [8] that investigated misconceptions about loops, variables,
and Boolean logic found different results. Their results showed that students are generally
unfamiliar with the use of variables and harbor misconceptions about these variables.
Nevertheless, they also run into problems with how loops work and Boolean operators.

2.3. Confidence in Programming Abilities

Block-based programming is a programming environment that is taught as intro-
ductory programming for novice programmers. A programming environment such as
this has succeeded in lowering programming barriers and making it easier for students
to start programming [29,53,54]. Nevertheless, the mastery of text-based programming
remains the standard for advanced and professional programmers. This gap between
the two programming styles creates difficulties in teaching programming at the school
level [53,55]. Additionally, this gap also has an impact on students’ low self-confidence in
their programming skills [29,45].

Several researchers have conducted research related to aspects of self-confidence in
programming to [56] determine whether the basic concepts of programming could be
effectively taught to students with limited or no programming backgrounds. The results
of their research on students who used Alice showed an increase in attitude scores, but
the increase was not statistically significant. [57] Extending their research by investigating
the self-confidence aspect of attitudes, their results showed a significant increase in self-
confidence in their programming; however, their hypothesis that students who work in
pairs will be more confident than those who work individually is not significant. [13] We
compared the attitudes and learning outcomes of sixth-grade students in programming
using both Logo and Scratch. They hypothesized that students studying Scratch would
have a more positive attitude toward programming. Contrarily, their findings showed
that students who studied Logo on average had higher confidence in their ability to
program [10,41]. Compared block-based and text-based programming in introductory
programming classes in secondary schools. Their findings showed there was no significant
difference between students in the two conditions concerning self-confidence or pleasure.
Furthermore, students in block-based programming saw a significant increase in their
confidence in their programming skills. Such a thing is not found in students in text-
based programming.

2.4. Scratch

In recent years, there has been a shift in the computational curriculum from focusing
on information and communications technology to broader ones such as informatics, digital
literacy, and computer science [58,59]. The aim of this shift is for students to master the
skills and knowledge needed in an increasingly digital world, with learning content that
focuses on computer programming, robotics, and computational thinking [60].
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The most widely used educational programming tool is Scratch. Scratch has been
used by more than 53 million projects since its launch in 2007 [61] and has become the most
popular programming environment in basic education [62].

In Taiwan, Scratch is the most popular block-based programming because it supports
the Chinese language and provides a lot of teaching materials; therefore, the education
bureaus of many cities in Taiwan have assigned Scratch as the recommended tool to learn
the basic knowledge of science and technology. For example, Taipei city has expressed
Scratch as the proper tool to teach the elementary or junior high school students in the
syllabus of information technology courses for elementary schools in the science and
technology field in Taipei City. There are more than one million users in Taiwan that use
Scratch to develop projects; therefore, this study selects Scratch as the template to compare
with the proposed language.

Scratch uses block-based programming, similar to a jigsaw snippet. This programming
implements a block-like structure in which each block is different in shape and color
to provide clues as to how instructions can be structured and to differentiate between
concepts [63]. In addition, this programming language also encourages students to create
media-rich content according to their desires [29].

The coding area in the center of Scratch’s screen is the main area that connects the
block palette on the left-hand side and the stage area on the right-hand side. The user only
needs to put the character into the stage area, then drag the code block from the block
palette into the coding area. Finally, click the green flag (compile) to execute the program
to control the characters in the stage area. The interface of Scratch is shown in Figure 1.
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Figure 1. The interface of Scratch.

The blocks in the block palette have different colors for convenient memory and
discrimination. It contains Motion, Looks, Sound, Events, Control, Sensing, Operators,
Variables (Lists), and Function Blocks—as shown in Figure 2. Users can generate different
types of programs by putting different types of blocks into the coding area for combination.
Each block can be treated as a puzzle. The program can be executed when the user can
successfully combine it with other blocks. The definitions of each block are shown below:

• Motion: Control the position, angle, rotation, and movement of the character.
• Looks: Control the shape, color, size, and special effects of the character, and display

the text.
• Sound: Control the sound playback and volume.
• Events: Set the program to be executed when some event is triggered.
• Control: Set conditions and loops.
• Sensing: Obtain mouse and keyboard information, distinguish touching.
• Operators: Set logic operator, arithmetic operator, string operator, and obtain a ran-

dom number.
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• Variables: Generate variables to store the information.
• Function Blocks: Customized block.
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Figure 2. Different types of Scratch blocks.

The stage area is used to set characters and display the results of the program. The
user can set the name, coordinates, size, and angle of the character in the area. Scratch is
object-oriented programming. Every character has its coding area to prevent all programs
from being set in the same area. Figure 3 shows an example program of the apple. The user
can switch the size of the stage area, and the green flag button is “Compile” to execute the
program, while the red button is used to stop the program.
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3. JLcoding

Compared to Scratch, which has a longer history, JLcoding is a programming language
that is still new. JLcoding was launched in 2017 and is an open-source language that
combines the interactivity and syntax of “scripting” languages, such as Python, Matlab,
and R, but with the speed of “compiled” languages such as Fortran and C [64]. Much
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of the motivation for the development and use of JLcoding is devoted to solving two
language problems that both beginners and professional programmers encounter. In
scripting languages such as Python, the user types the code line by line into the editor,
and the language interprets and runs it, then returns the result immediately; however,
in languages such as C and Fortran, code must be compiled before it can be executed.
Scripting languages such as Python are easier to use, whereas languages such as C and
Fortran produce faster code. As a result, programmers often develop algorithms in a
scripting language, then translate them into C or Fortran. JLcoding can solve the two
language problems because it runs similar to C but reads similar to Python [64–66].

3.1. Environment of JLcoding

Figure 4 shows the starting view of the JLcoding. The beginning of JLcoding is the
object. The system includes many examples, functions, and templates to help the students
quickly understand the logic of coding. The coding environment of JLcoding is shown in
Figure 5.
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The coding area in Figure 5a is the main area to type the codes. The function area in
Figure 5a gives the entire function used in the coding area. This method finds the keyword
from the function area. The code structure of the keyword will be shown in the coding area.
The stage area in Figure 5b shows the running results of the codes. For example, in Figure 6,
we select the keyword “if” from the function area. The coding area will automatically show
the structure of “if”.
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3.2. Coding Example of JLcoding

According to the definition of a 12-year national basic education syllabus in Taiwan
for junior high school students to learn computer science courses, the students need to
understand computer data forms, variables, input/output, arithmetic operations, logical
operations, selection structures, and repetition in the field of programming; therefore, this
study considers all requirements in the syllabus to design the JLcoding language. After
learning the courses, the student has the basic knowledge required to write the program.
Typically, the structure of JLcoding is similar to a text-based program such that the student
can learn the basic logical structure of text-based programming at the same time.

This sub-section shows some coding examples by using JLcoding and compares them
with the coding environment of Scratch.
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3.2.1. Set Variable

The first example demonstrates how to move the object—a bee—from left to right. In
Scratch, the block functions “set x to” and “set y to” are used to move the bee from the
position (0, 0) to the position (100, 100)—as shown in Figure 7.
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Instead of the block function, JLcoding uses the object-orient concept to design the
attribute of the object. Figure 8a shows the beginning position of the bee. The initial
position of the bee is set to be (900, 200). JLcoding uses “bee. x” and “bee. y” to set the
position of the object bee. Figure 8b shows how to code the moving operator in the coding
area. Figure 8c is the final running result.
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Figure 8. The coding example of JLcoding to move the bee.

3.2.2. Input and Output

In Scratch, the event block creates a way to interact with the program and the user.
The user uses the mouse and keyboard to control the object. The square in the code area
on the left of Figure 9 indicates that when the space key of the keyboard is clicked, the
program says “Hello!” for 5 s. The user uses the space key as the input to control the
program execution, and the text will appear on the upper right of the duck for 5 s to achieve
the output.
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On the other hand, JLcoding does not use the events box for input; it uses buttons
instead. Users can interact by setting the object as a button and entering the program that
will be executed when the button is pressed in the coding area. The example in Figure 10
shows that after clicking the duck button, the program says “Hello!” for a period of time.
When the user presses the button with the mouse, the text will appear above the duck
as output.
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3.2.3. Arithmetic

Figure 11 shows an example of how to calculate the required variables in Scratch. The
program moves the blue duckling to the back of the duckling team while maintaining the
same distance as the other ducklings. The code in Figure 11a shows the code in the fourth
duckling that obtains the X-coordinate and Y-coordinate of the duckling. After obtaining
the coordinates of the fourth duckling, use “ message1” to drive the code in Figure 11b to
obtain the coordinates of the third duckling. Similarly, “message 2” is performed after the
coordinates are obtained to drive the code in Figure 11c to calculate the moving position
of the blue duckling. Figure 11c will calculate the X coordinate as (the 4th duckling’s X
coordinate)—(the distance between the 3rd duckling’s X coordinate and the 4th duckling’s
X coordinate), and the Y coordinate using the same coordinates as the 4th duckling. When
the calculation is complete, the “go to” block function will move the blue duckling to the
calculated coordinates, as shown in Figure 11d.

Compared with Scratch, the code is much easier to use in JLcoding. Since the coordi-
nates of all objects have already been acquired, the user only needs to input the calculation
formula into a coding area to calculate the position of the blue duckling. The code is shown
in Figure 12. The algorithm in JLcoding is almost the same as Scratch. The program sets
the X coordinate of the blue duckling to be (the X coordinate of the 4th duckling)—(the
difference between the X coordinate of the 3rd duckling and the X coordinate of the 4th
duckling), and the Y coordinate of the blue duckling will be the same as that of the 4th
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duckling. The execution results are shown in Figure 13, in which the blue duckling moves
to the correct position.
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3.2.4. Conditional

Conditional is a selection structure that determines the items to be executed according
to the conditions specified in the code. Figure 14 shows a conditional decision to decide
whether the bees or the butterflies will be moved to the flower.

The code in Figure 14a uses an “if/else” block as the main body and makes choices
based on whether the size of the bee is greater than 50. If the condition rule is true, then
“go to flower” will be executed. The bee will move to the flower. Otherwise, it will choose
not to execute the go to block of the bee and only execute “broadcast message1” to drive
the code of the butterfly in Figure 14b to move the butterfly to the flower. The final result is
shown in Figure 14c.

In the JLcoding, the user inputs three strings, “if”, “else” and “end”, as the structure.
The selection condition rule (bee.width > 50) is used to decide whether the bee or the
butterfly will move to the flower. According to the “if it is true” of the selection condition,
choose to use “bee.moveTo(flower)” to move the bee to the flower, or choose to use “but-
terfly.moveTo(flower)” to move the butterfly to the flower. Figure 15 shows the codes and
Figure 16 shows the execution results.
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3.2.5. For Loop

The second example demonstrates how to generate several objects by using the “For
loop.” In the Scratch environment, the block function “repeat” is used to perform the “For
loop” operator. For each loop, the system generates one duck and moves it to a different
position. Figure 17 shows the “repeat” example using Scratch.
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Figure 17. Generate 10 ducks by using Scratch.

Similar to Scratch, JLcoding uses the For loop structure, which contains for and ends
keywords to perform the “For loop” operator, which is the same as the text-based language.
The user types the keyword “for” in the function area, and JLcoding will generate the
structure automatically. JLcoding uses “clone” to generate a new object and uses “object. x”
to change the position. Figure 18 shows the running results using JLcoding.
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3.3. Features of JLcoding

JLcoding is a programming language that helps the student transforms from blocks
to text-based programming. To avoid rejection by students who are learning text-based
programming for the first time, JLcoding uses the concept of object-oriented programming
similar to Scratch. Students put the character on the stage area and use the program to
control it. Similar to Scratch, the stage area of JLcoding is the whole screen. An additional
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window is added to the coding area to prevent the coding area from squeezing the stage
area. Thus, students can make more creations in the expanded stage area. The diagrams
are shown in Figures 19 and 20.
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Figure 20. The coding window in front of the stage area.

Instead of dragging the block to generate the program, JLcoding allows the students
to type some codes in the coding area to make students acquainted with the programming
environment of text-based programming. To reduce students’ difficulty in memorizing
codes, the function area provides hints to help students enter codes. Then, the students click
the triangle button in the middle of the coding area to compile and execute the program.
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Furthermore, JLcoding has built-in teaching courses and practice questions to pre-
vent students using the system for the first time from having no idea how to start the
programming procedure. The students can learn by themselves without using additional
software. The course content includes object naming, coordinate settings, length and width
settings, hexadecimal color code, object movement, rotation, collision, container, copy,
and other functions, as well as learning how to use functions, variables, expressions, and
conditional expressions. The course outline is shown in Table 1. Each course uses vivid
pictures to illustrate the learning objectives and allows students to think of how to use
the functions they learned when they practice after class. The textbook screen is shown in
Figures 21 and 22.

Based on the above description of JLcoding and Scratch, the comparison between the
two programming languages is shown in Table 2.
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Table 1. Course outline of JLcoding.

Course Theme Content

Basic Course 1 Little blue duck leaving the team 1. Understand JLcoding and system.
2. Learn how to set the position and coordinates of objects.

Basic Course 2 Pigs will set sail 1. Learn how to set the length and width of object.
2. Learn how to set the sizes of objects.

Basic Course 3 Missing turtle eggs 1. Learn how to set the color of objects.
2. Forward and turn of objects.

Basic Course 4 Trapped jellyfish 1. Movement and rotation of objects.
Basic Course 5 Infinite bomb 1. Learn how to use the code for copying objects.

Basic Course 6 Pirate’s gold coin 1. Learn how to set variables.
2. Arithmetic operations of variables.

Basic Course 7 Delicious fish soup 1. Learn how to use the code for If/else.

Table 2. The comparison between Scratch and JLcoding.

Item Scratch JLcoding

Entry barrier

The difficulty of getting started is extremely low.
Students can execute the program and see the

effect without typing the code and dragging the
building blocks directly with the mouse; however,
when there are relatively problems, it is difficult to
debug, and it is inconvenient to perform complex

combinations of logical conditions.

There is a certain degree of difficulty in starting,
but JLcoding redefines the original complex code
into modern code that is easy to understand. With
the program assistance function that comes with
the JLcoding platform, it can greatly reduce the

cost of learning to write code.

Creative space

The number of functions is limited. The limitations
of the platform compress the space for creation.

The student cannot freely create their
own function.

A platform specially designed for teaching allows
students to freely use a variety of materials and

hundreds of rich built-in functions (APIs) to
support students in designing games, APPs, small

systems, etc. The platform can be connected to
hardware or AI. Students’ creative field further

expands to the Internet of Things (IOT) or
artificial intelligence.

Teaching support

The design focuses on easy operation for students
and supports a few necessary teaching auxiliary

functions for teachers. When teachers use the
program platform to teach, they usually need to

open other auxiliary tools such as PPT.

JLcoding integrates teaching, learning, and
practice. Teachers use the courseware and built-in
auxiliary tools to teach on the platform to improve

the teaching effect. Students use the student
courseware to learn and can also practice directly

on the platform, improving learning efficiency
and effectiveness.

Programming
environment

What you see is what you get (WYSIWYG), so that
students can quickly see the results of the program;
however, there is still the problem of separation of
teaching, learning, and practice, which reduces the

learning effect.

JLcoding achieves WYSIWYG and the integration
of teaching, learning and practice. The teaching

materials and courseware can be switched
between teaching and learning smoothly without

switching any software, and the programming
environment has function prompts and detailed

Chinese explanations. Remove language and
format barriers.

3.4. Compare with Khan Academy

Khan Academy [67] also provides some training courses for computer programming
learning. At the Khan Academy, JavaScript and HTML languages are the most popular
programming courses. The platform is a text-based programming training environment.
There are many lessons and exercises on the platform, and they also provide videos. For
formal programming, it may be a good idea to use the videos to learn some of the text-
based programming training; however, it requires the user to pay attention to more details,
such as typing relative parentheses and noticing the placement of semicolons [68]. The
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users might easily forget the main learning content, which in turn can contribute to one
losing their self-confidence to learn. The design of JLcoding allows users to focus on the
logical thinking of programming without paying attention. The respective advantages are
compared in Table 3.

Table 3. Compare Scratch, JLcoding, and JavaScript.

Item Scratch JLcoding Khan Academy (JavaScript)

1. Programming
environment Block-Based programming Text-Based programming Text-Based programming

2. Programming type Drag the blocks Typing string Typing string

3. Creation Programmatically control the
placed objects

Programmatically control the
placed objects

Programmatically generate
controllable objects

4. Programming
paradigm Object-Oriented Programming Object-Oriented Programming Functional Programming

5. Memorizing codes Find in block palette Find in functional area Find in coding documentation

6. Separators Not using curly braces and
semicolons

Not using curly braces and
semicolons Need to be used correctly

7. Teaching Not provided Built-in Graphic teaching Built-in video teaching
8. Practice Free creation Built-in practice questions Built-in practice questions

4. Research Methods
4.1. Research Object

To understand students’ learning status and satisfaction with JLcoding, this study
selected secondary school 7th grade (12–13 years old) students for testing; however, due to
the limitations of school teaching equipment and overall teaching curriculum planning,
only 41 students were selected for the experiment. The students in this class understand
both Chinese and English, and all of them have basic English typing skills. All of them
agreed to the experiment and understood the entire experimental process.

4.2. Research Process

The flowchart of this research is shown in Figure 23. The experiment first went
through a “pre-test” process to understand the basic abilities of the students; then, we
taught JLcoding for seven weeks. Afterward, we conducted the “post-test” to analyze the
results of the pre-test and the post-test.

Consequently, the background information of the students was collected during the
pre-test in this study, and the JLcoding test was performed simultaneously. The JLcoding
test was used to obtain the students’ understanding of programming knowledge before
taking the JLcoding course and was recorded in the form of scores. Then, the students
learned JLcoding for 2.5 h per week. The courses are listed in order.

After completing the training courses, the students performed a post-test to evaluate
the effectiveness of the learning. The post-test questionnaire contains the same JLcoding
test as the previous test, and a text-based programming quiz is added to determine whether
JLcoding can connect to text-based programming. Finally, this study uses the “Program-
ming Confidence Questionnaire” to understand the degree of recognition of the students
with programming abilities and asked whether they were willing to continue improving
their programming abilities.
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4.3. Survey Design

The first step in data collection is to use a questionnaire to determine whether the
student has ever learned a programming language before. Figure 24 shows our preliminary
questionnaire to collect information about students programming language backgrounds.
This questionnaire is essentially needed for the student selection process and grouping in
the early steps of the research. To compare the difference between pre-test and post-test,
the basic information included the student’s name, gender, past programming experience,
and whether they were interested in JLcoding.
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In order to test whether the student who learned JLcoding can fit the requirement of
a 12-year national basic education syllabus, this study included a test to include all the
basic knowledge that they should know. For example, data forms, variables, input/output,
arithmetic operations, logical operations, selection structure, and repetition. Figure 25
shows the pre- and post-testing questions that were used in the experiments. The question
consists of 10 multiple-choice questions and 4 filling questions, which represent some of
the abilities that one must have when coding, such as name, variable, operator, if, loop, and
so on. The second part includes the fill-in questions. The student needs to fill in the C++,
Java, and Python program codes to answer the questions. The first question of part (2) in
Figure 25c is used to test the “input/output” ability of the student. The student needs to
imitate the code shown above to output their name on the screen. The second question
in Figure 25d is used to test the arithmetic operations ability. The student needs to type
the right code for computing the value of “a + b.” The third question is used to test the
logical ability of the student. The student needs to know how to write the structure of “if”
to obtain the true answer. The fourth question is used to test the repetition ability of the
student. They need to know how to write the “For loop” to print the number from 1 to 5.

After the testing process, we provided a questionnaire to the students to determine
the results of student’s confidence in the programming language that had been learned.
There are four questions in the confidence questionnaire given in the form of a Likert scale
with a range of 1–5. The four questions are:

1. Writing a computer program is easy.
2. I am good at writing computer programs.
3. I plan to continue programming after the class is over.
4. I want to take another computer programming.
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Width, Scale; (b) multiple-choice questions of Color Code, Go Ahead, Move, Clone; (c) multiple-choice
questions of Variable and if/else; (d) filling questions and confidence investigation.



Symmetry 2022, 14, 1405 26 of 36

4.4. Data Processing and Analysis

The research process was divided into three stages: pre-test, course training, and
post-test. All questionnaires are inquired in paper form and collected immediately after
filling out. The results of the questionnaire were analyzed by SPSS Statistics 22 software
(IBM, New York, NY, USA). As shown in Figure 26, the analysis method is as follows:

• Use descriptive statistics to illustrate the performance of students before and after the
JLcoding course.

• Use the paired-sample t-test to illustrate the performance of students before and after
the JLcoding course.

• Use the independent-sample t-test to show whether there is a significant difference in
the progress scores of students of different genders in the JLcoding course.

• Use the independent-sample t-test to show whether there is a significant difference in
the progress scores of students interested in JLcoding and those who are not interested
in learning JLcoding courses.

• Use the independent-sample t-test to illustrate the degree of confidence of different
genders and interests in students’ programming abilities.
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4.5. Descriptive Statistics

The experiment of this research was carried out from October 2020 to January 2021.
Table 4 shows the descriptive statistics of the research participants. A total of 41 question-
naires were distributed, two participants dropped out in the process, four questionnaires
were invalid, and a total of 35 participants completed the test.

Table 4. Descriptive statistics.

Attribute Participants Percentage

Male 18 51.4%
Female 17 48.6%

Scratch 34 97.1%
Code.org 7 20.0%
mBlock 5 14.3%
Python 2 5.7%

Interested in JLcoding 24 68.6%
Non-interested in JLcoding 11 31.4%

Among them, males made up 51.4% and females 48.6%. All the students had taken
relevant programming courses, including Scratch. After the test, students were asked
whether they were interested in JLcoding, and 68.6% of the students expressed interest.
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4.5.1. JLcoding Test

From Table 5, it can be observed that the students performed well in the pre-test
averages of Coordinate, Height and Width, Color Code, and Move, while the pre-test per-
formances of Scale, Clone, Variable, and If/else were poor. We compared the performance
of the students before and after teaching. Except for Question 8, the student’s correct
answers to other questions have increased.

Table 5. JLcoding test score comparison.

Question Attribute Pre-Test Post-Test Progress

Question 1 Named 6.3 9.4 +49.21%
Question 2 Coordinate 8.3 9.1 +9.64%
Question 3 Height and Width 8.6 9.7 +12.79%
Question 4 Scale 2.9 7.1 +144.83%
Question 5 Color Code 8.3 8.9 +7.23%
Question 6 Go Ahead 3.7 4.3 +16.22%
Question 7 Move 6.9 7.4 +7.25%
Question 8 Clone 1.7 1.1 −35.29%
Question 9 Variable 2.0 4.9 +145.00%

Question 10 If/else 4.3 6.0 +39.53%

Scale, Variable, and If/else are items with lower scores in the pre-test, and the average
score growth in the post-test is greater than 30%. The average pre-test scores of Coordi-
nate, Color Code, and Move are already very high, and it is not easy to have room for
improvement, so the degree of improvement is small.

Table 6 shows the comparisons of the average scores of the pre-test and post-test.
The post-test is 15.14, higher than the average score of the pre-test. SD is the standard
deviation, SE is the standard error, and N is the total number of students. Tables 7 and 8
show the statistics of the number of scores before and after the test. The data of the
number of participants and the percentage of the number of participants are counted in an
interval of 10. Figure 27 shows that the score of 50 has the highest frequency in the pre-test,
and that of 80 has the highest frequency in the post-test, which means that the score has
significantly improved.

Table 6. JLcoding test total score comparison.

Test N Mean SD SE

pre-test 35 52.86 18.720 3.164
post-test 35 68.00 14.912 2.521

Table 7. Pre-test score.

Score N Percentage

0 1 2.7%
10 1 2.7%
30 2 5.4%
40 6 16.2%
50 9 24.3%
60 8 21.6%
70 4 10.8%
80 3 13.5%
90 1 2.7%
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Table 8. Post-test score.

Score N Percentage

20 1 2.9%
30 1 2.9%
50 2 5.7%
60 9 25.7%
70 9 25.7%
80 11 31.4%
90 2 5.7%
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This study divides the students into three different categories, high-level, middle-level,
and low-level groups, according to the score of the pre-test. The top 25% of students are
categorized under the high-level group, and the last 25% of students are categorized under
the low-level group. The remaining students are categorized into the middle-level group.
The three groups are used to calculate their progress. The performance after teaching and
training, as well as the experimental results, shows that the average score of the low-level
group improved by 25.56, the middle-level group improved by 17.65, and the high-level
group improved by 0. The results are shown in Table 9.

Table 9. Statistics of low, middle, and high groups.

Category N Pre-Test Mean Post-Test Mean Progress Score

low-level 9 30 55.56 25.56
middle-level 17 53.53 71.18 17.65

high-level 9 74.44 74.44 0.00

The degree of improvement is related to the pre-teaching scores. Those with lower
pre-test scores have more room for improvement. Conversely, those with higher pre-test
scores have less room for improvement.

Furthermore, the study categorizes the students into male and female groups according
to their gender for statistical analysis. The average gap between the pre-test with a different
gender is 2.45. After training and learning, both groups improved by more than 10. The gap
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in the post-testing scores between the two groups is only 0.46. The degree of the progress
score of the male group is higher than that of the female, as shown in Table 10.

Table 10. Statistics of male and female groups.

Category N Pre-Test Mean Post-Test Mean Progress Score

male 18 51.67 67.78 16.11
female 17 54.12 68.24 14.12

The results in Table 11 show our group comparisons based on students’ interest in
JLcoding. The gap in the pre-test score between the two groups is 3.78. After training
and learning, the interested group improved by more than 10, while the non-interested
group improved by 10. The gap in the post-test scores between the two groups is 3.72.
Furthermore, the degree of improvement in the interested group is higher than that in the
non-interested group.

Table 11. The comparisons are based on students’ interest in JLcoding.

Category N Pre-Test Mean Post-Teat Mean Progress Score

interested 24 51.67 69.17 17.50
non-interested 11 55.45 65.45 10

4.5.2. Text-Based Programming Quiz

In the text-based programming quiz, four types of fill questions were used to test
whether the students can transform from block-based to text-based programming. The
questions included the output string, calculation if/else, and loop. For example, Figure 28
shows the questions in the quiz: (a) The student needs to follow the example to fill in how
to write their name in C++, Java, and Python, (b) how to set the variable c to be the result
of a + b, (c) judge whether 10/2 = 5 is true or false, and (d) set up the “for” loop.
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Table 12 shows the efficiency of text-based program testing. For the first question,
the percentages of the students who can answer correctly for C++, Java, and Python are
42%, 44%, and 80%, respectively. The percentages for the second question are 36%, 30%,
and 30%; for the third question are 24%, 20%, and 20%. No one can answer the fourth
question. Most of the students can answer the first question. Most of the students can
answer correctly in Python format.
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Table 12. Test of text-based programming.

Quiz Category Correct Wrong Give Up

1. Output String
C++ 15 (42%) 14 (40%) 6 (16%)
Java 16 (44%) 13 (36%) 6 (16%)

Python 28 (80%) 1 (2%) 6 (16%)

2. Calculate
C++ 13 (36%) 15 (42%) 7 (20%)
Java 11 (30%) 14 (40%) 10 (28%)

Python 11 (30%) 13 (36%) 11 (30%)

3. If/else
C++ 9 (24%) 4 (10%) 22 (62%)
Java 7 (20%) 5 (14%) 23 (64%)

Python 7 (20%) 4 (10%) 24 (68%)

4. Loop
C++ 0 (0%) 8 (22%) 27 (76%)
Java 0 (0%) 6 (16%) 29 (82%)

Python 0 (0%) 6 (16%) 29 (82%)

Most students are willing to try to answer the question without formally learning text-
based programming. In the calculation question, half of the students can choose the correct
answers; however, for the If/else and loop question, most of them had given up answering
because, in the experiment, the teaching material only included Name, Coordinate, Height
and Width, Scale, Color Code, Go Ahead, Move, Clone, Variable, and If/else. The For
loop course was not included in this period. Furthermore, the If/else course was the final
course—students did not have enough time to practice.

From the experiments, we can see that the students have some ability to transform
from block-based programming to text-based programming for the part that they have
learned in JLcoding.

4.5.3. Programming Confidence Questionnaire

This study investigated whether students of JLcoding had confidence in their ability to
write computer programs and were asked whether they wanted to continue programming.
Table 13 shows the results of students’ confidence in programming. The value of C2 is lower
than 3, which means that the student’s self-confidence in computer programming decreased;
however, the values of the other questions are high. They believe that writing computer
programs is easy and they want to write computer programs after class and enroll in other
programming courses, which shows that students enjoy the programming experience.

Table 13. Programming of confidence.

No. Question Mean SD

C1 Writing computer programs is easy. 3.03 1.071
C2 I am good at writing computer programs. 2.97 1.200

C3 I plan to continue programming after the
class is over. 3.11 1.132

C4 I want to take another computer
programming course. 3.29 1.073

4.6. Paired Samples t-Test

In terms of statistical methods, the t-test is used to analyze whether there is a difference
in the sample averages of the two groups, and when the two sets of samples are related, the
paired samples t-test can be used. This study compares paired data through this verification
method. The study analyzes the difference between the pre-test and post-test scores. The
hypothesis of the t-test is the Null and Opposite hypothesis:

• Null hypothesis (H0): There is no significant difference between the pre-test and
post-test scores.
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• Opposite hypothesis (H1): There is a significant difference between the pre-test and
post-test scores.

The analysis results are shown in Table 14, where t is the test quantity. The t-value of
the test statistic method subtracting post-test from the pre-test score. Usually, the post-test
score is greater than the pre-test score, such that the t-value is a negative number. Both the
upper and lower bounds of the confidence interval are negative numbers and the range
does not contain 0. This shows that under 95% probability, the two will not be the same. A
significant p is less than 0.000, which means that the pre-test and post-test have the same
probability of less than 0.000. The significance p is less than 0.05, which means rejecting the
null hypothesis H0.

Table 14. Paired-sample t-test of pre-test and post-test.

Paired Differences

Test Mean SD SEM

95% Confidence Interval
of the Difference t df p

Lower Upper

Pre-test–
Post-test −15.143 19.154 3.238 −21.723 −8.563 −4.677 34 0.000

The opposite hypothesis is established, and there is a significant difference between
the pre-test (before the course) and the post-test scores (after the course); therefore, we saw
that the student had a significant difference in grades after studying JLcoding. In other
words, students can improve their grades significantly after using the JLcoding course.

4.7. Independent Samples t-Test

If the two samples are independent and do not affect each other, the independent
samples t-test is required. The samples must have the characteristics of an independent
event, i.e., the two samples will not affect each other. This research uses gender to know if
the students are interested in the system to perform an independent sample t-test. First, we
analyze whether students of different genders have significant differences in their progress
scores after using this system. The hypothesis of the t-test is:

• Null hypothesis (H0): There is no significant difference between the two groups
of students.

• Opposite hypothesis (H1): There are significant differences between the two groups
of students.

The analysis results are shown in Tables 15 and 16. There was a non-significant
difference in the progress scores for males (M = 16.11, SD = 20.62) and females (M = 14.12,
SD = 18.05). The p for the gender score is 0.763, which is greater than 0.05. The value
shows that the standard did not reach a significant degree. The null hypothesis is accepted.
Males and females have no significant difference in their progress after using this system;
however, regardless of whether males and females use this system to study, their progress
is independent of their gender.

Table 15. Statistics of males and females.

Gender N Mean SD SE

male 18 16.11 20.62 4.86
female 17 14.12 18.05 4.38
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Table 16. Independent sample t-test of males and females.

Gender
scores

t-Test for Equality of Means

t df p Mean
Difference SE Difference

95% Confidence Interval of
the Difference

Lower Upper

0.304 33 0.763 1.99346 6.56627 −11.36571 15.35263

The second analysis was analyzed to know whether the score has a relationship with
their interest in JLcoding and if there is a significant difference in progress after using
this system.

• Null hypothesis (H0): There is no significant difference between the two groups
of students.

• Opposite hypothesis (H1): There are significant differences between the two groups
of students.

The analysis results are shown in Tables 17 and 18. There was a non-significant
difference in the progress scores for the student with interest (M = 17.50, SD = 16.75) and
non-interested (M = 10.00, SD = 23.66). The p for the interest score is 0.289, which is larger
than 0.05. The value shows that the standard did not reach a significant degree. The null
hypothesis is accepted. Nevertheless, regardless of whether or not they are interested in
using this system to study, their progress is independent of their interest.

Table 17. Statistics of interest and non-interest.

Interested N Mean SD SE

yes 24 17.50 16.75 3.42
no 11 10.00 23.66 7.14

Table 18. Independent sample t-test of interest and non-interest.

Gender
scores

t-Test for Equality of Means

t df p Mean
Difference SE Difference

95% Confidence Interval of
the Difference

Lower Upper

1.078 33 0.289 7.50000 6.95775 −6.65564 21.65564

Finally, we used an independent-sample t-test to compare whether there are differences
in gender and interest in learning JLcoding. Tables 17 and 18 show the results of the t-test.
In Table 19, C3 (I plan to continue programming after the class is over) is less than 0.05.
In Table 20, C2 (I am good at writing computer programs) and C3 are less than 0.05. This
shows that gender and interest have a significant impact on these two projects. In other
words, males will be more willing to learn new things in programming than females.
Consequently, students with programming interests are more likely to think they are good
at programming and maintain the willingness to learn.
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Table 19. Independent samples t-test of gender.

No.

Gender t-Test Results for
InterestedMale Female

Mean SD Mean SD t p

C1 3.33 1.283 2.71 0.686 1.817 0.081
C2 3.33 1.283 2.56 1.004 1.905 0.065
C3 3.50 1.098 2.71 1.047 2.187 0.036
C4 3.56 1.042 3.00 1.061 1.563 0.128

Table 20. Independent samples t-test of interested.

No.

Interested t-Test Results for
InterestedYes No

Mean SD Mean SD t p

C1 3.25 0.944 2.55 1.214 1.873 0.070
C2 3.29 0.999 2.27 1.348 2.506 0.017
C3 3.42 0.974 2.45 1.214 2.510 0.017
C4 3.50 0.978 2.82 1.168 1.802 0.081

5. Conclusions

In this paper, we proposed the JLcoding as a tool for early programming learning. We
found that there are no difficulties in learning text-based programming using JLcoding.
Students can understand the basics of programming through the JLcoding course and
expand to more complex programming concepts.

It can be seen from the experimental analysis results that this system can indeed make
progress in programming. More significant progress can be made, especially for those with
lower scores in the pre-test. Students can improve their scores through a series of teaching
materials, irrespective of their gender or interest in the system or not.

However, our findings show that males are more willing to learn the program, and
students who have more interest in the system are more confident in programming. Only
C2 (I am good at writing computer programs) in the confidence questionnaire is lower than
the rest of the items in the questionnaire, which may be related to the reasons mentioned
by Colleen M. Lewis, stating that students do not think they have fully learned all the
functions in JLcoding [13], which is in line with the data in this study. Students performed
poorly on variables, conditional expressions, and loops in the test. The reason could be
that these functions are taught at the end of the course, resulting in insufficient time for
students to practice. If students can have more time to practice, they could perform better.

Because the students in this study are limited to secondary school bilingual colleges,
and the seven-week course is too long to obtain many samples in a short period. Students
in this study had never learned Scratch. The experimental results cannot show the learning
effectiveness of the students who have never studied programming. Hence, the study will
test JLcoding, the students who have never learned any program before to compare the
teaching performance.

In the future, the research will extend the testing groups to elementary and high
schools to obtain more data. The programming of basic grammar is currently the main
teaching objective of this system. Nevertheless, when the level of students has improved,
more complex programming courses, such as game development, Internet of Things, and
artificial intelligence, will be added to the system. If more participants can be recruited
for research in the future, the experimental group can be compared with the control group
to understand the differences between the students using other programming education
software. Additionally, the views of the students’ parents or teachers on the software will
be collected to further understand the complete satisfaction and effectiveness of its use.
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