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Abstract: Context: Today’s vehicle development is focusing more and more on handling the vast
amount of software and hardware inside the vehicle. The resulting planning and development of
the software especially confronts original equipment manufacturers (OEMs) with major challenges
that have to be mastered. This makes effective and efficient release planning that provides the
development scope in the required quality even more important. In addition, the OEMs have to
deal with boundary conditions given by the OEM itself and the standards as well as legislation
the software and hardware have to conform to. Release planning is a key activity for successfully
developing vehicles. Objective: The aim of this work is to introduce release planning patterns to
simplify the release planning of software and hardware installed in a vehicle. Method: We followed
a pattern identification process that was conducted at Dr. Ing. h. c. F. Porsche AG. Results: We
introduce eight release planning patterns, which both address the fixed boundary conditions and
structure the actual planning content of a release plan. The patterns address an automotive context
and have been developed from a hardware and software point of view based on two examples
from the case company. Conclusions: The presented patterns address recurring problems in an
automotive context and are based on real life examples. The gathered knowledge can be used for
further application in practice and related domains.

Keywords: release planning patterns; initial release plan; automotive

1. Introduction

Nowadays, vehicles are part of a mobility ecosystem that consists of connectivity,
shared mobility, e-mobility and app-based services [1]. Over-the-air connectivity enables a
holistic ecosystem between vehicle, backend, external services, and the consumer world.
The requirements related to automotive software will change and hardware and software
development is exposed to a high dynamic to master the “data tsunami” [2]. The boundaries
of the vehicle are increasingly crossed and the vehicle is part of the digital world. Thus,
the software built into the vehicle becomes more and more important. The increasing
amount of electronics and software in vehicles [3] as well as the growing complexity in
this digital environment pose challenges for OEMs (original equipment manufacturers)
that need to be managed not only technically but also in terms of planning and strategy.
These new trends are accompanied by further problems for the OEMs and the resulting
need for action in the vehicle development process. One of the key drivers towards facing
the challenges in a technical way is the move towards a more centralized software and EE
(electrical/electronic) architecture. A new type of vehicle electronics network is necessary to
incorporate the vehicle seamlessly into the digital environment. That will be possible with
new high-performance computing platforms (HPCP) that group the distributed functions
within a vehicle in one computer [4].

OEMs benefit from a well-working release planning [5] because it allows them to
respond to the increasing complexity within the vehicle development. Release planning is
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a key activity for developing products successfully. It describes the selection of an optimal
subset of features that will be implemented in a particular release [6]. At its core, release
planning aims to map the features to be developed to the releases to deliver the product
on time. Release plans are numerous in software development and a release plan is part
of every successful software development. Hardware and software release planning is
essential to meet the challenges mentioned above and to remain competitive as an OEM [7].
Not only is the increasing connectivity of vehicles reflected in the release plans, but also
the given boundary conditions have an impact on the release planning. The automotive
industry, as a highly regulated domain, must observe numerous conditions such as legal
requirements and fulfil the specifications of authorities to launch safe products on the road.
For an OEM, it is essential to consider these boundary conditions in the release plan. It
is a basic requirement to deal with the structure of a release plan to develop a vehicle on
time and with high quality. This structure of a release plan includes the consideration of
numerous constraints as well as the content to be planned.

To the best of our knowledge, there has been no research that discusses a release
planning structure in an automotive context. Furthermore, there are no approaches that
demonstrate how to deal with the given conditions. In addition, there is a lack of proce-
dures in both science and practice on how the respective planning content can be usefully
structured for hardware development as well as for software development. For this rea-
son, we collected proven solutions in an abstract form as patterns. These patterns greatly
support the handling of the challenges mentioned before. The presented results in this
work have been developed at Dr. Ing. h. c. F. Porsche AG. The outcomes were generated
in cooperation with two projects of the case company. One project is such a new technol-
ogy, a high-performance computing platform (HPCP), and the second project represents
a software component (SWC) located on that HPCP. The patterns set up an initial release
planning structure considering the boundary conditions that comprise the timeline of a
release plan and deal with the scope to be planned. These two points form the research
question (RQ): What are suitable release planning patterns and visualisations for struc-
turing time and other contents in a release plan? The patterns demonstrate, both from
the point of view of an HPCP and as a software function, how the boundary conditions
can be tackled and how the respective planning content is structured in a release plan.
The patterns intend to provide the user with a structured procedure to identify which
hard constraints imposed by an OEM have to be taken into account in the release plan.
The results are primarily aimed at users who are responsible for an electric control unit
(ECU) and who are function owners. The users’ tasks should also include release planning.
While the patterns arose from an HPCP context, we are confident that they are applicable
to other software/hardware contexts. The patterns are expected to achieve a better under-
standing of the range of influencing factors with regard to the upcoming current software
and hardware development. The complex release planning process can be divided into
individual transparent tasks and provide the user with well-structured instructions when
using the possibility offered by the patterns. Furthermore, we address in the discussion
why release planning patterns should be considered from both a hardware and software
perspective. Within this contribution, we present for the first time release planning patterns
that have also been applied in industry.

The remainder of this paper is structured as follows: In Section 2, we present re-
lated work and background information. In Section 3 there are definitions for a better
understanding of the presented patterns and terms that are used in the pattern description.
Section 4 contains the research approach and presents the pattern identification process
as well as the pattern format. The release planning patterns for the boundary conditions
and the planning content are presented in Section 5. A discussion of the results is part of
Section 6. We conclude our work and outline future research in Section 7.
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2. Background and Related Work
2.1. Strategic Framework and Influencing Factors to Release Planning

The software in an automobile is only one part of a mechatronic system consisting
of electronics, mechatronics, and software. The development as well as the validation of
this software is controlled by release planning [8]. Release planning as a tool to manage
general planning, implementation, and control of a product [6] constitutes an optimiza-
tion problem for companies [5]. According to [9] release planning is subject to numerous
restrictions, which can be divided into technical and non-technical influencing factors.
The non-technical influencing factors [9] include, for example, the time horizon, which
represents the release cycle and defines the time interval in which the product is to be
released. The non-technical dependencies can be extended by the strategic guidelines by an
OEM as well as legal requirements and provide a strategic framework for the development.
The automotive industry is a highly regulated domain that has to comply with numerous
regulations and standards. Vehicle development follows a defined generic product develop-
ment process, which is divided into several phases and different milestones. The strategic
targets are defined specifically for OEMs and contain objectives for each product to be
developed. This product development process represents an ideal-typical process that
requires a particular adaptation of these general milestones for each vehicle project. These
milestones characterize the vehicle development with a required target value and therefore
each milestone type has an influence on the development process. Furthermore, the mile-
stones serve as synchronization points to check predefined criteria. If the criteria are met,
the previous phase is released, and the project is continued. Synchronization also includes
the integration of mechatronics, electronics and software that represent the vehicle as a
complete system on different levels. This complex structure is subject to release planning
in the automotive industry. Technical factors include, for example, dependencies between
functions and trade-offs between the whole system.

The OEM specific requirements are not the only ones that have to be observed and
have an impact on release planning. In addition, numerous general legal requirements
and guidelines have to be taken into account, which can be summarized under the term
technical conformity and have different characteristics depending on the country [10].
These include, for example, requirements on noise emissions from electric vehicles, electro-
magnetic compatibility, and exhaust gas regulations.

The sales market for vehicles is distributed worldwide and therefore each of these regu-
lated markets has country-specific requirements to be considered in development, planning
and testing. All these requirements are further factors that influence release planning.

2.2. Release Planning Models and Approaches

In their systematic literature study about software release planning approaches,
Ameller et al. [11] analyzed existing software release planning models reported in the
literature. They updated the results by Svahnberg [12] and reviewed the characteristics
of these models. They examined the surveyed papers for the characteristic “used input
factors”. We focus on this feature and the literature analyzed in [11], because in this paper
patterns for an initial structure of a release plan are presented. The analyzed approaches
use different input factors processed by the models. As suggested by Svahnberg et al. [12],
these factors can be divided into hard and soft constraints. Hard constraints are char-
acterized by factors that influence the time, and order features have to be implemented
such as requirements dependencies, quality constraints and other technical constraints.
Soft constraints consist of factors that are more difficult to estimate and to measure. This
group includes stakeholders’ influence factors, value factors, risk factors, and resource
consumption factors.

The quality criteria, which include the legal requirements, as well as the time con-
straints, as Ameller et al. [11] suggest, are particularly important for an initial release plan in
the automotive industry and the patterns presented in this paper. Among the new models
Ameller et al. [11] have studied, no approach explicitly considers quality criteria. Time
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constraints are only considered by two models [13,14]. The approach EVOLVE by Greer and
Ruhe [15] and its extensions [16] support the decision-making process in software release
planning. Among the EVOLVE-based models there is exactly one approach that explicitly
incorporates quality criteria into its approach [17]. In the Q-EVOLVE II approach presented
by Felderer et al. [17], more attention is placed on test activities and the associated bug
fixing, thereby increasing quality.

The results of the study reveal that the selected work tends to focus on the essential
core of release planning, namely the selection of suitable features and its assignment to
releases. The results analyzed in the study do not go into detail about hard constraints.
Colares et al. [18], Wohlin and Aurum [19] and Lindgren et al. [5] have already noted that
the various influencing factors have not been discussed further. There is also a lack of
applications in a practical context of the already existing approaches [20].

Release planning approaches that consider both the software and hardware level are
hardly found in the literature. Neither are there any proposed models that have been tested
in a related domain with similar framework conditions as the automotive industry. In our
previous work [21] we identified related work that includes release planning approaches
that involve both the software and hardware levels and are in a similar context to the
automotive industry [5,22–24].

To the best of our knowledge, there is no research on release planning regarding
software and hardware development.

2.3. Pattern-Based Release Planning

Alexander [25] introduced the pattern approach for the domain of architectures.
In time, his approach has spread and expanded to other fields, especially to software
engineering. There are several books and publications about patterns in software engi-
neering, such as for example Design Patterns for Object-Oriented Software [26]. A pattern
describes a recurring problem that arises in a certain context and contains a proven so-
lution [27]. It can be stated that the solution proposed by a pattern includes a balance
between certain constraints and interests to present the best solution.

A pattern-based release planning cannot be found in the literature except for in the
work of Danesh [20]. He presented ten patterns for requirements prioritization, resource
estimation and patterns for pre-released planning. These patterns focus only on software
release planning and are validated with case companies developing either financial soft-
ware, insurance software or are a manufacturer of electronics and telecommunication. All
the case companies used agile development methods. In the automotive industry not only
are agile methods used, but traditional development methods also have to be included.
Danesh [20] developed release planning patterns for the aforementioned context, but he
does not elaborate on the actual planning content and does not further consider the factors
that influence release planning. Furthermore, with his patterns he does not take into ac-
count domains in which not only software but also hardware and mechanical components
have to be planned.

There is a research gap regarding hard constraints and the scope to be planned in a
release plan. We will present for the first time patterns that focus on the given constraints
in the automotive domain as well as the scope that has to be planned. The patterns were
developed with two pilot projects that make us confident that the patterns are applicable to
both software and hardware development.

3. Terminology and Definitions

In this section, we provide definitions of terms used to describe the release planning
pattern. The terminology defines: (i) planning objects; and (ii) different dates. This
summary provides a clear understanding of the results. For the presentation of the patterns
below, the definition of terms has been made as follows.
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3.1. Planning Objects

Software components (SWC): Part of the software architecture and forms the application
layer. It is located on a HPCP and consists of several sub functions.
High-performance computing platform (HPCP): Computer that centralizes functions
and ECUs that are previously distributed throughout the vehicle.

3.2. Framework and Dates

Strategic framework: Specification of the OEM representing the time and content require-
ments; consisting of project-specific milestones, validation milestones and delivery dates.
Quality gate: Date at which defined quality criteria of produced results are considered in
order to issue the release.
Delivery date: Time at which a certain scope must be delivered in (required maturity
level) containing the agreed implemented content.
Delivery dates for SWCs: Date at which an SWC has to deliver its content to the HPCP
to be integrated.

These definitions will be used in the release planning patterns in Section 5.

4. Research Approach
4.1. Research Question

Release planning is influenced by numerous factors that have to be considered in
different ways and therefore have an impact on the actual planning. For this reason,
a structured approach is needed to support the user in dealing with the factors in the
automotive industry. This paper aims to answer the following research question (RQ) to
support the user with release planning patterns to handle the given factors:

RQ: What are suitable release planning patterns and visualisations for structuring time
and other contents in a release plan?

4.2. Case Company Projects

The results were identified within Dr. Ing. h. c. F. Porsche AG and were obtained from
May 2020 until September 2020 during two pilot projects. These two projects were described
in more detail in our previous work [28]. The first pilot project is one for a new system
architecture and results in new high-performance computing platforms (HPCPs) that host
hundreds of different functions. An HPCP can be regarded as a representative example
of a main ECU and represents the hardware point of view for the pattern development.
The development scope of the HPCP includes not only software development but also
the complete development of the hardware for ECUs. The HPCP follows a traditional
development methodology. The second view from which release planning is required is
the software component aspect that is reflected by a second project. The second project is a
function located on that platform and forms the second view from which the patterns were
identified. This software component is developed in an agile manner. The development
methods used in both projects enable the patterns to be applied to both agile and traditional
development methods.

The team of the HPCP consists of one HPCP owner, three developers, one tester, one
project owner and one representative of the quality department of the HPCP. The team
of the second project is composed of one software function owner, three developers, two
testers and one responsible from the quality department. We combined the experience of
the authors due to the active involvement of the first author in both pattern research teams
and the experience of the second and third authors regarding software engineering.

For both pilot projects, practice-oriented release plans were developed iteratively in
each case and successively transformed into general procedures, created by the patterns
shown here. As soon as general approaches became visible, they were summarized and
grouped. This resulted in first ideas for patterns and indicators that are important for a
general release planning approach.
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4.3. Pattern Identification Process

To answer the research question, we followed the pattern identification process sug-
gested by Fehling et al. [29]. We selected this method because Fehling et al. [29] extended
their process, for example, with the subprocesses “Domain Coverage”and “Pattern Refine-
ment”. These two activities fit into the project environment in which the patterns were
created and are appropriate for larger pattern research communities. In the following we
will present the separate phases of this process. The iterative process to identify, author
and apply patterns is divided into three phases pattern identification: (i) pattern authoring;
(ii) pattern application; (iii) comprising of several sub-activities. We conducted the process
for both pilot projects and we will give a description of each phase afterwards.

4.3.1. Phase 1: Pattern Identification

In this phase, the information concerning the domain in which patterns are to be de-
tected is collected and structured. In the domain of release planning, we discussed different
release plans of the two pilot projects. The framework conditions were determined and the
scope was specified, which is part of the strategic framework as well as the planning scope.
Furthermore, we ensured a common understanding of terms and formulated constraints to
manage the collected information. The fact that different people were involved in all the
different phases implies the need to agree on a common solution. In this phase the different
ideas concerning the domain as well as the pattern format were discussed and resulted in
the patterns presented in this paper. The work of Marner et al. [28] was used as an input for
a detailed description of the problem, highlighting the challenges and problems regarding
release planning in the automotive industry. We reviewed these results and incorporated
them into the domain structure in which patterns should be identified.

4.3.2. Phase 2: Pattern Authoring

As first steps in this phase, we finalized the appropriate elements of the pattern format
of phase one for suitable release planning patterns. In phase two, procedures were identi-
fied at a high level of abstraction and in a further, iterative step, the patterns presented in
Section 5 were created. Furthermore, we determined which patterns were valid for both
views of the pilot projects and where an appropriate pattern was useful for the respec-
tive project. After the first patterns were created, we established relationships between
the patterns and expressed which patterns were directly related and had mutual effects.
The results were discussed and reviewed by three HPCP owners as well as five software
component owners within the case company. For an extended validation the patterns were
discussed by a total of six experts by Audi AG. Among the experts who validated the
patterns were people with experience from aerospace besides their automotive background.
One expert contributed his knowledge and experience from the defence industry. Both the
aerospace and defence industries share similar conditions (regulated domains, complex
supplier relationships and high safety requirements) to the automotive industry. As a first
step towards a pattern language for release planning patterns, the developed patterns were
categorized to reveal patterns that are related to each other.

4.3.3. Phase 3: Pattern Application

The pattern application phase was performed independently from the other two
phases, as the patterns were further developed through application, revealing different
solutions. The pattern users who were not part of the pattern writing team received the
latest pattern versions and provided feedback. The feedback of users was very important
for the appropriate level of the patterns because the patterns should be a support for
existing problems on the one hand and on the other hand, they should offer enough space
for the application. This balancing act was especially apparent during the creation of
solution sketches because we tended to give too detailed specifications. However, these
were corrected by the feedback of users in order to guarantee a wide range of applications.
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4.4. Pattern Format

There are several publications about pattern writing [30–34]. These publications
contain guidelines, approaches, and pattern formats. In the following, the pattern format
used in the release planning patterns is described.

The name allows the pattern to be identified. The context describes the circumstances
in which the pattern can be applied. Preconditions for the execution of the pattern are
often named here, which have an effect on the solution. The problem section indicates the
problem, which occurs repeatedly and is solved by the pattern. The solution explains how
the problem described can be solved in core steps and often includes a solution sketch
that graphically represents the solution. The solution sketches presented in this work are
developed with Business Process Model and Notation language (BPMN). The result shows
the outcome after applying a pattern. It shows the change the pattern implies. The section
related patterns shows the connections that can occur between different patterns. It shows
the combinations that can be applied to other patterns or whether patterns are mutually
exclusive. Finally, an example illustrates an exemplary application of the pattern. This can
be a practical application scenario from practice or literature.

4.5. Threats to Validity

We used the following four criteria suggested by Wohlin et al. [35] for validity.
Construct validity: The patterns were based on a pattern identification process and

were developed with two industry projects. To reduce the risk of misunderstandings we
agreed on a common pattern format. Researchers two and three, authors two and three
at present, contributed with their respective expertise to ensure that the results are valid.
To check the applicability of the patterns, too-detailed descriptions and information are not
beneficial for the user, since the difficulty is to provide the user with sufficient information
to enable him or her to apply the pattern to his or her problem. For this reason, a detailed
introduction for the user was omitted.

The patterns were developed iteratively, and a common understanding was ensured
before the specific results from the release plans of both projects were transferred into a
general approach.

Internal validity: Internal validity with regard to release planning patterns focuses
on the pattern writing phase. Each initial pattern was followed by a discussion and a
review by a reviewer with sufficient background knowledge. The reviewers were able to
critically review the patterns because they were involved in different projects and were
not team members of the pilot projects. We reduced this threat by performing several
cycles with employees of different departments within the case company that were users
of the presented release planning patterns who were not involved in the pattern writing
activities. Furthermore, we extended our reviews and discussed the patterns with experts
from Audi AG.

External validity: Due to the fact that our patterns were developed with one case
company, we have to reflect on the generalisability of our results. Although the patterns
were developed with two industrial projects, the application of the patterns was based on
the fact that they can be applied to a specific problem and were designed for it. During the
successive validation process, we ensured that the participants had a professional back-
ground beyond the case company’s limitations in addition to their expertise. For example,
the reviewers included participants who had gained experience in other OEMs or worked
for example in the defense industry. This experience from other domains, which have
similar framework conditions (regulated domains, complex supplier relationships and high
safety requirements) to the case company, enhances the validation of the patterns.

Conclusion validity: Conclusion validity is reflected amongst others in the pattern
authoring phase. Patterns are developed iteratively to be improved and verified by ad-
ditional people. We included further participants to our review process because of their
specialist knowledge. As a result, new findings are constantly being incorporated into the
already developed patterns.
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5. Release Planning Patterns

In this section, we present eight patterns that resulted from the procedure shown in
the Section 4.3. Figure 1 shows the two categories (time structure–strategic framework and
planning content) with the corresponding patterns. As already mentioned in Section 4.2,
a distinction is made between two perspectives, which are considered in the patterns.
Category A, time structure–strategic framework, is composed of the following three pat-
terns: PROJECT SPECIFIC MILESTONES, VALIDATION MILESTONES and DELIVERY DATES.
The procedure selected indicates that in category A no distinction is necessary for the
respective perspective and therefore category A contains patterns that are valid for both
views. A distinction has been made for category B, planning content, and thus category B
includes patterns that have been developed explicitly for the respective view. Category B
contains the following three patterns from the HPCP’s point of view: HARDWARE STRUC-
TURE, BASIS-SOFTWARE STRUCTURE and SOFTWARE COMPONENTS. From SWC’s view
there are the two following patterns: SOFTWARE COMPONENT STRUCTURE and PARTNER
FUNCTION STRUCTURE.

Figure 1. Overview of the release planning patterns.

5.1. Time Structure–Strategic Framework

The first category, time structure–strategic framework, consists of three patterns that all
refer to different types of milestones or deadlines and that all influence the release planning
process in the automotive industry and thus represent a time schedule. There are types
of milestones that characterize vehicle development and each type has its significance
and influence on the development process. The various milestones that form the time
structure are explained below in pattern form. The three presented patterns are valid for
both views, as the strategic framework is binding for all development projects and therefore
no distinction is necessary.
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5.1.1. Project-Specific Milestones

Context: The project-specific milestones represent key milestones that emerge from
each OEM’s product development process projected on the development project. These
milestones contain required targets that have to be met to pass the gates. The project-
specific development procedure has to be aligned to the required content of each milestone
and has to be considered accordingly in the release planning. The automotive industry is a
strictly regulated domain, which has to comply with numerous standards and legislations.
For this reason, several milestones characterize the vehicle development and the associated
release planning. These pre-defined milestones represent general dates that have to be
considered and passed during the development process.

Problem: The strategic framework forms a time structure, which has to be considered
during the initial creation of the release plan. From the project-specific milestones, a selec-
tion has to be made of which milestones are relevant for release planning, since the same
milestones are not required for every development project.

Solution: For the time structure required in release planning, the project-specific
milestones have to be identified first and a selection has to be made. The selection of
project-specific milestones will be transferred to the release plan in a further step.

Solution sketch: The following Figure 2 shows all three patterns that are required
for the transfer of the strategic framework. The activities relevant to this pattern PROJECT-
SPECIFIC MILESTONES are marked in grey. Furthermore, Figure 2 shows the difference
between the two perspectives (HPCP view and SWC view) and the respective activities.
The holistic representation of all three patterns and the two perspectives makes both the
relationships and the classification of the patterns in the overall context visible.

Result: The project-specific milestones form a generic basis for vehicle development
and always relate to a concrete vehicle project. These milestones are planned specifically for
the project and represent deadlines as a time structure in the release plan. These milestones
have a major influence on release planning, as they are a rigid and time-based requirement
that has to be adhered to. As a result, development activities are limited in time and the
time frame for flexible planning is heavily affected. On the other hand, this predefined
structure is necessary in vehicle development to ensure a certain level of commitment with
regard to legal requirements and quality standards. Furthermore, due to the cross-linking
and interdependence of the scopes, this framework is indispensable in order to achieve
an appropriate alignment and coordination of the scopes. Each vehicle OEM has its own
project-specific milestones. However, there are common basic features between the OEMs,
which are designed differently depending on the philosophy and circumstances, and the
result can therefore vary.

Related patterns: The PROJECT-SPECIFIC MILESTONES provide a basis and a manda-
tory time framework for all development projects. For this reason, there is a relationship to
all subsequent patterns.

Example: Project-specific milestones represent general main milestones such as the
start of production (SOP), which are defined for the vehicle to be developed. Figure 3
shows an example of various project-specific milestones with the corresponding vehicle
development process divided into different phases.

These milestones are mandatory for all projects and represent the first pattern of the
strategic framework.
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Figure 2. Activity diagram for pattern PROJECT SPECIFIC MILESTONES.

Figure 3. Example of three different project-specific milestones and how they can be placed in
the timeline.

5.1.2. Validation Milestones

Context: The development of series production vehicles is achieved by successively
building various test models. These prototype vehicles or testing vehicles follow a specific
purpose and are characterized by respective testing. The testing associated with these
structures takes place with a different group of participants. In addition, these prototypes
are available in different versions and range from aggregate carriers to pre-series vehicles.
The tests associated with these vehicles take place with a different group of participants.
First, there are tests with management participation, which serve an acceptance purpose.
Second, tests are of a purely developmental character and are performed with developers.
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Some types of testing take place under different climatic conditions (e.g. hot and cold
ambient testing) and are conducted under different environmental conditions depending
on the requirements of development scope (e.g. squeak and rattle testing and high-altitude
testing). Furthermore, the test specific milestones include testing such as test drives in
urban traffic, under maximal performance operation and country-specific testing.

Problem: The tests to be carried out are linked to climatic conditions and are therefore
seasonally limited. This leads to an increasing complexity in the coordination and execution
of the different tests with corresponding vehicles. The dependence on seasonal climatic
conditions has to be incorporated at an early stage in the planning of the development
scope. In addition, dependencies on other systems with different levels of maturity, which
are not the focus of the respective testing, complicate consideration in the release plan. Due
to climatic conditions and the time available, tests are carried out in parallel and are anti-
cyclical. On the one hand, this saves time and, on the other hand, makes debugging more
difficult when cold and hot ambient testing take place simultaneously. The preparation
and post-processing of the vehicles, as well as transport routes to the test locations or even
the import and export by customs, are activities that require a certain amount of time and
should also be considered in the release plan.

Solution: Both the structure of different testing vehicles and the associated test plan-
ning, including hot and cold ambient testing as well as all other testing types, are first
identified and then incorporated into the release plan.

Solution sketch: The transfer of different prototypes and the validation milestones to
the appropriate release plan is marked in grey in the solution sketch (see Figure 4).

Figure 4. Activity diagram for pattern VALIDATION MILESTONES.
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Result: On the one hand, the validation milestones represent the different testing vehi-
cles and serve to coordinate necessary testing with activities to be implemented. The struc-
ture of the testing vehicles is project-specific and has a corresponding effect on the test
planning. These milestones are a further part of the strategic framework and control the
upcoming development activities accordingly. As a result of this process step, both the
prototypes and the validation milestones are now included in the release plan. The valida-
tion milestones are defined for a specific vehicle project, and since each OEM has its own
milestones, the result can differ.

Related patterns: The validation milestones are based on the PROJECT SPECIFIC
MILESTONES and are defined accordingly.

Example: Figure 5 sketches an example of the different testing vehicles with corre-
sponding testing in the overall context.

Figure 5. Example of three different validation milestones and how they can be placed in the timeline.

5.1.3. Delivery Dates

Context: The ECU development process and its functional scope follow a release
management system and it is divided into a certain number of releases, which are based on
the product development process of each OEM. The integration and qualification of the
ECU network with associated software is defined as an integration process that is the re-
sponsibility of release management. The number of releases and the corresponding artifact
required are defined specifically for each OEM. At these specified dates, all parties involved
deliver a new version of the product with the requested depth of testing. The depth of
testing can vary depending on the product and may include different levels of testing.
In the subsequent integration process, the delivered artifacts are subjected to further tests.
Furthermore, planned release levels are observed in this release process.

Problem: The delivery dates are determined specific to the project and are already
specified for the development projects by the OEM. These milestones represent a mandatory
time framework that has to be considered in the development of the ECUs as well as of
functions. They therefore represent dates that have to be reflected in the release plan and
control the development process. The milestones therefore have a great influence on the
flexible organization of the development process.

Solution: The delivery dates already set have to be procured first and transferred to
the respective release plan for the corresponding development project. They represent
dates when artifacts have to be provided in order to participate in the respective release.

Solution sketch: The transfer of the delivery dates with the corresponding activities
to the appropriate release plan is marked in grey in the solution sketch (see Figure 6).
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Figure 6. Activity diagram for pattern DELIVERY DATES.

Result: The delivery dates ensure the bundling of required artifacts and its integration
into the overall infrastructure of the development project. These deadlines are a constraint
and the development of the respective product has to be aligned accordingly in order that
the overall functionality can be integrated and tested on these deadlines. This achieves an
early validation of the hardware as well as software scopes in the overall network, in order
to take measures in time to ensure the required quality for SOP.

Related patterns: The delivery dates are based on both PROJECT-SPECIFIC MILE-
STONES and VALIDATION MILESTONES and are defined accordingly.

Example: Figure 7 shows examples of different delivery dates in the context of vehi-
cle development.

Figure 7. Example of delivery dates and how they can be placed in the timeline.
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Next, category B planning content is introduced.

5.2. Planning Content

The second category, planning content, contains an approach for structuring the content
of the respective planning scope from both the hardware and software component point
of view. In this section, we present one pattern, namely HARDWARE STRUCTURE, of this
category (see Figure 1). There are separate patterns for each point of view, since each
perspective focuses on a different planning level, resulting in a different planning content.
The scope to be planned in a release plan strongly depends on the use case and that is why
a distinction in this category is made. The first pilot project (HPCP) shows the content of
an ECU release plan from a hardware perspective. The software component perspective
is represented by the second project and contains planning contents on a detailed level.
First, the patterns for the HPCP point of view are presented. The patterns of the software
functions’ perspective follow afterwards.

First, the patterns for HPCPs are presentend.

5.2.1. Hardware Structure

Context: With the use of control units, the processing of sensor signals can be carried
out via control algorithms by an adapted actuation of actuators. Essentially, control units
in a vehicle consist of the components hardware, software and a sensor-actuator compo-
nent. The hardware consists of a microcontroller or processor with required peripherals,
a power supply, and a sensor-actuator control. At the beginning of series development,
the hardware is at a high level of development and is therefore presented in the form of a
representative sample.

Problem: At the beginning of series development, a high level of hardware develop-
ment is required since the hardware serves as the basic framework for the basic software
and software components that are built on it. Nevertheless, a partial scope of development
activities remains, which has to be included in the release plan.

Solution: The hardware must first be identified and can be divided into further
elements that are then transferred to the release plan. The development of the hardware
is well advanced at the beginning of the series development and, for this reason, only the
remaining development scope is listed in the release plan.

Solution sketch: The transfer of the hardware as part of the content structure of a
release plan is shown in the solution sketch (see Figure 8).

Result: Hardware as part of the content structure of the control unit is often built on
platforms provided by a supplier. Due to the high level of development at the beginning
of series development, no high planning effort is required for the hardware. The scopes
that are nevertheless further developed or updated have an impact on the basic software as
well as on the software components. In order to attain an overview of these effects and to
be able to communicate them, the remaining development scopes are listed in the plan.

Example: The following Figure 9 provides an example of the hardware as part of an
ECU in the release plan.

Related patterns: The hardware as a part of the content structure of an ECU is de-
veloped according to established project-specific milestones. For this reason, there is a
relationship to PROJECT SPECIFIC MILESTONES.
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Figure 8. Activity diagram for pattern HARDWARE STRUCTURE.
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Figure 9. Example of a breakdown of the hardware structure into planning objects.

5.2.2. Basis Software Structure

Context: The basic software of an ECU, similar to the associated hardware, has to have
a certain software status at the beginning of series development, so that a basic functionality
such as hardware-related functions like drivers and memory management are guaranteed.
Furthermore, basic software includes scopes that are further developed in the process
of development or represent new developments. This includes, for example, functions
such as the communication connection (internal/external) and bus systems used. Further
components of the basic software, listed in the release plan, are operating system functions
such as diagnostic capability, safety features and update options. These basic functionalities
grow with the simultaneous development of the software components and are stated in
the release plan. The hardware-related scopes that have already been developed at the
beginning are not included in the release plan.

Problem: The basic software has to provide a certain basic functionality similar to
the hardware at the beginning of the series development, so that a basis for the software
components based on it exists. Changes that affect the basic software are linked to defined
milestones that are communicated to those involved.

Solution: The scope of the basic software, representing development activities in the
further process of series development, has to be identified first and can be specified in more
detail. The remaining development activities are then transferred to the release plan.

Solution sketch: The transfer of the basic software as an object of the content structure
of a release plan is shown in grey in the solution sketch (see Figure 10).

Result: The basic software that is used to configure a network of ECUs is another
element of the planning scope of an ECU and is included in the release plan with certain
scopes. The basic software forms the foundation for the software components based
on it and provides the connection between hardware and software components. It is the
responsibility of each OEM to decide which scope of the basic software is explicitly included
in the release plan and thus planned.

Example: The following Figure 11 shows an example of how the basic software can be
listed with possible scopes in the release plan of an ECU.

Related patterns: The basic software as part of the content structure of an HPCP is the
foundation for the pattern SOFTWARE COMPONENTS and is the prerequisite for the working
software components. The basic software is in its functionality directly connected to the
hardware and therefore has a direct relationship to the pattern HARDWARE STRUCTURE.
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Figure 10. Activity diagram for pattern BASIS SOFTWARE STRUCTURE.

Figure 11. Example of a breakdown of the basis software structure into planning objects.
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5.2.3. Software Components

Context: Software components are located on a control unit that perform certain
functions through signal processing. They are organized in independent organizational
units of the application software of an ECU. These components impose specific and different
requirements on the ECU in order to be executable.

Problem: Individual software components of an ECU are listed and defined in the
software architecture. These software components are developed during series develop-
ment and require certain access mechanisms as well as connection specifications to the
basic software. Implementing the requirements of the software components influences
the subsequent release planning of an HPCP. The requirements of software components
affect the content of releases and influence the integration process and the associated
coordination activities.

Solution: These components as part of the content structure of an HPCP are first
identified and then transferred to the release plan.

Solution sketch: The transfer of software components as part of the content structure
of a release plan is shown in grey in the solution sketch (see Figure 12).

Figure 12. Activity diagram for pattern SOFTWARE COMPONENTS.
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Result: Software components encapsulate implementation details and are an impor-
tant structuring element of the entire control unit software. Software components located
on an ECU are listed in the release plan of the HPCP and implement the functions of an
application. Software components, as a decoupled, functional-bearing application layer,
have standardized interfaces and can, in principle, be relocated at any place within the
ECU network.

Example: The following Figure 13 shows an example of the listing of different software
components as part of the content structure of an HPCP.

Figure 13. Example of a breakdown of the software component into planning objects.

Related patterns: The software components are related to the BASIC SOFTWARE
STRUCTURE pattern because they are directly based on the basic software.

Now the patterns for Software Components are presentend.

5.2.4. Software Component Structure

Context: Software components located on a control unit can be divided into further
individual executable elements and detailed. Such subdivision is taken from the software
architecture and is a template for subdividing the entire software components into sub
functions. In planning, each sub-function should be a logical and closed unit so that they
can be planned independently of one another and yet still consider the dependencies
between them.

Problem: The subdivision of software components into individual sub functions has
to be made for a suitable detail level. The planning effort increases immeasurably as the
detail level of the sub functions increases, and there is no added value from a planning
perspective. If too little detail is chosen for the sub functions, the dependencies of the sub
functions on each other can no longer be displayed. For this reason, a suitable detail level
of the sub functions is necessary for successful release planning.

Solution: The sub functions, representing in total the entire software component, are
first checked for the required level of detail and if necessary, the level of detail of the sub
functions is adjusted. Then all sub functions are transferred to the release plan.

Solution sketch: The transfer of sub functions as part of the structure of the release
plan of a software component is highlighted in grey in the solution sketch (see Figure 14).

Result: The individual elements of a software component in the form of sub functions
represent the software component as a whole. The entire software component exists in the
form of sub functions in the plan in the appropriate level of detail. The list of sub functions
forms the basis for the subsequent detailed planning of the content. The representation
of the sub function as an individually listed planning unit is a basic prerequisite for
representing the dependencies of the sub function.

Example: The following Figure 15 illustrates an example of listing various sub func-
tions as part of the content structure of a software component.

Related patterns: The sub functions are part of the content structure of the software
component. There is a relationship between the SOFTWARE COMPONENT STRUCTURE and
BASIC SOFTWARE STRUCTURE patterns since the software components place requirements
on the basic software.
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Figure 14. Activity diagram for pattern SOFTWARE COMPONENT STRUCTURE.

Figure 15. Example of a breakdown of the software component structure into planning objects.

5.2.5. Partner Function Structure

Context: In most cases, there are dependencies of software components on one ECU
or dependencies to software components located on another ECU. Partner functions are
sub functions of other software components that are linked to sub functions of the software
component in the network and exchange or provide information during operation using
this interface. They are mutually dependent on each other, meaning the development of the
technical interfaces has to be incorporated in the release plan. Input and output interfaces
of the sub functions are specified in the interface specification, indicating the sub functions
of the partner functions.

Problem: The partner functions of a software component have to be identified in order
to derive the sender-receiver communication. In agreement with both sides, a suitable
detailed level of partner functions and sub functions needs to be defined. This should be a
mutual exchange since the networked software components only have knowledge of its
own structure but not of the other structure in detail.

Solution: The different partner functions are first identified and then transferred to
the release plan.

Solution sketch: The transfer of partner functions as an element of the content struc-
ture of the release plan of a software component is marked grey in the solution sketch (see
Figure 16).
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Figure 16. Activity diagram for pattern PARTNER FUNCTION STRUCTURE.

Result: The partner functions are part of the content structure of the release plan of the
software component and are listed in the release plan. The existing dependencies between
a software component and a partner function affect the development activities of both
parties. For this reason, partner functions are part of the content structure of a software
component and are included in the release plan. As a result, existing input and output
values of the software component are considered in the release plan.

Example: The following Figure 17 contains a possible listing of different partner
functions of different software components.

Figure 17. Example of a breakdown of the partner function structure into planning objects.

Related patterns: Due to the dependency and existing interfaces there is a relationship
to the pattern SOFTWARE COMPONENT STRUCTURE.

5.3. Visualisation of the Patterns in an Initial Release Plan

In order to visualise a structural relationship between the patterns in an initial release
plan, we created Figure 18. Figure 18 illustrates two categories with its corresponding
patterns and how they are reflected in an initial release plan. Category A, time structure–
strategic framework, constitutes the x-axis of a release plan and category B, planning
content, defines the y-axis.
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Figure 18. Visualisation of the presented patterns in an initial release plan.

These axes, meaning the two categories, form the solution space. In the context of
Figure 18, the solution space represents the part of a release plan in which the detailed
planning contents are assigned to the releases.

Figure 18 shows one possible form of a representation the user can obtain. However,
the patterns themselves do not specify a visualisation. The structure in Figure 18 is based on
the results of the two pilot projects, which independently demonstrate a similar structure
of the release plan.

6. Discussion

Release planning is an essential task for delivering a product in the required quality
at a specific time. We have presented release planning patterns in Section 5 to determine
the strategic framework and to identify the planning content. Previously there has been
no general approach for a structured process to set up an initial release plan for software
and hardware engineering. To fill this gap, we created release planning patterns for initial
release planning in the automotive industry. The patterns provide a solution regarding
the influencing factors to be considered (category A) and they show how to structure the
planning content from a software and hardware perspective (category B). With the patterns
from category A, the user receives a detailed solution about specific factors that define the
timeline. The patterns contained in category B show for both an HPCP and an SWC how
these can be planned in detail.

The patterns were developed through two pilot projects by Dr. Ing. h. c. F. Porsche
AG as well as reviewed by another OEM (Audi AG) and further experts. This ensures that
the patterns can be applied to other OEMs. However, a deeper validation is necessary for
an extension of the patterns by companies with conditions (regulated domains, complex
supplier relationships and high safety requirements) similar to those in the automotive
industry. In addition, the patterns should be applied to other projects to confirm their
applicability through testing with physical objects. In future, we plan to evaluate the
presented patterns with further companies.

A great advantage of the presented patterns are the elements example and solution sketch.
The user benefits not only from the generally valid description of creating an initial release
plan, but above all from application-related examples gained from practical experience.
The solution sketches are instructions on what exactly has to be done. With the input data,
the user knows what is needed for this and what can be expected as a result during and
after the sub-processes.

Another section included in the patterns is the element related pattern. This element
shows the connections that can occur between different patterns. There are no direct
relationships between the predetermined influencing factors and the way in which both
software and hardware are listed in detail in the release plan. The structure of how an
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HPCP and an SWC are handled in the release plan can be created independently of the
time structure. Nevertheless, the patterns from category A are mandatory influencing
factors from both a software and hardware perspective and require consideration in the
release plan.

The patterns presented in this paper represent a general description of an initial
release plan. This applies independently of the following two aspects: development
project and development method. It is irrelevant whether the development project is a
hardware or software development, as the patterns were developed for both perspectives
and can be applied from both views. During the pattern creation, consideration was given
when a distinction was necessary and thus different patterns are to be developed for the
respective perspectives.

The patterns are suitable for both agile and traditional development based on the
two pilot projects. No distinction is made for the application of the patterns. We dis-
cussed whether the patterns are also applicable for the following constellations. The ECU
is developed traditionally or in an agile way and the same applies to the software com-
ponent. We concluded that whether an ECU is developed traditionally or with agile
methods has no effect. The individual components of an ECU that have to be planned
are to be selected independently of the development method. The same is true for the
software component. Whether a software component is developed traditionally has no
effect. In this case, too, the detailed planning structure remains the same regardless of the
chosen development method.

Vehicles do not only consist of software, since the hardware as a material component is
also of essential importance, as the software is located on it. It only makes limited sense to
consider the software alone. For this reason, both a hardware project and a software project
were selected during the development of the patterns to make the patterns applicable to
both views. Numerous software functions of different control units are centralised in the
new technology of the HPCP. An HPCP was deliberately selected as the project for creating
the patterns, as it represents the state-of-the-art and a complex example. The complex
interaction between hardware and associated SWCs is reflected in the planning of the basic
software. Here, the requirements of both the hardware and the SWCs have to be taken into
account. It is therefore essential to consider these scopes holistically. Today’s vehicles not
only consist of HPCPs, but also contain less complex ECUs. Accordingly, the patterns are
appropriate for any type of control unit. The basic structure of ECUs is the same for all of
them. They only differ in the SWCs that are located on them. For this reason, the patterns
are versatile and can also be applied to other domains such as the rail industry or aircraft
construction, but this still needs to be validated.

With the patterns described in this work, two categories that are part of the initial
release plan have been presented. The patterns presented in this work close the research
gap where, until now, there have been no patterns for the creation of a timeline as well
as no patterns for suitable planning objects. The numerous milestones and requirements
imposed by legislation in the automotive industry restrict the scope and flexibility of vehicle
development. This makes general approaches in the form of these patterns, which address
this complexity and offer the user guidance in creating a suitable time structure in the
release plan, all the more necessary. The patterns on the planning objects and the examples
contained therein provide meaningful planning levels for both hardware and software,
so that planning is not too detailed but also not too approximate and release planning is
feasible. With the patterns we presented, the framework (the x- and y-axis of a release
plan) is defined. Another category with associated patterns could represent the actual
mapping of the development content to the releases. We recommend using our patterns to
capture the time structure of a release plan. Furthermore, the patterns serve as a structured
procedure for considering the relevant planning content.



Computers 2022, 11, 89 24 of 26

7. Conclusions and Future Work

Today’s vehicles, but also those of the future, will be characterized by software. This
means that the planning and development of the software and hardware installed in the
vehicle will become increasingly important. New legal requirements extend the existing
requirements for hardware and software development. As a result, the complexity of
factors influencing release planning is also enhanced. Release planning, consisting in its
core task of assigning content to releases, is a complicated matter itself. Due to the lack of a
general approach, such as hard constraints influencing release planning in the automotive
industry and the way release plans are created, we presented eight release planning
patterns. The patterns belonging to the category time structure–strategic framework address
the firmly defined milestones, providing a binding timeline. Project-specific milestones,
testing vehicles and test phases, as well as the delivery dates, which are valid for both
hardware and software development, are included. The planning content from the HPCP
and software component view is covered by the patterns from category B. From the HPCP
perspective, three components—hardware, basic software and the software components—
are planned. In its release plan, the software component itself lists sub functions and sub
functions of partner functions that represent the scope of planning.

The results demonstrated offer support to release planners and other interested users
for their own solution. Using a structured, practice-based approach, we demonstrated how
to deal with the given framework conditions and what should be considered as planning
content from an HPCP and software component point of view. The relationships between
the individual patterns reveal interactions and the complexity of release plans. The patterns
point out that further patterns should be created and added in order to create a compre-
hensive initial release plan. We are already working on further patterns. In the future, we
want to create a pattern language for release planning that considers and connects all the
patterns. The coherent description is intended to provide a better understanding, structure
and creation of release plans from both a hardware and software perspective.
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