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Abstract: Service-oriented computing has become a popular area of research, with a particular focus
on service composition. There have been many developments in this field, such as new techniques
for data engineering in service description languages, protocols for publication and discovery, the
optimization of service selection and scheduling, and the deployment and monitoring of composed
services. However, this diversity of approaches and methodologies can make it challenging to
navigate between different proposed solutions and identify research gaps. In order to provide a
clearer understanding of this body of work, this paper presents a comprehensive framework for the
taxonomy of service composition approaches, methodologies, and tools. This framework proposes a
structured view of different perspectives, such as formal, semantic, and automatic approaches, with a
particular focus on the end-user’s perspective and tools such as Mashups.
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1. Introduction and Methodology

Service-oriented computing and particularly service composition have been fairly fruit-
ful research topics. Research contributions made in this area vary according to addressed
issues and approaches. These contributions may include data engineering techniques
for service description languages, protocols for publications and discovery operations,
the optimization of services selection and scheduling, and the deployment and monitor-
ing of composed services. This paper aims to present a structured understating of these
contributions with the intent to define a comprehensive classification of different Web
service composition approaches. Therefore, this paper reviews and analyzes the concepts
and existing works related to the composition of Web services from the perspective of
the end-user.

The purpose of this research is to propose a taxonomy framework for Web service
composition approaches from a user perspective. A taxonomy framework provides a way
to organize and categorize existing approaches to Web service composition from the user
perspective. This makes it easier to understand the current state of research in this area
and identify gaps in the literature. The framework is based on an analysis of existing
academic research that classifies Web service composition and is comprehensive, consistent,
and easy to understand. The purpose of this research is to provide a comprehensive
understanding of the different approaches to composing Web services and how they relate
to each other by providing a clear and consistent taxonomy framework. It helps researchers,
practitioners, and developers choose the Web service composition approach that best suits
their particular needs.

In this regard, we used a variety of methods to select relevant literature for study,
including (i) searching and identifying relevant articles and papers containing specific
keywords using online databases such as Google Scholar, IEEE Xplore, and ACM Digital Li-
brary; (ii) checking the references cited in existing articles and works related to Web service
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composition; (iii) identifying works written by prominent researchers; and (iv) searching
for articles related to specific conferences, journals, and workshop proceedings. Once
relevant literature was identified, we analyzed existing research to understand the current
state of research in the field, and identify gaps in the literature, particularly the need for a
structured understanding of service composition approaches.

We first acknowledge that there are some interesting existing works on Web service
composition classification. They typically propose a classification framework for Web
service composition approaches based on an analysis of existing literature and existing
approaches. They aim to provide a comprehensive and consistent way to categorize and
understand different Web service composition approaches. While some papers classify
Web service composition approaches based on the composition techniques used, such as
choreography, orchestration, or mediation [1,2], others classify Web service composition
approaches based on their maintainability [3], interoperability [4], or specific domain of
application, such as multimedia [5]. To the best of our knowledge, the existing classifica-
tion frameworks that have been proposed in the literature do not consider the end-user
perspective as its main classification criteria.

Our main comparison criterion for Web service composition approaches was the end-
user perspective. The end-user perspective refers to how easy it is for the end-users to use
and understand the Web service composition approach. This includes aspects such as the
usability of the user interface, the simplicity of the composition process, and the ease of
understanding the results of the composition.

Incorporating the end-user perspective as a comparison criterion can help to ensure
that the Web service composition approach is user-friendly and easy to use, which can be
beneficial for both the end-users and the developers. For example, an approach that is easy
for the end-users to use and understand is more likely to be adopted and used in practice.
Additionally, when the end-users can easily understand the results of the composition, they
can make better decisions based on the information provided.

It is important to note that the end-user perspective is to be considered, along with
other criteria such as software engineering, services performance, and maintainability, as
an end-user friendly approach that is not secure or has a poor performance that will not be
useful in practice.

We have therefore identified many perspectives of Web service composition. Ac-
cordingly, it is possible to address the service composition from the software engineering
perspective, which, here, is called the system’s perspective. It includes semantic, formal,
or data engineering techniques and technologies used to address the problem at hand.
Another perspective is engendered from the user’s point of view. Basically, the user has
to define the composition logic in a more or less explicit manner based on the provided
tools. In this scope, automatic, manual, or semi-automatic approaches are identified. The
rest of the paper details each of these approaches in order to propose an exhaustive tax-
onomy that would help to better understand research challenges and contributions from
different perspectives.

In the remainder of this paper, we first review the concept of Web service composition
through the basics of Web services and service-oriented architecture (SOA), and then
provide some classifications based on different criteria. Additionally, we present a detailed
review of the composition tools of Web services by the end-user, particularly Mashups. In
that regard, we analyze the few existing mechanisms of assistance and support to end-users
and point out the lack of such features. Finally, we conclude by summarizing the main
ideas that emerge from the overall analysis.

2. Related Concepts
2.1. Web Services

Currently, the concept of service is so pervasive that Science of Services is now es-
tablished as a standalone paradigm [6]. This domain combines the understanding of
organizations (enterprises or institutions) and humans with business and technological
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sciences. In this regard, a service is defined as “Any act or performance that one party can offer
to another that is essentially intangible” [7], in contrast with the physical industry (manufactur-
ing and agriculture). More widely, Zeitham et al. [8] state that “Services are deeds, Processes,
and Performance”. As a synthesis of existing definitions, we propose the following definition:

Definition 1. “A service is an intangible provision, composable, expressed in a perceptible manner,
which, in a predetermined operating condition, is a source of value for the consumer and the supplier
(service provider)”.

This concept is much more prevalent in the IT world, where people speak of Web
services. Web services are platform-independent software, available in distributed envi-
ronments such as the Internet. They are mostly used in enterprise contexts for application
integration and streamlining B2B software, where they enable developing applications
by assembling existing Web services that translate the service-oriented architecture (SOA)
philosophy [9]. Indeed, Web services are the most significant achievement of the SOA, in
which applications are self-descriptive and low-coupled modules. They are defined by a set
of standards that allow us to describe software interfaces and access functions on a network
using XML messages [10]. Web-service-related underlying standards and technologies
(such as WSDL and UDDI) are exposed in Section 4.1.2. Basically, the World Wide Web
Consortium (W3C) (http://www.w3.org/TR/ws-gloss/, accessed on 7 March 2020) has
defined a Web service as the following:

Definition 2. “A Web service is a software system designed to support interoperable machine-to-
machine interaction over a network. It has an interface described in a machine-processable format
(specifically WSDL). The Web service can be invoked through what is commonly referred to as API
(application programming interface) using SOAP messages (typically conveyed using HTTP with
an XML serialization) or other Web-related standards such as REST” (cf. Section 4.1.2).

The next section introduces the SOA concept that relies on Web services as the basic
building blocks in a structured architecture.

2.2. Service-Oriented Computing

The reference architecture SOA is conceptually derived from the service-oriented
computing (SOC) paradigm [11]. The SOC paradigm advocates the use of the concept of a
service (not just Web services) as a building block in any information system project. This
paradigm found its dedication in integrating enterprise applications due to business needs
(merge, acquisition, consolidation, outsourcing, etc.), which definitely replicates the concept
of business services within the IT world. Going beyond the technological and compatibility
constraints, this paradigm aims to surpass the silo-based information system model towards
a systemic (holistic) model where inter-system transactions happen seamlessly. Through this
paradigm, one (organization) can offer, find, use, and compose services according to its own
needs and business requirements. Figure 1 shows an example of enterprise “A” outsourcing
two services from enterprise “B” thanks to the SOC paradigm. The SOC concept allows for
supporting several research issues, including the composition of services.

http://www.w3.org/TR/ws-gloss/
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Service A1

Service A2

Service A3

Entreprise B

Service B1

Service B2

Cond.

Entreprise A

Figure 1. Illustration of SOC paradigm through outsourcing example.

2.3. Service-Oriented Architecture

SOA is one of the most successful examples of the service-oriented computing paradigm.
It offers a straightforward model for developing and deploying applications using Web
standards. This architecture utilizes Web services as fundamental building blocks. It estab-
lishes a modular software architecture in an open information system, where each business
function is represented by a basic service. This architecture enables the representation of
an organization’s business processes as services and the integration of these services into
workflows that enable more complex business processes to be executed. Through a layered
view, Figure 2 illustrates how business processes are represented through the system based
on basic services in an SOA.

Composition

process logic

Services 

Infrastructure

resources  

Context-basedorder to cashPurchasing process User request

Business domain End-user domain

Figure 2. A layered view of SOA concept.

The SOA reference architecture was first introduced in [12], and then was adopted
and integrated by many standardization bodies such as OASIS, OMG, The Open Group
(http://www.opengroup.org/onlinepubs/7699909399/toc.pdf, accessed on 10 July 2020).
It relies on three main actors as illustrated in Figure 3. As mentioned before, the basic
concept is a Web service that represents a function encapsulated in a component. This
component can then be invoked using a query with one or more input parameters and
providing one or more outputs. In order to promote reusability and interoperability, each
service should ideally be autonomous and not dependent on other services. Service-
oriented architecture’s main actors are:

• The service provider (or a third party mandated by them) is in charge of the service cre-
ation, deployment, description, and then publication through the repository (registry)
publication interface.

• The service repository hosts the description of services that have been published by the
service provider and offers the possibility for clients to seek a specific service among
those available and to access service descriptions.

• The client (service consumer) should be able to look for services described in the service
repository and select those of interest to them. Based on a service description, a client
should be able to invoke this specific service hosted by the service provider.

http://www.opengroup.org/onlinepubs/7699909399/toc.pdf
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Figure 3. SOA basic architecture.

Then, SOA defines a set of operations and roles as follows (those defined operations
and roles are based on standards that are described in Section 4.1.2):

• The description of the service consists of enumerating the input parameters of the ser-
vice as well as the output parameters (type of data). The primary format for describing
services is WSDL (Web Services Description Language) standardized by W3C.

• The service publication is to publish in a registry (or repository) services available to
clients (service consumers).

• Service discovery includes the ability to search for a service among those that have
been published. The primary standard used is UDDI (Universal Description Discovery
and Integration), standardized by OASIS.

• The invocation consists of the customer query (connection) and interaction with the
service. The main protocols used for the invocation of services are SOAP (Simple
Object Access Protocol) and REST (Representational State Transfer), presented in
Section 4.1.2.

This section presented the basic concepts of service systems, such as the notion of
service and the SOA reference architecture. These concepts are at the base of different
standards and research issues. The following section describes and analyzes related existing
research from the service composition point of view, which is the main research topic of
our work.

3. Service Composition

Creating value-added services by reusing existing ones, which is also known as
service composition, has been a key facet for service delivery both for IT and Telecom
worlds [13]. Numerous services need to be produced quickly because of the growing
demand of customers. Developing new services from scratch to meet the growing demand
would require a large number of programmers, consume a significant amount of resources,
and result in a prolonged time-to-market.

In this context, using the services composition approach can offer a good opportunity
to fix those issues. The purpose of service composition is the reuse of existing services
to create new ones. This optimizes the development cycle and deployment of innovative
services. Another important goal of services composition is to provide the ability to
customize services according to end-user’s preferences. This approach provides end-users
with personalized and user-centric services. With the generalization of the Internet, we are
witnessing, in recent years, the evolution of the service composition paradigm, initially
dedicated to a restricted audience of IT specialists for business application integration
(software architects, developers, etc.), toward a broader audience of Web users.

We can already see the two different dimensions that the composition of services
includes: organization (EAI) and end-user dimensions. From the EAI perspective, the
existing conducted research aims to mainly overcome the technological constraints by
defining a range of standards and protocols for information engineering under the banner
of SOA principles. This dimension dominates the majority of research works on service
composition. The second dimension represents the challenges in integrating the end-user
in the process of composition. The end-user dimension of service composition is expanding
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and becoming increasingly prominent. This development is driven by end-users’ desire
for customization, particularly in the Internet context that encourages sharing, creating,
and commenting on content. A new concept, known as Mashups, has emerged on the
Internet, and enables end-users to create and share their own services by combining existing
services [14].

Next, we review the research challenges that rise in the service composition topic
through the main themes of SOA and the two dimensions mentioned before. Figure 4
(based on [15]) represents an extended architecture of SOA in an information system. It
schematically illustrates the different levels of SOA within which research contributions
have been made. Proposed technologies (standards and protocols) and formalisms for each
challenge are detailed in Section 4.

Mana-
gement

Composition

Description & Basic Operations

Operations
• Assurance
• Support

• Coordination
• Conformance

Role actions
performs
publishes
uses
becomes

• Discovery
• Selection
• Binding

Publication

Market maker

Service
operator

Service provider Service client Service aggregator

• Monitoring
• QoS

• Behavior
• QoS

• Capability
• Interface

Market
• Certification
• Rating
• SLAs

Managed
services

Composite
services

Basic
services

Figure 4. The extended service-oriented architecture emphasizing main research topics (adapted
from [11] with permission).

Firstly, service composition involves methods, mechanisms, and tools that allow for
the expression of needs, whether at the enterprise level for business specification or at the
end-user level. In this regard, numerous formalisms and tools have been proposed. Some of
these tools are based on formal models. Business Process Execution Language (BPEL) [16]
is by far the reference in the field, but remains unsuitable for our intended end-user (non-
developers). Other tools are listed in Section 4.1.2 within their corresponding category.

After the expression of needs, the process of composition consists of selecting the most
suitable services and then scheduling (arranging) them in the most appropriate schema in
order to fit the logic of the expressed need. Once the composition schema is defined, the
resulting composed service needs to be deployed. The deployment could take the form
of a choreography or orchestration of services. After the deployment operation, tools and
control measures are implemented to monitor the various performance indicators of the
deployed service. This operation is called monitoring. The overall composition process is
illustrated in Figure 5. In the following, we detail each step from the research point of view.

Composed service monitoring

Services scheduling  

Composed service deployment

Needs expression Services selection

Figure 5. Illustration of the composition process steps.
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3.1. Service Composition’s Research Landscape

This subsection covers the service description, publication, and discovery; the com-
position description and optimization, including service interoperability; and finally the
composed service deployment and monitoring.

3.1.1. The Description of Services

It is clear that the service description plays an important role in the composition
process. A well-described service increases the relevance of its selection as well as the con-
sistency (correctness) of the resulting composition pattern. Indeed, a service is represented
by its description, which corresponds to the functional and non-functional priorities.

The functional properties, as their name suggests, refer to the functionality delivered
by the service. It includes descriptions of the input/output parameters and logic func-
tion (business) that the service performs. For example, a service whose logic function is
sending an SMS has as input of two strings: the number of the recipient and the message
body. The description of non-functional properties is an important aspect of the process
of composition. Indeed, this part of the description indicates, for instance, the availabil-
ity of the service, response time, or even its business model (for example, the rates per
hour). For instance, for the SMS service, non-functional properties could be the business
model (prices, promotions, . . . ) and quality of service (the maximum delay of delivering a
message, . . . ) [17].

The functional and nonfunctional descriptions generate non-insignificant complexity
in the composition process. Thus, several protocols have been proposed where the func-
tional aspect is predominant compared to the non-functional aspect. For example, WSDL
(the current reference) is used to express the operations provided by the service. Web
Ontology Language for Service (OWL-S) and Web Service Modeling Ontology (WSMO)
add a layer of semantic description based on either domain-specific or general ontologies
to assist service discovery (see Section 4.1.3).

In addition, all proposed protocols and languages (described later) were designed
from the perspective of information systems and are intended for experienced users. The
semantic description, especially tagging techniques, contributes not only to a better interpre-
tation by machines through reasoning but to bridging the gap between service description
technologies and end-users as well.

3.1.2. The Publication and Discovery of Services

Service publication and discovery are two important operations for the composition
process and particularly for the selection of the most relevant service. The publishing
operation essentially raises issues of data and information engineering summarized in
database technologies and access means to populate those databases with services descrip-
tion. Service discovery, based on those database technologies, has to provide not only
access means but should also select the service descriptions that best fit the selection criteria
(the request). This actually constitutes an optimization problem. From the perspective
of SOA specifications, UDDI technology with its variants is the reference. Semantic tech-
nologies are also an alternative for optimizing the discovery and selection services in the
composition process.

3.1.3. The Efficiency of the Composition Process

The heart of the service composition is the selection and scheduling of services to
match the description of the service that we would like to compose. This description
should provide the hints needed to form the composite service schema. Several approaches
and technologies are possible. For this purpose, many standards have been proposed to
explicitly define the description of a composition pattern, namely BPEL4WS, BPML, and
WSCI. Less explicit tools, based either on textual or graphical interfaces, have been proposed
to allow for the definition of the composed service logic. For the automatic approach, the
logic of composition is formed based on information taken from the user context.
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3.1.4. Interoperability, Execution, and Monitoring of Composite Services

Interoperability between services is also a key issue in service composition. Factu-
ally, a composite service is represented by a composition pattern that reflects the logic
of this service. This logic includes the information flow between services and settings.
Two schemes of interoperability are defined in the state of the art of choreography and
orchestration [18] (described below), where services communicate with each other through
standardized languages. The defined composite service has to be defined according to the
interoperability schema. Based on this schema, monitoring tools are designed to gather
information about the composite service running state and issues that could occur due
to the unpredictability of external partner services or unexpected behavior of composite
services [19].

4. Taxonomy for Services Composition

In this section, we provide a detailed taxonomy of different existing approaches for
service composition from both system and user perspectives. On the one hand, service
composition is organized from the system perspective based on the following identified
approaches: formal, structured, or semantic. On the other hand, service composition is
categorized from the user perspective based on the end-user’s involvement (i.e., manual,
automatic, or semi-automatic approaches).

4.1. System Perspective

In contrast to the user’s perspective, the system perspective provides details about
the techniques and mechanisms used to achieve service composition in terms of service
publication/discovery, scheduling, and deployment. Concerning this perspective, we
identified three non-exclusive approaches: the Formal approach, which provides the tools
and formalisms that allow, for example, the formal validation or verification of a number
of predefined properties; the Structural approach, which looks to establish data structures
and access methods in formal operational protocols and languages that are often used by
other approaches; the Semantic approach, which brings semantics to improve and optimize
the composition’s operations mentioned above; and, finally, the domain-specific service
composition, such as a Grid Service and Geographical Information System.

4.1.1. Formal Approach

Formal models can be used for the automatic or manual modeling of composed
services. The formal description techniques allow for the use of methods and tools to
make the development cycle of services more reliable, faster, and cheaper. Formalisms
for specifying these services are based on precise and mathematically based syntaxes and
semantics. Developing models will apply methods and tools in three major phases of the
development lifecycle of the service: (i) the verification, (ii) the automatic or semi-automatic
code generation, and (iii) the generation of the test benches.

The objective of the verification phase is to improve the reliability of the process of
developing an implementation by ensuring that the formal model on which the imple-
mentation is based is valid with respect to a given set of properties. These properties are
represented in the form of logical properties or sub-sets of an automaton [20,21].

The formal test phase is a set of executions of specific test sequences on the implemen-
tation. Test sequences are obtained from the formal model by trying to cover all aspects
of the service compound. Tests can be generated automatically or semi-automatically
based on criteria, goals, or assumptions. There are many stages and types of tests in the
development process of a service: the conformance, the interoperability, the unit test, and
the integration tests. The majority of these procedures are standardized or described in
some reference software development lifecycle management [22].

Depending on the degree of modeling, it is possible to generate code for all or part
of the application model. The more precise the semantics modeling language, the more
complete the code generation. For instance, in the UML formalism, semantics are weak
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or nonexistent. At best, they will generate the interfaces from the model. Many modeling
languages have been standardized and are based on various concepts such as automata, the
states/transitions systems, temporal logic, interaction, etc. [23]. Some of them are briefly
described in the following.

The Specification and Description Language (SDL)

SDL [24] is a specification language standard defined by the International Telecommu-
nication Union (ITU-T), which aims to describe communication protocols. Even if the SDL
is a modeling language that was initially used for communication protocols description, it
is more generally used for modeling real-time applications. This is due to the syntax of the
language, which describes a service using the following:

• Description in the form of state machines;
• Exchange of information via asynchronous messages;
• Use of timers.

The ECharts Formalism

The ECharts is a state machine-based programming language that was developed by
ATT Laboratories and was first introduced in 1999. It is still actively supported today due to
its textual and graphical syntax. The goal of ECharts is to provide an easy way to describe
modular, verifiable, maintainable, and reusable services and composite services. ECharts
is based on a state machine formalism, which allows for the modeling of transitions with
priorities (event-driven systems). This feature provides flexibility in reusing models from a
given machine, as new transitions can be added to certain states with a higher priority than
the existing transitions, thus modifying the behavior of the original machine [25].

In summary, this approach offers formal methods to verify or test software components
(services) automatically, which are necessary for the composition of services. However,
these formalisms are too specific and require high technical and mathematical skills, and
therefore cannot be directly used by end-users, but can intervene at underlying layers to
ensure some required properties (such as security properties).

4.1.2. Structural Approach (Software Engineering Approach)

This approach is more about providing formalisms and tools to describe service
interfaces (inputs/outputs) and behavior in order to compose services and create new ones.
For instance, WSDL provides XML-based syntax for describing services and BPEL provides
a framework for orchestrating services. By contrast, formal methods (Automata, Petri nets)
provide tools to improve the reliability of the process of developing an implementation
by ensuring the conformity of the formal model on which the implementation is based
to a given set of properties. We present hereafter a number of standards in the area of
Web services that allow for implementing the SOA concepts [26]. This includes WSDL,
SOAP [27], HTTP, XML, and UDDI.

Web Services Description Language (WSDL)

WSDL [28] is an XML-based language that is used to describe the Web service. In other
words, it describes: what a Web service can do, where it is, how to access it, and in which
format. The WSDL provides features for service naming and operations naming (input
parameters and responses organized in the form of messages). It also contains detailed
information about the used communication protocol (often HTTP), information on the
technique of data encoding, and the network address in the form of a URL. It does not
contain semantic information about exposed operations, and there is no notion of order in
the invocation process. The client can use SOAP to actually call one of the operations listed
in the WSDL file.
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The Universal Description Discovery and Integration (UDDI)

The service directory (also called repository or registry) is the place where the services
are registered. The SOA concepts can be instantiated by using the standard UDDI (https:
//www.oasis-open.org/committees/tc_home.php?wg_abbrev=uddi-spec, accessed on 26
August 2020) as a service directory. The UDDI is structured into three pages (components):
white (information by name), yellow (information by category), and green (service provided
by WSDL). It is designed to be interrogated by SOAP messages and to provide access to
service description documents (WSDL).

Simple Object Access Protocol (SOAP)

SOAP [29] is a messaging protocol for exchanging structured data between appli-
cations over a variety of network protocols. The structured data are encapsulated in
XML-based messages according to the SOAP exchange standard. SOAP is itself represented
in XML with a header part and a part that corresponds to the application payload (called
body or simply payload). The SOAP header part is optional and generally used to transfer
data authentication or session management. These are aspects that are supported by the
underlying protocol. The body part is in charge of encoding the names of operations and
their parameters and returned results. The SOAP is typically deployed over HTTP but
can also operate over SMTP or JMS. The SOAP is also defined by an envelope that allows
for describing the specification of the namespace. One of the main advantages of SOAP is
that it has built-in error handling, making it more robust and less error-prone. SOAP also
provides a way to ensure the security of the message being exchanged through features
such as WS-Security. Additionally, SOAP is language-independent, meaning that it can
be used in any programming language, platform-independent, and can be used on any
operating system. However, SOAP is more complex and verbose than REST, which can
make it less efficient and more difficult to implement. SOAP also requires more bandwidth
and resources than REST and uses XML as its message format, which is less lightweight
than JSON.

Representational State Transfer (REST)

REST [30] is simple and easy to use, making it easier to implement and less error-prone.
REST uses a smaller message format (JSON), which makes it more lightweight and efficient.
REST is less resource-intensive and requires less bandwidth, and it is typically faster than
SOAP. However, REST does not have built-in error handling, so it relies on error codes
to indicate problems. REST does not provide the same level of security as SOAP, so it
may not be suitable for sensitive information. REST is not always language- or platform-
independent and may be limited to certain programming languages or operating systems.

Business Process Execution Language (BPEL)

The BPEL has been introduced by the OASIS standardization group as the successor of
XLANG and WSFL. The BPEL is an XML representation used as an instantiation of a service-
oriented architecture (SOA) concept. Specifically, in the SOA, the enterprise applications
are managed from a common platform to enhance the dialog between applications and
their integration. BPEL organizes the dialog between the different applications of the
SOA architecture by invoking basic services according to a predefined schema Figure 6.
Specifically, BPEL4WS 1.1 (Business Process Execution Language for Web Services) [31] and
its successor WS-BPEL 2.0 (Web Services for Business Process Execution Language) [32]
are the BPEL standards that allow the user to describe their business processes in the
form of Web services, and to specify how they are interconnected in order to accomplish
particular tasks.

BPEL is a complete and open standard with many supporting engines. BPEL was
quickly accepted by the industry and is now the dominant technology in the field of Web
service composition. It takes the form of an XML file readable in the engines of business
process management. It drives the execution of business processes (workflow). The BPEL

https://www.oasis-open.org/committees/tc_home.php?wg_abbrev=uddi-spec
https://www.oasis-open.org/committees/tc_home.php?wg_abbrev=uddi-spec
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file therefore concerns matters such as processing data, sending messages, or calling a
function. There are two types of BPEL processes:

• An abstract, which specifies the exchange of messages between the various parties
without specifying the internal behavior of these parties;

• An executable process, which specifies the execution order of activities. Each activity
represents a given process (a Web service) involved in the main composition script.

Figure 6. A simple BPEL script.

Services Composition Using BPEL

The ability to integrate or compose existing services into new services is the most
important functionality provided by SOAs. The service composition must be created taking
into account the maintenance of services that rely on other services. The SOA offers a
homogeneous environment for the composition in such a way that its components are
described in the same protocol and communicate with the same standards for exchanging
messages. The composition of services is achieved through a framework that consists of
three parts:

• Models of composition and language: The composition of services means the creation
of a workflow that defines the order in which the services are invoked, how the data
are transmitted, and how the logic is implemented. A composition model provides a
language in which the composite service workflow has to be written.

• A development environment: This development environment consists of an editor for
the language of composition, such as a programming language integrated develop-
ment environment (IDE).
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• A runtime environment: A composition of services is executed by creating instances
of the composition script and deploying them in an execution environment (applica-
tion servers).

There are two distinct ways to conceive a composition of services, i.e., the choreogra-
phy and orchestration:

• Choreography: The choreography of services describes the collaboration between ser-
vices to accomplish a given goal. The control logic for a choreography is distributed.
Each service knows what to perform and which service to contact. Choreography
languages allow for a description of protocols that the participants have to follow.
In [33], two main choreography approaches were defined: (1) the global model, which
describes a protocol from a global view of the messages exchanged by all parties, and
(2) the interaction model, in which each service describes its temporal and logical
dependencies among the exchanged messages, which is similar to defining a kind of in-
terface. WS-CDL (WS Choreography Description Language) adopts the global model,
whereas WSCI and the abstract BPEL process are based on the interaction model.

• Orchestration: The orchestration of services allows for a definition of the sequence of
services according to a predefined schema and runs based on predefined “orchestration
scripts”. These scripts are often represented by business processes or workflows
inside or outside an organization (enterprise). They describe the interactions between
applications by identifying the messages and by connecting the logic and invocation
sequences. Orchestration describes the way in which Web services can interact together
using messages, including the business logic and execution order. These could include
different services from different organizations, and the result could be a model of a
long-term transactional and multi-stage process.
An important difference between orchestration and choreography is that the orches-
tration is centralized, i.e., the process is under control from the business perspective.
However, the choreography provides a comprehensive and collaborative coordination.
It describes the role of each participant involved in the application.

In summary, we have examined various methodologies for composing services based
on different techniques, protocols, and standards. Although these protocols and standards
are essential for service composition, they require specialized technical knowledge that
is not always accessible to end users. A more pragmatic approach is to develop simpler
tools that encompass these protocols and standards, such as tools for publishing and
discovering services or tools for creating BPEL scripts for service composition (Figure 7
(https://www.oracle.com/technical-resources/articles/matjaz-bpel.html, accessed on 22
January 2020)). These tools lower the technical skill level required, but still may be too
complex for end-users.

Other Related Technologies

Some of the recent technologies in software engineering, such as microservices and
containers, can be used in Web service composition in different ways. They provide different
ways to create, compose, and manage Web services by allowing developers to create more
flexible and scalable solutions. These technologies can improve the maintainability of
the solutions and can facilitate the deployment and scaling of the solutions. In particular,
microservices are a software architectural style that structures an application as a collection
of small, loosely coupled services. Web service composition can be implemented using
microservices by breaking down a complex application into smaller, independent services
that can be composed together to form the desired functionality. On the other hand,
containers are a way to package and deploy software applications. Web service composition
can be implemented using containers by packaging each service in a container and then
composing the services together by connecting the containers. This allows for an easier
deployment, scaling, and management of the services.

https://www.oracle.com/technical-resources/articles/matjaz-bpel.html
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Figure 7. Example BPEL process for travel arrangements.

4.1.3. Semantic Approach

Semantic Web technologies are meant to enable greater access to services on the
Web. Users and software should be able to discover, invoke, compose, and monitor Web
resources offering particular services and having particular properties, and should be able
to do so with a high degree of automation. A number of standards and technologies were
introduced in the world of semantic Web services. Hereafter, we describe two main ones.

Web Ontology Language for Service (OWL-S)

(formerly DAML-S) [34] is a services ontology that provides a solution to these func-
tionalities. The overall structure of the OWL-S ontology is composed of three main parts:
(i) a service profile describes what the service requires from users and what it gives them;
(ii) a service model specifies how the service works; and (iii) a service grounding gives
information on how to use the service [35]. The process model is a service model subclass
that describes a service in terms of inputs, outputs, preconditions, postconditions, and, if
necessary, its own subprocesses. In the process model, we can describe composite processes
and their dependencies and interactions. OWL-S also defines three models of processes:
atomic, which have no sub-processes; simple, which are not directly invokable and are
used as an abstraction element for either atomic or composite processes; and composite,
which consists of sub-processes.

With respect to BPEL tools, OWL-S efforts are still focused on research issues and
few implementations are currently available. However, we can cite the OWL-S Editor [36]
developed by SRI International as a protege (http://protege.stanford.edu/, accessed on
10 June 2020) plugin, and provides a graphical environment for editing an OWL-S service
resource, the control flow graph of a process, and “runs” (tests) a defined process. The
OWL-S IDE project (http://projects.semwebcentral.org/projects/owl-s-ide/, accessed on 7
October 2010), formerly known as CODE, is also concerned with the development of OWL-
S services. The OWL-S IDE is a plug-in for Eclipse, and attempts to integrate the semantic
markup with the programming environment. Developers can write their Java code in
Eclipse and run a Java2OWLS tool to generate an OWL-S “skeleton” directly from the Java
sources. The idea of integrating SWSs more closely with the programming environment
used to develop the service implementations is a powerful feature. However, it will often be
more useful to generate the semantic markup before the Java (or other) code, as the semantic

http://protege.stanford.edu/
http://projects.semwebcentral.org/projects/owl-s-ide/
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descriptions can be seen as a higher level of abstraction of the programming modules. The
OWL-S IDE does not provide any graphical visualization of services or processes.

Another OWL-S editor is provided by the University of Malta [37]. It is a stand-alone
program providing a WSDL import as well as a graphical editor and visualization for
control flow and data flow. Not being integrated with an ontology editor, it shares some
of the drawbacks of the OWL-S IDE, without gaining the advantage of programming
language integration.

Web Service Modeling Ontology (WSMO)

The Web Services Modeling Ontology (WSMO) [38] shares with OWL-S the vision that
ontologies are essential to supporting mechanisms such as the automatic discovery, inter-
operation, and composition of Web services. Similarly to OWL-S, WSMO is an ontology for
describing various aspects related to semantic Web services. Moreover, the WSMO effort
defines an expressive Web-oriented language, WSML [39], which provides a uniform syntax
for sub-dialects ranging from description logic to first-order logic. Like OWL-S, WSMO
Web services specifications are based on the service capability, which consists of inputs,
outputs, preconditions, and results. Unlike OWL-S, WSMO does not provide a notation
for building the composite processes in terms of control flow and data flow. Instead, it
focuses on the specification of internal and external choreography and orchestration using
an approach based on abstract state machines (with guarded transitions).

The service basis of WSMO is defined in the same way as the one of OWL-S. This
task is achieved by a mediator, which is a key concept in WSMO. In WSMO’s approach,
mediators perform tasks such as translation between ontologies, or between the messages
produced by one Web service and those expected by another. WSMO includes a taxonomy
of possible mediators that helps to classify the different tasks that mediators are supposed
to solve. The definition of mediators in WSMO calls attention to some important translation
tasks associated with Web services. Not surprisingly, these same translation tasks are
needed in support of interactions with OWL-S-described Web services. Some OWL-S-based
systems [40] also make use of mediator components. However, rather than requiring
the existence of a distinguished type of entity in the Web services infrastructure, OWL-S
takes the view that mediators are services, and, as such, these mediation services can use
the mechanisms provided by OWL-S for discovery, invocation, and composition. Other
distinguishing characteristics include WSMO’s emphasis on the production of a reference
implementation of an execution environment, WSMX, and the specification of mediators
(i.e., mapping programs that solve the interoperation problems between Web services).

WSMO instances can be created with WSMO Studio [41], which is a real, complete, and
open-source semantic Web service and semantic business process modeling environment. It
provides support for WSMO editing with an integrated WSML reasoner, WSML text editor
and validator, choreography designer, SAWSDL editor for adding semantic annotations to
WSDL documents, execution engine, and many other features. Moreover, it also provides
semantic business process modeling according to the business process modeling ontology,
a semantically extended version of BPEL, called BPEL4SWS [42].

In conclusion, the semantic approach adds an extra layer on top of the structural
approach (Section 4.1.2) by integrating the semantic properties within the operations of
description/discovery, and the composition of services [43–45]. With these properties, it
is possible to link services together semantically. For instance, it is possible to propose
a schema of the composition from a natural language request (see the natural composer
in Section Natural Language Composer). This is a major step forward from the end-user
perspective. While this approach is valid for very simple patterns of composition, it is
unfortunately not advanced enough to allow for expressing the logic of the composition
for complex cases. Another hybrid approach was proposed in [46,47], combining both
semantic capabilities of service description and non-functional aspects of a service (in this
case, QoS).
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4.1.4. Horizontal vs. Vertical Compositions

Several recent research efforts have dealt with the Web service composition problem
by trying to divide it into two or more sub-problems, introducing vertical/horizontal
service compositions and abstract/concrete services concepts. In [48], authors argue that
automatically composing Web services involves two main processes of composition, i.e.,
vertical and horizontal compositions. Vertical composition aims at finding the “best”
combination of abstract Web services, namely the abstract workflow, to achieve the main
objective, while satisfying all restrictions interdependently. Abstract services refer to
each of the sub-tasks (abstract functionality) that, when joined together, represent the
main objective of the composite services. Each abstract service can be executed by many
equivalent Web services called concrete services. Consequently, the horizontal composition
goal is to find the “best” concrete Web service among a set of functionally equivalent
services available on the Web. These functionally equivalent services represent a Web
service community (a concept introduced in [49–51]). The choice of a concrete Web service is
made based on functional attributes such as inputs’ types and/or non-functional attributes,
such as QoS constraints [52–54]. In this case, the actual binding of the composite service
can be performed dynamically (at the execution time) [55]. For instance, authors in [56,57]
proposed an evolutionary approach for QoS-aware composite Web services, whereas,
in [58], an optimization approach is proposed. These QoS indicators need to be monitored,
such as the method proposed in [59]. Non-functional attributes include SLA and pricing
consideration. For instance, the authors in [60] proposed a service selection approach from
a cloud service market. Other approaches, such as a multi-agent service framework [61],
are considered as part of the structural approach too.

The main advantage of distinguishing between these two processes of composition is
to simplify the Web service composition problem to reduce the computational complexity.
It provides an easier way to consider user intervention, so the user is able to modify/adapt
the abstract workflow where necessary [62].

4.1.5. Domain-Specific Approaches
Grid Service for Web Service Composition

A grid service is a type of Web service that allows for the sharing of resources, such
as computational power or data storage, across a network of computers. Grid services
are relevant to Web service composition because they provide a way to aggregate the
capabilities of multiple Web services into a single, cohesive system. By utilizing grid
services, developers can create complex, distributed systems that are able to leverage
the resources of multiple machines to perform tasks that would be infeasible for a single
machine to accomplish alone. Additionally, grid services can be used to manage and
orchestrate the interactions between multiple Web services in a composite application,
making it easier to create and maintain large-scale, distributed systems.

In [63], the authors provide an introduction to the concept of grid services and how
they can be used to create distributed systems that can leverage the resources of multiple
machines. The authors also discuss how grid services can be used to manage and orchestrate
the interactions between different Web services in a composite application.

For instance, the authors in [64] introduced BPEL4WS (Business Process Execution
Language for Web Services) for defining process flows between grid services based on the
Open Grid Services Infrastructure (OGSI) standard.

Geographic Information System (GIS) for Web Service Composition

A geographic information system, or GIS, is a domain-specific framework for storing,
managing, analyzing, and displaying spatial data. GIS systems can be used to create and
display maps, perform spatial analysis, and manage and query large spatial databases.
The importance of GIS in Web service configuration is that the user can integrate the GIS
functionality into Web-based applications using Web services. Web service composition
allows developers to combine the functionality of multiple Web services to create more
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complex applications [65]. By integrating GIS capabilities into Web-based applications
via Web services, developers can add spatial analysis and mapping capabilities to their
applications. This allows GIS capabilities to be integrated into a wide range of applications,
such as urban planning, emergency management, transportation, and natural resource
management. GIS Web services can also be used to make GIS data and functionality
available to other systems through basic or semantic-based discovery capabilities [66]. This
allows other systems to expose and consume GIS data and functionality for Mashups such
as MashMaker (cf. Section MashMaker).

Most of the described work considers Web services from a system perspective. How-
ever, in recent years, end-users have become the focus of various technologies, including
Web services composition, as explained in the next section.

4.2. User Perspective

With the emergence of Web 2.0 and related technologies, composing services have
left the traditional frontiers of enterprises. SOA concepts need to shift to this new area in
order to take into account end-users, which represents a new opportunity for evolution for
these concepts. In fact, with the growing number of services available through the Web, the
introduction of the end-users in the loop is taking more and more importance. In fact, the
end-user needs to use a certain kind of composition in different situations, especially now
that Web 2.0 has brought a set of technologies that make it easy to create or collaborate on
new services or use other services (for example, Mashups as described in Section 5).

This new perspective brings interesting challenges for researchers in the area of
service composition. In this section, we discuss existing research from the user’s point
of view. This will show, in particular, the limitations of conventional methods (called
manual) because they require significant skills in languages, formalisms, and protocols
related to the composition of services reserved for experienced users (developers). In
addition, this section highlights the limitations of the automatic approach, which decouples
the composition from users. This approach is facing complex problems that are hard to
resolve (even undecidable in some cases [67]). The hybrid approach, called semi-automatic,
involves the user in the composition process and represents an interesting alternative.
Eventually, it provides tools for the simplification and abstraction of the different tools and
techniques of the composition and also provides functionalities to support the end-user.

4.2.1. Manual Web Services Composition

The first approach is based on manually composing multiple services by the user. This
operation must be entirely and manually performed by the end-user. Formal languages
such as SDL can be used. Alternatively, textual editors and GUI-based tools that are based
on technical protocols and formalisms such as BPEL-based IDEs can also be used. Needless
to say, both alternatives require a high level of technical knowledge and experience that the
user does not have. Because the majority of end-users are not programmers, this approach
is highly criticized for requiring an unrealistic technical level on the end-users, which
dramatically limits its use.

4.2.2. Automatic Web Services Composition

The second approach is the automatic services composition. This approach aims at
automatically building composite services that are in response to a user context or request.
Except for the request, the end-user does not provide any more information about the
composition process. Below, we cite some works that fall into the category of the automatic
approach and summarize the overall landscape of contributions made in this area. The
most common technique used in this approach is based on the so-called goal-driven service
composition, particularly the inputs/outputs matching. In other terms, from a defined goal
definition (set by the user and/or their context), this technique uses the matching between
output and input interfaces (data types) in order to define the most likely pair of services
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that can be composed together. Step by step, this operation aims to build the composition
pattern that matches the defined goal.

In [68], the authors propose a method based on semantic matching between the input
parameters (respectively, pre-condition properties) of a service with the output parame-
ters (respectively, the post-condition properties) of its predecessor. In a similar way [69]
introduces a framework for service composition based on functional aspects, in which
services are chained according to their functional description. The suggested framework
uses the causal link matrix (CLM) formalism in order to facilitate the computation of the
final service composition as a semantic graph.

Moreover, context-aware service composition is considered as another way to automat-
ically compose services. The authors in [70] argue that incorporating context awareness into
Web service composition mechanisms increases the relevance and robustness of produced
compositions. Zhovtobryukh proposes a Petri-net-based approach to enhance core compo-
sition mechanisms. In particular, to address privacy issues, Ref. [71] focuses on the use of
Ambient in the pervasive system systematically with different levels of abstractions. Similar
to final state automata, other formal modeling tools [35] are used to perform automatic
service composition. Context information can also be used to select the appropriate services
for a target composition [72] (although the proposed approach is for network services and
not for end-user services).

The full automation of the composition process is not without inconveniences. Practi-
cally, in the absence of user involvement validation, the automated operation offers few
guarantees about the relevance of the selected and composed services, and can even lead
to an end product that does not match the initial goal.Moreover, automation includes a
significant complexity that can lead to situations of indecision (in a formal-based approach).
Indeed, Ref. [67] shows that checking an e-service composition model is undecidable in
some cases. The authors argue that undecidability is due to unbounded FIFO queues. The
transaction sequential consistency problem provides another perspective for understanding
the queue effect, where independent transactions are allowed to commute.

4.2.3. Semi-Automatic Web Service Composition

The third approach is the semi-automatic service composition, which aims to provide
end-users with an enhanced service creation environment. This environment offers sup-
port for the automated processing of the composition, where the end-user operates in a
more-or-less manner. This approach has gained more interest as the automated service
composition approach presents serious limitations. The semi-automatic composition comes
to resolve the situation by involving the end-user in the composition process by addressing
particular issues; for instance, the difficulty of selecting a relevant service among the many
available. The semi-automatic composition has taken several forms that has evolved over
time. A current evolution of the semi-automatic composition is what is now commonly
called Mashups [73]. This latter evolution incarnates the emergence of Web 2.0 and, more
specifically, its user-generated content (UGC) aspect.

More generally, based on existing related works, we can see the emergence of a multi-
tude of methods for semi-automatic composition that are identified and explained hereafter.
Generally, from the user perspective, semi-automatic service composition includes com-
position frameworks with graphical or textual interfaces, semantic-based tools such as
tagging techniques, or even social features such as sharing or rating services (both basic
and composed). These characteristics are detailed in the next section (Section 5). How-
ever, beyond the simple and direct user involvement (participation) through selecting and
scheduling services and still from the user perspective, we have identified three major
ways of considering the user in the composition process. In fact, some systems focus on
an individual end-user, tracking their interests or preferences to use them later to define
the best service that they might need. An alternative way is to consider the user as part of
a community. Consequently, the system tracks the interest of this community in order to
build a list of preferences used to help in the composition process. A third emerging way is
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a social-network-oriented approach that is based on leveraging the social aspect of how
end-users operate in the service composition environment [74]. These three approaches are
detailed in the following.

User-Centric Approach

This first approach aims at building a profile of the user or involving them in the
indecision points by providing tools and interfaces to facilitate the service composition
process. In this approach, we can find numerous user-driven composition tools such as
in [75], where semantic service discovery facilities are provided based on user preferences.
A similar approach is presented in [76], where the author introduces a system called Koala
(currently Co-Script). This system, materialized by a “sidebar” in the Firefox browser,
learns from the user behavior when browsing a Web page, and transforms this behavior
into a series of actions. This system’s objectives are (i) to parametrize the following abstract
actions and make them executable and (ii) to allow end-users to share their composed
actions. The script can also be modified by other users or adapted to their profiles. Even if
this approach’s goal is to provide the end-user with support tools for service composition,
we may notice that it does not take advantage of the whole information available about
how users use services in a semi-automatic service composition environment.

Community-Centric Approach

The second kind relies on the knowledge produced in communities or in specific
domains. A community can be involved in the process of composition in two ways.
The first one is tagging or annotating basic and composite services in order to provide
advanced descriptions of services (semantics, classification). This first way allows for
an improvement in the discovery and selection operations, which could be leveraged to
support users forward and downstream the composition process itself (what we name “a
priori or posterior support”). The second method of community involvement is to extract
the generated knowledge in a community or a specific domain in order to define a set of
rules considered as “best practices” in this community or specific domain [77]. These rules
are used to build recommendation systems to assist users in the composition process.

In this regard, the authors in [78] provide an interesting introduction to domain-
knowledge for services composition. First, they explain the observed lack of it in the
services composition structural approach (UDDI, WSDL, SOAP). In fact, the latter does
not address the issue of the coordination and scheduling of services. Several industry
standards such as BPEL and WSFL offer solutions for “a priori” composition. According to
the authors, this is unsuited to a domain-specific approach (targeting a specific area; for
instance, scientific computing).

The other approach addressing this problem is the semantic approach based on on-
tologies, which enables a “sophisticated” service discovery. Some researchers describe the
possibility of using this technique of discovery (semantic matching) to manage the service
composition. The lack of this method is due to the indeterminism that may arise during the
selection phase, which is based on the semantic description of service functionalities. The
authors stress the fact that the e-science domain implies certain dynamic processes that the
structural and semantic approaches cannot cover. Hence, the domain-specific knowledge is
established to support the services’ dynamic selection and configuration. Methods such as
CommonKADS and OilEd have been introduced to interpret the domain-specific knowl-
edge provided by experts in a list of rules and actions. This list allows for building a service
recommendation system. These recommendations can be provided to a software agent
(such as that proposed in [79]) or the end-user through the development environment. This
will help to proactively improve the services selection and composition processes.

Returning to [78], the author proposed a prototype for the specific domain of engineer-
ing design search and optimization (EDSO) for the modeling, analysis, and optimization
of an aerodynamic object. This prototype helps less or more experienced users to build
(compose) a suite of EDSO algorithms represented in Web service form to meet their
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specific needs. Another study [80] suggested the same approach for service composition
by upgrading this process using domain-specific knowledge (in this case, it refers to a
life-science domain).

5. Mashups Editors: An End-User Services Composition Environment

Currently, we are witnessing the proliferation of Web services and APIs exposed
through the Web [81]. Service composition tools propose an environment to take advantage
of this proliferation by allowing users to compose services for their own interest. In addition,
Web 2.0 is “cultivating” and promoting a population of creative users who generate a
significant amount of content. However, as we have mentioned before, end-users have
no required skills to manipulate Web services. Thus, service composition platforms and
tools aim to provide features and facilities to help end-users in these operations. These
efforts have led to the emergence of the so-called Mashups. As an introduction, a Mashup
is defined as a Web application created by reusing existing Web resources, considered
here as services. The framework and environment used to create a Mashup is named a
Mashup editor (also called a Mashup creation environment or Mashup maker). This section
presents existing Mashup frameworks and conducted research studies, with a special focus
on features related to support for the end-user.

5.1. Mashup and Mashup Creation Environment

An application that combines content from more than one source into an integrated ex-
perience or service is called a Mashup. The process of “mashup creation” can be obviously
performed at the level of a Web programming language (e.g., PHP, java) by developers, or
more easily performed in frameworks (e.g., Mashup editors) by end-users. A Mashup is
a more informal service composition. Service developers often have strong preferences
with regard to their service creation environment. For end-users, a more user-friendly
environment is more attractive, but will of course imply fewer options [82]. Because they
are very intuitive, emerging service creation tools focus on how to enable the end-user
themselves to create Mashups. For instance, we find, in the Internet world, Yahoo Pipes (Ya-
hoo Pipes, http://pipes.yahoo.com/pipes/, accessed on 23 march 2010), Microsoft Popfly
(Microsoft Popfly, discontinued on 24 August 2009), MashMaker [83,84], MARGMASH [85],
and MARMITE [86], and, in the telecom world, eZweb [87].

5.2. Overview of Major Mashup Creation Environment

Mashup creation platforms support the user in integrating and orchestrating services
for their final composite application and provide an abstract layer that hides the com-
plexity of the underlying process model (e.g., BPEL). The growing visual programming
paradigm (graphical) of Mashups is the most common way to meet those requirements.
Other methods are the description of the processes via a naturally readable rule language,
occasionally called a controlled natural language (CNL), or the implementation of a time-
line that describes the user interaction on the basis of their chronological appearance. In
order to come to a comprehensive solution for the modeling process, several other aspects,
such as event-handling, dependencies between user interaction, or message flows, have to
be considered.

5.2.1. Graphical Editor

The graphical Mashups editor tool allows an end-user to create simple Mashups by
using the graphical user interface for drawing the workflow describing the logic of the com-
posite service. The end-user can simply drag/drop boxes representing the available build-
ing blocks (representing Web services) and connect them to indicate the flow dependencies.

Yahoo Pipes!

Yahoo Pipes is a Web application that consists of a graphical tool that provides end-
users with service composition capabilities (Mashups). Figure 8 is a screenshot of the

http://pipes.yahoo.com/pipes/
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Yahoo Pipes tool. The left side of the figure is the service database, and the right side is
the composite service created by the end-user. The composite service is defined by a set of
interconnected input/output boxes, representing service interfaces, and wires, representing
input/output connections between these interfaces.

MashMaker

MashMaker is a Firefox plug-in that enables the end-user to create their own Mashup
from existing websites. The most important innovation here is the data extraction from
Web pages that contain unstructured data. Figure 9 shows a “Facebook” Web page in
which the Mashmaker plug-in automatically extracts all addresses, names, and phone
numbers. Thereafter, if the user wants to display these addresses on a map, they just have
to drag/drop it into a mapping service (such as Yahoo Maps or Google Maps).

Figure 8. HousingMaps programmed in Yahoo! Pipes.

Figure 9. MashMaker example (using Google Maps).
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MARMITE

MARMITE is another framework that enables the end-user to create their own Mashup
with an incremental execution; users can execute a composite service step by step and see
the intermediate results (see Figure 10). It is also implemented as a Firefox plug-in too. Like
in Yahoo Pipes!, Marmite composite services are a set of boxes (called operators) chained
with wires. However, some services can have alternative associated displays, such as a
map or a video player. Users can link the output of a given service with the input of an
intended successor service. MARMITE authors have tested their framework on a sample of
six persons [86], where the first two are experienced programmers, two have experience
with spreadsheets but not with programming, and the remaining two have no experience
with either programming or spreadsheets. As a result, three out of six did not succeed in
building a composite service, and those who succeeded were those who had knowledge in
developing, with one having spreadsheet experience.

Figure 10. HousingMaps programmed in MARMITE.

Open Mashups Studio

The Open Mashups Studio (http://www.open-mashups.org/, accessed on 23 March
2008) is a Mashup creation environment introduced by Orange Labs. It is based on Open
Mashups Modeling (OMM). OMM is a domain-specific language dedicated to applications
based on component assembly. It uses a data flow paradigm to connect components and
a very simple type of system to represent exchanged data. As Figure 11 shows, Open
Mashups Studio is a Firefox plug-in and provides a similar environment to Yahoo Pipes or
Marmite. In addition, Open Mashups Studio users can specify the Mashup interface.

5.2.2. Natural Language Editor

The introduction of the semantic Web paradigm in service-oriented architectures enables
explicit representation and reasoning about services via a semantically rich description of their
operations. Natural language composition focuses on the development of interactive service
composition tools that use a textual user interface based on a natural language. For instance,
Ref. [88] introduces an approach towards service selection and composition based upon the

http://www.open-mashups.org/
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interpretation of user requests expressed through an informal human–computer interaction
interface that employs a controlled (restricted) natural language.

Figure 11. Open Mashups Studio screenshot.

Natural Language Composer

First introduced in [89] and then furthered in the SERVERY (http://projects.celtic-
initiative.org/servery/, accessed on 27 March 2016) project, the natural language composer
is used to create composite services based on the interpretation of a service request per-
formed using a restricted natural language. This interpretation is obviously constrained
by the number of service components that are annotated for natural language usage. An
example of a sentence that can be interpreted is “Send by SMS Paris weather translated in
English”, which will result in the on-the-fly creation of a service that will sequence three
basic services: the retrieval of the weather forecast from Paris, a translation of a given
text in English, and, finally, SMS sending Figure 12. Four main steps are performed to
make the system capable of interpreting such sentences and generating a service that can
be executed:

1. Based on the natural language annotation of services in the system, the parsing of
sentences is generally recursive in order to analyze and then find a possible candidate
among the list of existing annotated services;

2. The interpretation graph is constructed (in an intermediate formalism);
3. Based on the interpretation graph, the system generates the orchestration script in

order to create a sequence of service calls, and the arguments are appropriately
assigned;

4. The script is deployed into a given execution technology.

Ubiquity

Ubiquity is an add-on for Mozilla Firefox (https://wiki.mozilla.org/Labs/Ubiquity,
accessed on 06 October 2022) introduced by Mozilla labs [90]. It is an experimental interface
based on a natural language input. It is a collection of quick and easy natural-language-
derived commands that act as Mashups of Web services, thus allowing users to obtain
information and relate it to current and other Web pages. Users’ requests are based
on restricted natural language commands that can be extended by the community (see

http://projects.celtic-initiative.org/servery/
http://projects.celtic-initiative.org/servery/
https://wiki.mozilla.org/Labs/Ubiquity
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Figure 13). Basically, Ubiquity commands are small chunks of JavaScript (as an intermediate
scripting language) that can be interfaced with Web services.

Figure 12. Interface of the natural language composer.

Figure 13. Example of user’s request using Ubiquity.

5.3. General Properties Analysis

In [91], the authors present an overview of tools and environments for creating Mashup
to identify research issues. The authors point out and explain the difference between
Mashup development and classic component-based application development. The Mashup
targets specific situational needs (typically a use case). To perform this analysis, the au-
thors selected some Mashup creation environments (Yahoo Pipes, Google Mashup Editor,
Microsoft Popfly, etc.). They proposed reviewing these tools instantiated in a particular
Mashup sort that is the “housing maps application”. They identified the conceptual and
practical features that will help to structure the analysis. At the conceptual level, two
paradigms were distinguished: (i) the basic components that will be used to create a
Mashup, which could be either data, application logic, or the user interface. This clas-
sification results in a layered view of Mashups creation that will include three layers: a
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presentation layer (interface), data layer, and functional processes layer. (ii) The second
identified paradigm is the composition logic; in other words, how the components are
assembled. This operation depends on several parameters, which include: the output type
(data, application logic, or interface), the orchestration style (flow-based, event-based, or
layout-based), inter-component communication (one-to-one interface, centralized commu-
nication media), and the composition execution (instance-based or continuous).

At the Mashup creation environment level, several characteristics have been identified
and classified here through two concepts: (i) the user interface, which can be browser-based
(sometimes plug-ins), and is characterized by an environment type (drag and drop, textual,
or hybrid) in order to provide facilities for the user, who could be a Web user, an advanced
user, or a programmer. (ii) The execution environment, which is an important parameter
to consider since it stands for delivering Mashups for users. It is characterized by the
deployment type (hosting: local, Mashup provider, or a third party), the integration opera-
tion, which may occur on the server side (engine-based or Web-app-based implementation
style) or on the client side (for instance, within the browser via JavaScript), and, finally,
the scalability of the execution environment (number of data sources, composition models,
or users). This structured analysis allows for a detailed comparison of different Mashup
makers according to various criteria. However, unlike [92], this analysis mainly highlights
the Mashup environment’s technical aspects from the service providers’ viewpoint. It helps
to identify the technical issues to consider when implementing a Mashup maker for social
networking matters (e.g., scalability). Nevertheless, this study does not provide elements
that help to identify the requirements that each Mashup framework has to meet to become
as user-friendly as possible.

In [93], a similar study highlighted that Mashup creation can be separated into several
conceptual levels. This has introduced the concept of “lightweight composition”, which
is just another name, from the end-user point of view, for the Mashup creation process.
Furthermore, the authors focused on Mashup makers, with a special focus on community-
related and social network properties, which they named “mass collaboration” features.

From the end-user point of view, Grammel et al. [92] investigated tools and envi-
ronments for creating Mashups, which they called “Mashup makers”. This investigation
provided an advanced analysis of the main characteristics and properties provided by these
environments from the end-users’ point of view. The authors defined a Mashup as “an
end-user driven recombination of Web-based data and functionalities”. In this study, six
Mashup makers were selected and classified into three categories: information Mashup,
process Mashup, and Web site customization. Seven dimensions were defined in order to
analyze the selected Mashup makers, including the support for the community features
dimension, which represents a particular interest in our context. Indeed, community mem-
bers provide elements that can be reused by other members, create examples, and help each
other. Some features were identified and classified as: (i) Mashup sharing, (ii) collaborative
classification, notation, or marking, and (iii) exchanges and discussion forums. Accordingly,
the proposed analysis can be applied to the social network (of friends) case. For instance,
this analysis could be useful for the specification of a “Mashup maker” in order to optimize
end-users’ support features. We may notice that the authors have highlighted the need to
introduce social networking features at the heart of the Mashup creation process.

5.4. End-User Support

After reviewing the general properties of the Mashup creation environment, the next
section highlights, based on existing studies, the growing need for supporting the end-users
in order to help them compose services. Table 1 summarizes the main features provided
by the Mashup creation environments cited above. These features could potentially be
used as support for end-users at several levels. Moreover, in order to facilitate the service
composition for end-users, current Mashup editors provide an abstraction layer that hides
the technical specifications and simplifies them for the users. For example, providing
a Web service with an abstract description in the form of an input/output black box
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and a composed service in the form of a graphic flow or sequence of services. Most
Mashup editors also allow for the reuse of created composed services as building blocks
to compose other services. In addition, to help end-users to compose services, Mashup
creation environments provide learning materials such as videos, tutorials, and forums for
assistance. Learning by example is also an approach that allows new users to reuse and
edit Mashups that have been created by others. We categorize the features listed above as
indirect support for users in the process of composition.

To provide direct assistance to end-users, most Mashup editors tend to ease the
end-user intervention in the process of composition. This intervention can take place at
three levels:

• Pre-composition support: by facilitating the selection of services by features that are
either service categorization, textual, or contextual selection.

• Post-composition support: by providing the ability to tag or rate basic services. This
information is used later on by recommendation systems (collaborative filtering or
content-based) at the pre-composition phase in order to allow for the automatic
selection of services that fit with users’ preferences.

• In-composition support (at the services scheduling phase): for this case, no direct
features have been identified in the current Mashup editors that help end-users in
selecting services when they are creating a composite service (connecting services).

Table 1. Summary of the most relevant features offered by some Mashups environments.

M
S.

Po
pfl

y

Ya
ho

o!
Pi

pe
s

IB
M

M
as

hu
p

C
en

te
r

In
te

lM
as

hm
ak

er
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Sharing Mashups Y Y Y Y

Community features Tagging Y Y Y Y
Rating Y Y Y N

Discovery and selection
Text-Based Search Y Y Y N
Categorization of services Y Y Y N
Context Y N N N

Nevertheless, several studies have shown the potential of exploiting the interactions of
users with services as a basis for supporting features to the end-user. In this same direction,
through a use-case approach, Floyd et al. [94] highlighted the APIs proliferation on the
Web in parallel with the number of creative Web users. The study shows the benefits of
the collaboration between end-users and developers, which combines the innovation and
creativity of end-users with the expertise of developers. Automating this collaboration
is an important challenge that we are looking to tackle. In that regard, an interesting
study [95] describes the interactions of Yahoo! Pipes’ users. This can be used to extract
social structures based on an analysis of user interactions. Furthermore, these users interact
with services through the Mashups that they create. Soriano et al. [96] emphasize the
growing importance of the user–service relationship in a service-oriented architecture for
composing services. In fact, the authors introduce EZWeb, an environment for sharing
Mashups between colleagues, as a basis for co-production in an enterprise context. In
addition, Refs. [97,98] emphasize the phenomenon of what they call “social interaction”
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between services. In fact, the aspects of trust and reliability between services may impact
the service selection for the composition. Yu and Woodard [81] propose a very interesting
view of the ecosystem of Mashups. This study, on the Programmableweb API repository
(http://programmableweb.com, accessed on 14 October 2021), has truly shown that the
utilization of services follows a long-tail effect (power-law distribution), one of the major
and interesting properties in social networks [99]. We believe that service recommendation
is a solution for disseminating expertise between users to enable them to compose services.

In this regard, context-based frameworks for service selection and composition have
been proposed in [100,101]. Moreover, the authors in [102] provide a context-aware service
discovery framework based on social knowledge. Social relationships and potential behav-
ioral similarities between users, or, in general, among users with similar interests, allow
for the inference of further user’s interests. Such an approach is more widely related to
the intersection between information retrieval and social network analysis as exhaustively
stated in [103], and has been applied to connected application domains such as augmented
virtual environments [104].

5.5. Other Related Technologies

Some of the recent technologies in software engineering such as Low-code can be
related to Web service composition and mashups in different ways. Low-code is a devel-
opment approach that allows developers to create complex applications with minimal
coding. This can be used in Web service composition by allowing developers to easily
create and compose Web services using visual drag-and-drop interfaces and pre-built
components, rather than writing code from scratch. Low-code platforms often include a
visual development environment similar to Mashups, where developers can drag and drop
pre-built components, such as Web services, forms, and user interface elements, to create a
functional application. They also include pre-built connectors and integrations with other
systems, such as databases and third-party services, to allow developers to quickly and
easily connect to other systems and services.

Low-code and Mashups are both related to Web service composition, but they have
some key differences. A Mashup is a Web application that combines data or functionality
from multiple sources into a single, integrated experience. Mashups can be created by
combining Web services, APIs, and other data sources together, usually by writing code to
connect and integrate them. In our context, we refer to Mashups that do not require writing
code to create the integration between different services. On the other hand, low-code is a
development approach that allows developers to create complex applications with minimal
coding. It uses visual drag-and-drop interfaces, pre-built components, and other abstraction
layers to allow developers to create applications without having to write extensive amounts
of code. Low-code platforms often include a visual development environment, where
developers can drag and drop pre-built components, such as Web services, forms, and user
interface elements, to create a functional application.

6. Discussion and Conclusions

We presented in this paper a literature review of Web service composition and end-
user oriented composition environments (Mashup editors). In this regard, we discussed the
concepts of service, SOA, Web services composition, and its key concepts. We classified the
different approaches to service composition either from system or end-user perspectives.

In particular, we pointed out the concepts of SOC and composition of services, which
were originally developed for enterprise application integration, and have recently evolved
for end-users usage, typically Web users. These end-users are characterized by limited
technical and programming skills, but are nevertheless producing Web content. In fact, in
the Web 2.0 context, one of the interesting properties of end-users is their ability to produce
or participate in producing content. Web 2.0 has brought a set of different technologies
dedicated to end-users (even in an enterprise context), so it has become very easy for such
users to publish or annotate resources (user-generated content (UGC)). Furthermore, these

http://programmableweb.com


Future Internet 2023, 15, 59 27 of 32

end-users are tying new relationships based on interests to the generated content, and
stay in touch with their social relatives through online social networks and collaborative
environments. Consequently, the composition of services should currently be driven by end-
user needs, as it is encouraged by online environments of sharing and social interactions
through the Internet.

Mashup editors have emerged as an answer to this evolution in order to overcome the
technical complexity that the end-users are facing and to ease the composition process for
them. In fact, through this Mashup concept, existing works have provided (i) abstraction
features such as visual workflow language, (ii) community features such as rating and
tagging, and (iii) service selection facilities such as text-based search. Even if these features
are absolutely necessary, we hardly believe that they are sufficient. In particular, during
the composition process itself, and as we have pointed out previously, existing features do
not currently provide any direct support to end-users. In fact, the users have to manually
select and connect all services in order to compose them according to specific requirements
and the composition logic. This phase of the composition represents a relatively painful
phase of the process due to the lack of support.

Regarding the evolution of the Web from Web 1.0 to Web 4.0, Web 1.0 was about
connecting to the Internet and retrieving information, Web 2.0 was the advent of social
media and user-generated content, Web 3.0 was the advent of the semantic Web, where
computers generate and think about new information instead of humans, and Web 4.0 is
the Internet of Things, or, as we call it, the intelligently connected Web.

The objective was to propose a comprehensive and consistent classification framework
by conducting a thorough analysis of the different Web service composition approaches
and providing a clear and detailed explanation of the proposed classification framework.
However, as in most classification approaches, our taxonomy was limited because it was
intended for the end-user perspective of Web service composition, and hence did not
cover many other classification criteria, such as QoS, expressiveness, scalability, security,
and interoperability.

Different emerging approaches promote the continuous assistance of the end-user
when they are composing services. This concept is sometimes presented as a service
dynamic recommendation [105], where, in a Mashup environment, such a feature is called
Mashup completion [106]. In other interesting recent studies [107–109], new environments
for Web service composition (such as on mobile devices) have been explored.

While Web 2.0 was a central motivation of this work since we considered service
composition as user-generated content (UGC), it is interesting to keep in perspective the
evolution of the Web from Web 1.0 to Web 4.0. Going beyond the Web 1.0 paradigm,
which was about connecting to the Internet and retrieving information, and the Web 2.0
paradigm, which was about social media and user-generated content, Web 3.0 represents
the emergence of the semantic Web in order to relate semantic information and unleash its
potential. On the other hand, Web 4.0 is considered as the Internet of Things, where billions
of devices are expected to be connected through the Intelligent Web, providing a new set of
paradigms when it comes to Web service composition [110].

The Web 3.0 and Web 4.0 technologies and capabilities associated with these concepts
are expected to provide more personalized and intuitive experiences for users, which can
improve the usability and user-friendliness of Web service compositions [111]. For example,
the “semantic Web” aspect of Web 3.0 is expected to enable Web services to understand the
meaning and context of the data that they process, which can provide more accurate and
useful results for end-users. Similarly, the “intelligent Web” aspect of Web 4.0 is expected to
include technologies such as artificial intelligence and natural language processing, which
can provide more personalized and intuitive experiences for end-users. Additionally, with
the help of AI and ML, Web services are able to understand the needs and preferences of the
users and provide a more personalized and intuitive composition of service. Overall, Web
3.0 and Web 4.0 are expected to bring new technologies and capabilities that will improve
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the usability and user-friendliness of Web service compositions, which will be beneficial
for end-users.

With respect to emerging technologies in machine learning (ML) and artificial intelli-
gence (AI), Web service composition can be used to build more sophisticated and intelligent
systems. For example, a Web service that uses natural language processing (NLP) to un-
derstand and respond to user requests could be combined with a Web service that uses
ML to make recommendations, resulting in a more powerful and user-friendly service.
Additionally, AI-based Web services can be integrated into Web service compositions to
provide a more accurate and efficient processing of data. As these technologies continue to
evolve, the possibilities for Web service composition will likely expand further.
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