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Abstract: Graphs are versatile structures for the representation of many real-world data. Deep
Learning on graphs is currently able to solve a wide range of problems with excellent results. However,
both the generation of graphs and the handling of large graphs still remain open challenges. This
work aims to introduce techniques for generating large graphs and test the approach on a complex
problem such as the calculation of dose distribution in oncological radiotherapy applications. To this
end, we introduced a pooling technique (ReNN-Pool) capable of sampling nodes that are spatially
uniform without computational requirements in both model training and inference. By construction,
the ReNN-Pool also allows the definition of a symmetric un-pooling operation to recover the original
dimensionality of the graphs. We also present a Variational AutoEncoder (VAE) for generating graphs,
based on the defined pooling and un-pooling operations, which employs convolutional graph layers
in both encoding and decoding phases. The performance of the model was tested on both the realistic
use case of a cylindrical graph dataset for a radiotherapy application and the standard benchmark
dataset sprite. Compared to other graph pooling techniques, ReNN-Pool proved to improve both
performance and computational requirements.

Keywords: graph neural network; variational autoencoder; pooling; nearest neighbours

1. Introduction

Deep Generative Modeling involves training a deep neural network to approximate
the high-dimensional probability distribution of the training data, enabling the generation
of new examples from that distribution. There are various approaches to deep generative
modeling, such as Generative Adversarial Networks (GANs) [1], Variational AutoEncoders
(VAEs) [2], and Normalizing Flow models [3]. A comprehensive review of deep generative
modeling can be found in [4].

In some cases, the architecture includes both an encoding and a decoding scheme,
as is the case with models such as VAEs. The encoding process is typically used to obtain
compact representations of the data distribution, often achieved through pooling operations
that reduce the dimensionality of the data. The creation of a “bottleneck” by embedding
the input samples in lower and lower dimensional spaces enables the extraction of essential
features of the data. The decoding scheme, on the other hand, often employs reverse
techniques used in the encoding, such as un-pooling operations, to restore the original
dimensionality of the data.

In recent years, there has been a growing interest in utilizing Deep Learning in the field
of Medical Physics. Specifically, in Radiotherapy (RT), Deep Generative modeling presents
a valuable opportunity to streamline the calculation of deposited dose distributions by
radiation in a given medium. These data, which are currently computed using more
resource-intensive methods, can be utilized to optimize and validate RT treatment plans.
Little effort has been made so far in this area, except for in the works of [5,6]. Models
for this application should possess two key properties. Firstly, a high resolution in dose
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prediction is crucial and requires the ability to process large data efficiently. Secondly,
models should be lightweight to enable their use in resource-constrained medical devices
and for online training. In the future, real-time imaging may enable real-time treatment
planning optimization, making it imperative to use fast Deep Learning models during both
training and inference.

Deep Learning applications can find a role in specialised hardware for both resource
efficient deployment and fast inference tasks. These models are referred to as Lightweight
models and they are designed to be small and efficient, making them well-suited for use
on resource-constrained devices. Notable applications are embedded software in Internet
of Things (IoT) devices [7], wearable medical devices [8], and real-time applications such
as online video analysis, e.g., online crowd control [9]. A similar need is also present for
models developed for fast inference on accelerated hardware, for which a keypoint example
is the trigger analysis in high energy physics experiments [10]. These models are typically
smaller and less complex than traditional deep learning models, which allow them to run
on devices with limited computational power and memory. Moreover, designing them
often involves trade-offs between computational resources and performance.

Deep Generative Modeling is commonly based on Convolutional Neural Networks
(CNNs) for many applications, as they are one of the most powerful tools for processing
grid-like data in Deep Learning frameworks. However, a significant amount of real-world
data is better described by more flexible data structures, such as graphs.

A graph is defined by a pair G = (V, E). V = {vi}N
i=1 is a set of N vertices, or nodes,

while E = {eij}N
i,j=1 is the set of edges, which carry the relational information between

nodes. The edge set E can be organised into the adjacency matrix A, an NxN binary matrix,
whose elements Aij are equal to 1 if a link between i-th and j-th node exists and is equal
to 0 otherwise.

To address learning tasks on graphs, there has been an increasing interest in Graph
Neural Networks (GNNs). These architectures typically use Graph Convolutional layers
(GCNs), which allow for the processing of data on graphs, generalizing the concept of
convolutions in CNNs. There are currently several types of GCNs available, ranging from
the simplest models [11,12], to those based on graph spectral properties [13], and those that
include attention mechanisms [14]. Although it is currently possible to achieve excellent
results in solving various problems of classification, regression, or link prediction on graphs,
graph generation remains an open challenge [15].

Unlike images, graphs often have complex geometric structures that are difficult to
reproduce, particularly in an encoder–decoder framework. Despite various approaches
existing, there is currently no standard method for addressing this class of problems.
Standard classes of models for graph generation are Graph AutoEncoders (GAEs) and
Variational Graph AutoEncoders (VGAEs) [16], which apply the concepts of AutoEncoders
and Variational AutoEncoders (VAEs) to graphs. However, these architectures can only
reconstruct or generate the adjacency matrix of the graphs, not the features of their nodes.
Additionally, while these models can learn meaningful embeddings of node features,
the graph structure and number of nodes remain fixed during the encoding process,
resulting in no compression of input data through pooling operations and no bottleneck.

Different strategies have been developed for pooling operations on graphs. Early
works used the eigen-decomposition for graph coarsening operations based on the graph
topological structure, but these methods are often computationally expensive. An alterna-
tive algorithm is the Graclus algorithm [17], used in [13] and later adopted in other works
on GNNs. Approaches like this aim to define a clustering scheme on graphs, on top of
which it is possible to apply a standard max or mean pooling. Other approaches, such as
SortPooling [18], select nodes to pool based on their importance in the network. There is
also a stream of literature that bases pooling operations on spectral theory [19,20]. Finally,
state-of-the-art approaches rely on learnable operators that, such as message-passing layers,
can adapt to a specific task to compute the optimal pooling, such as DiffPool [21], Top-K
pooling [22], and ASAPooling [23]. These pooling methods have been demonstrated to
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perform well when integrated into GNN models for graph classification, but all have
limitations. For example, DiffPool learns a dense matrix to assign nodes to clusters, thus
it is not scalable to large graphs. Top-k pooling samples the top-k aligned nodes with a
learnable vector, not considering the graph connectivity. In this way, after the pooling,
a good connectivity between the surviving nodes is not guaranteed. ASAPooling uses a
self-attention mechanism for cluster formation and a top-k scoring algorithm for cluster
selection, also taking into account graph connectivity. While overcoming some limitations
of previous methods, this pooling requires more computations, which can lead to high
computing needs for large graphs.

In contrast to pooling procedures, there is currently a lack of solutions for un-pooling
operations for graphs that can be considered the inverse of pooling. The only works
that attempt to define such operations are described in [22,24]. Other decoding schemes
for graph generation are designed in different ways, most of which are task-specific.
For example, in many algorithms for protein or drug structure generation, decoding
is conducted by adding nodes and edges sequentially [25,26]. On the other hand, there are
also works on “one-shot” graph generation, with decoding architectures that can output
the node and edge features in a single step [27,28]. However, in various works that use this
approach, the decoding of nodes and edges are considered separately and do not take into
account the structure of the graphs. For example, in [29], a 1D-CNN is used to decode node
features and a 2D-CNN is used for edge features.

In summary, we found that the current literature lacks:

• A pooling operation for graph data that takes into account graph connectivity and,
at the same time, is lightweight and scalable to a large graph;

• A graph generative model based on an encoder–decoder architecture;
• A decoding solution that is based on the message passing algorithm.

In this study, we propose a model for graph generation based on Variational AutoEn-
coders. We focus on the case of graph data with a fixed, regular, and known geometric
structure. To this end, we have developed:

• Simple, symmetrical, and geometry-based pooling and unpooling operations on
graphs, which allow for the creation of bottlenecks in neural network architectures
and that are scalable to large graphs;

• A Variational AutoEncoder for regular graph data, where both the encoding and
decoding modules use graph convolutional layers to fully exploit the graph structure
during the learning process.

The remainderof the study is organized as follows. In Section 2, we describe our pro-
posed deep learning architecture and the datasets used. First, in Section 2.1, we introduce
our Nearest Neighbors Graph VAE, describing how the developed pooling and unpooling
techniques work and how they are integrated into the generative model. Then, in Section 2.2,
we describe the benchmark sprite dataset and present our own set of cylindrical-shaped
graph data for a Medical Physics application. In Section 3, we present the results of ap-
plying our Graph VAE to the described datasets. We also conduct an ablation study to
compare the performance of our model using different pooling and unpooling techniques.
The paper concludes with a final discussion in Section 4.

2. Materials and Methods
2.1. Nearest Neighbour Graph VAE

In this section, we introduce our Nearest Neighbour Graph VAE model, which uses
graph convolutions in both the encoding and decoding operations. To create a bottle-
neck in the architecture, we propose new symmetrical graph pooling and un-pooling
techniques, which we refer to as Recursive Nearest Neighbour Pooling and Un-Pooling
(ReNN-Pool and Un-Pool). Such operations enable the construction of a VAE decoder
based on graph convolutions.
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2.1.1. ReNN-Pool and Un-Pool

In CNNs, pooling operations are widely used to decrease the dimensionality of feature
maps while increasing the receptive fields of neurons when processing grid-like data.
This is easily possible on images, where a standard pooling layer typically involves a
downsampling operation such as the max or mean function applied to groups of nearby
pixels. Conversely, applying this idea to graph structures is generally a challenging task.

However, there are cases where, although data does not have a grid-like shape and
can be better processed with GNNs, the graph structures are fixed and have a regular
and known geometry. For example, some datasets may contain examples whose data are
arranged in a cylindrical or spherical structure. For these cases, we developed a simple
pooling operation (ReNN-Pool) that can sub-sample graph nodes in a regular way.

The ReNN-Pool consists in a masking operation and a subsequent update of the
adjacency matrix of the graph. First of all, nodes are sorted on the basis of their position in
the graph. For example, if samples have a cylindrical structure, nodes can be hierarchically
ordered on the basis of their positions along the z, θ and r axes. Then, the masking operation
is carried out. Masking consists in dropping, i.e., removing, certain nodes from the graph.
The process is performed in a recursive manner on the sorted node list. It begins with the
first node, which is preserved, while all its nearest neighbours are dropped and removed
from the node list. The process then continues with the next node and repeats, until all
nodes in the list have been processed.

After the masking, we rewire links between the “survived” nodes, connecting the
ones that were 2nd order neighbours before the masking. This is conducted substituting
the adjacency matrix A with A2. If we call M the vector that contains all the indices of the
“survived” nodes, X = {xi}N

i=1 and A, respectively, and the nodes’ feature matrix and the
adjacency matrix before the pooling, the application of ReNN-Pool gives in output:

X′ = {x′i}N
i=1, where x′i =

{
xi, if i ∈ M
0, otherwise

A′ =

{
A2

ij, if i, j ∈ M

0, otherwise

The process is illustrated in Figure 1.

Masking

Rewiring
Figure 1. Pooling. The ReNN-Pool operation consists of two steps: masking and rewiring. In the first
step, recursively on the whole graph, a node is selected and all its nearest neighbours are dropped.
In the second step, nodes are linked to the ones that were their 2nd order neighbours.

In the case of regular geometrical graph structures, by construction, pooled and not-
pooled nodes are evenly spread across the graph; thus, the choice of the starting node does
not affect the performances of the model in which the ReNN-Pool is used. For irregular
graph structures, the performance can depend on the choice of the first node. However,
in principle this can become an hyperparameter to optimize using a validation set. Such a
possibility will be explored in future works.
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On regular graphs, the masking operation allows one to define evenly spread clusters
of nodes. In fact, the surviving nodes can be thought as centroids of the clusters made up
by their nearest neighbours. These clusters can be used to perform a mean or max pooling
on graphs in addition to the simple masking. A comparison of these methods is presented
in Section 3.

Due to the fact that the creation of masks and the adjacency matrices’ augmentation in
our pooling only depends on the graph structure of data, it is possible to compute and store
them before the training. This has two main advantages. First, the pooling operation has
no influence on the computational needs both in the training and the inference phase. Thus,
it can be used inside lightweight models for resource-constrained devices and it is scalable
for graphs of any size. Second, such masks and adjacencies can also be used to define an un-
pooling operation that is symmetrical to the pooling one. Such a possibility is particularly
relevant for the construction of generative encoder–decoder models, but also crucial for
symmetrical architectures such as U-nets [30], where skip connections connect graphs with
the same geometrical structure. Starting from a lower dimensional (pooled) representation
of the graph with a feature matrix X and adjacency A2, the Un-Pool layer embeds back the
nodes in their original position in the higher dimensional representation of the graph, that
has an adjacency matrix A. All other restored nodes are initialized to 0. A similar idea for
the un-pooling was already explored [22]. An illustration of the un-pooling operation is
shown in Figure 2.

Embedding

back

Figure 2. Un-Pooling. The Un-Pool operation consists in embedding the nodes of a pooled graph in
their initial position in the bigger original graph structure. All other restored nodes are initialized to 0.

2.1.2. ReNN Graph VAE Architecture

A Variational AutoEncoder is a generative model with an encoder–decoder structure.
First the encoder learns to represent high dimensional input data as a distribution in a low
dimensional space, called “latent space”. The decoder is then trained to recover the original
data, sampling a point from such distribution. We refer the reader to the Appendix B and
the original paper [2] for a detailed description of the model.

In our architecture, the encoding consists of three subsequent repetitions of two
operations: a graph convolution and a ReNN-Pool operation. For the graph convolution,
we chose to use the GraphConv layer [11]. With this convolution, the new features of nodes
are just linear combinations between their old features and the mean of the features of their
neighbourhood, followed by a ReLu activation:

x′i = ReLu

W1xi + W2
1

|N(i)| ∑
j∈N(i)

xj

. (1)
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Eventually, to increase the expressive power of the network, one can also include edge
features eij in the computation, considering instead:

x′i = ReLu

W1xi + W2
1

|N(i)| ∑
j∈N(i)

eijxj

. (2)

In particular, we consider edge features eij to be learned parameters of the Neural Network.
The number of output channels of the GraphConv in the three subsequent repetitions

is set to 16, 32, and 64.
After the three graph encoding steps, the node features are put together and flattened.

Then, the dimensionality of data is further reduced through a linear layer.
The encoded data is processed as in a standard VAE architecture with Gaussian prior

to that.
Data points are mapped to Gaussian distributions in the latent space and, using the

reparameterisation trick, a variable Z is sampled from those distributions.
The decoding uses the same graph representations employed for the encoding, but in

reverse order. After an initial decoding linear layer, we repeat for three times the series
of an un-pooling layer and a graph convolution. For the convolutions, we employ again
the GraphConv layers with the output channels’ number set to 32, 16 and 1. In this way,
the original dimensionality of the data is recovered. The activation function of the last
convolutional layer is a sigmoid. The model is trained minimizing the standard β-VAE loss
function, defined in Appendix B, with binary cross entropy as the reconstruction term.

The concatenation of a graph convolution and a pooling operation can be thought of
as an “encoding block”, while the union of an un-pooling operation and a convolution
can be thought of as a “decoding block”. Various architectures can be built using different
numbers of blocks. In Figure 3, for example, our VAE architecture is illustrated, but with
only two blocks in the encoder and decoder.

Z
μ

σ

Graph Conv

Graph ConvGraph Conv

Graph Conv

Un-Pooling

Un-Pooling

Pooling

Pooling

Figure 3. Full scheme. Schematic representation of our Re-NN Graph VAE with two encoding blocks
and two decoding blocks. Each block is made up of a graph convolution and a pooling (un-pooling)
operation. In the lower part of the picture, the VAE sampling and the encoding (decoding) linear
layers are represented.

2.2. Datasets
2.2.1. Energy Deposition Datasets

The architecture presented in this work was developed for a specific application in
Medical Physics, which is the generation of the distribution of the dose absorbed by a
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medium interacting with a given particle beam, conditioned to beam parameters and
medium density. Specifically, the approach was developed for a frontier application
in radiation oncology therapy, which makes use of high-energy electron beams (Flash
Therapy [31]).

The datasets for this task are built simulating an electron beam interacting with a
material using Geant4 [32], a toolkit in C++ for Monte Carlo simulations in particle physics.

The two datasets differ on the material in which electrons deposit their energy. In the
first case, this material is a cubic volume filled with water. We will refer to this dataset as
“Water Dataset”. In the second case, to increase the complexity of the task, we inserted a
slab of variable density in the water volume. This slab is orthogonal to the electrons’ beam
and has a fixed position and thickness. The density of the slab is uniformly sampled at
each run of the simulation between 0 and 5 g/cm3 (for reference, water density is 1 g/cm3).
We will refer to this dataset as “Water + Slab Dataset”. In both cases, the particles’ energies
are sampled uniformly between 50 and 100 MeV, which is the typical range of energies for
the FLASH radiotherapy with high-energy electrons.

Energy deposition data are collected in a cylindrical scorer, aligned with the elec-
tron beam, and divided in 28 × 28 × 28 voxels along z, θ and r axes. The cylindrical
shape is particularly useful in our application because it allows for higher precision near
the beamline.

Each example in the dataset is therefore a set of 283 voxels arranged in a cylindrical
shape. Voxels have only one feature, and correspond to the amount of energy deposited in
them by the simulated particle beam. Each example of the Water Dataset is labelled by the
initial energy of the electron beam, while in the other dataset examples are labelled by both
the particles’ initial energy and the slab’s density. An illustration of a typical example from
these datasets is shown in Figure 4. Besides the representation of the original data in the
left panel, we also show how the ReNN-Pool operates on nodes. As it is possible to see,
the nodes’ pooling is conducted in a spatial and uniform way.

Figure 4. Dataset and ReNN-Pool. From the left, the panels show the representation of a typical
example from the energy deposition datasets and two pooled representations of the same example.
The nodes in light grey have null features, while all others show an energy distribution within the
considered range.

Datasets, respectively, consist of 4662 and 6239 examples and are divided in train,
validation and test sets on the basis of particle energy and slab density. In particular, in the
Water Dataset, the test set is made up of examples with a particle’s energy ranging between
70 and 80 MeV. In the Water + Slab Dataset test set, the examples have the same range of
initial energies and slab density values, ranging between 2 and 3 g/cm3. In both cases,
the rest of the dataset is used for validation and trains with a ratio of 1/10.

Test sets have been chosen in this way in order to test the network ability to interpolate
between samples and generalise to unseen configurations.

For both datasets, we imposed a graph structure on the data. Each voxels was asso-
ciated with a node and nodes were linked within each other with a nearest neighbours
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connectivity. In this way, the nodes in the center and on the outer surface of the cylinder
have five neighbours, while all others have six neighbours.

2.2.2. Sprite Dataset

The sprite dataset is a benchmark dataset for the latent space feature disentaglement
in VAEs and consist of a set of 2D images representing pixelized video game “sprites”. The
aim of testing our Graph VAE on such a dataset is to show that our model can also work
as a standard Variational AutoEncoder on tasks that are different from the one for which
it was developed. Although a CNN would reasonably be the best choice for this dataset,
images can also be thought of as graphs with a regular structure; therefore, they should
also be processed effectively by our model.

We used part of the dataset employed in [33], available online (https://github.com/
YingzhenLi/Sprites, accessed on 17 November 2022). Such a dataset consists of 9000 examples
for training and 2664 for testing. Each example is a sequence of 8 frames of a sprite perform-
ing an action. We decided to keep the first frame for each example, so we ended up with
9000 images, divided into a training and validation set with a 1/8 ratio, and 2664 images
for testing. Each image is 64× 64 pixels and represents a standing sprite whose attributes
are organized in 4 categories (skin color, tops, pants and hairstyle) with 6 variations each,
and 3 orientations (left, center and right).

To process such a dataset with our architecture, we had to impose a graph structure
on the data. Therefore, we associated a node to each pixel and connected nodes with a
grid-like connectivity. In this way, internal nodes have 4 edges, border nodes have 3 edges
and corner nodes have 2 edges.

3. Results
3.1. Results on Energy Deposition Datasets

We trained our VAE with the two energy deposition datasets described in the previous
section. Here, we present the results that regard the reconstruction of the energy deposition
distribution from the test set. The DL model was trained for 200 epochs and the best set
of learnable parameters was chosen as the one that minimizes the validation loss. We set
the latent space dimensionality to 1, for the Water Volume dataset, and to 2 for the other
dataset. For the weight update, we used the Adam optimiser with an initial learning rate
of 0.003 and an exponential scheduler with λ = 0.9. The hyperparameter β of the VAE,
defined in Appendix B, was set to 1.

To evaluate the performance of our model, we considered both local node-per-node
and global reconstruction metrics. As a node-per-node reconstruction metric, we use the
δ-index, developed by [5]. This metric is inspired by the standard γ-index [34], used for
the clinical validation of treatment plans, and is currently used in the field to evaluate DL
models for energy deposition data generation. The reconstruction error on each node is
defined as:

δ =
Xreco − XGT
max(XGT)

(3)

where Xreco is the node feature predicted by the VAE, while XGT is the ground truth node
feature in the corresponding example. Then, as a reconstruction performance measure, we
consider the 3% passing rate, which is the percentage of nodes with a δ index smaller than
3% . In the water volume case, our Network reaches 99.4% of nodes with a 3% passing rate,
while the water volume + Slab case reaches 98.4%, as reported in Table 1.

https://github.com/YingzhenLi/Sprites
https://github.com/YingzhenLi/Sprites
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Table 1. Results on energy deposition reconstruction. We report mean relative errors on energy
profiles and total energy along with the mean 3% δ-index passing rate. Uncertainties are computed
as standard deviations. Values are computed on test sets.

Dataset z Profile Error r Profile Error Total Energy Error δ < 3%

Water 5.8 ± 3.4% 2.6 ± 1.6% 2.2 ± 1.6% 99.3 ± 0.1%
Water + Slab 6.9 ± 3.4% 3.0 ± 1.2% 2.2 ± 1.6% 98.6 ± 0.3%

As global evaluation metrics, we consider the error on relevant physical quantities
that the generative model should reconstruct well. To this end, we compute the relative
error on three quantities:

• Total energy: computed by summing the features of all nodes.
• z profile: computed by integrating, i.e., by summing, the features of all nodes along

the r and θ axes.
• r profile: computed by integrating, i.e., by summing, the features of all nodes along

the z and θ axes.

In Figure 5, we show the energy profiles along the z and r axes. The upper Figure 5a
regards the Water Dataset, while the lower Figure 5b refers to the Water + Slab one. In
each panel, the blue line correspond to the ground truth, i.e., Monte Carlo simulated data,
while the orange line refers to the reconstructed data from our Network. In both cases,
the Network reconstructs the profiles well. The mean relative errors on profiles and total
energy deposition are reported in Table 1, along with their standard deviation on the
test set.
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(a)

Figure 5. Cont.
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Figure 5. Energy profiles reconstruction. Distribution of energy deposition along z and r axes from
the test sets of the Water dataset (a) and the Water + Slab dataset (b). The blue lines correspond to the
Monte Carlo simulated data, while the orange lines refer to the reconstructed data from our Network.

While the errors on the r profile, total energy and overall reconstruction are quite low
and around 1–3%, the errors on the z profile are around 6%. To understand such a result,
we included in the analysis the variance in the Monte Carlo simulations. We fixed the
particle energy and slab density to be the ones in the example in Figure 5b, and we ran
100 Monte Carlo simulations computing the mean and standard deviation of the energy
deposition profile along the z axis. We also generated 100 energy deposition distributions
for feeding our VAE the test set example relative to the chosen particles’ energy and slab
density, as well as computed the mean and standard deviation for the z profile.

In Figure 6, we show the comparison of the standard deviation over the mean of the en-
ergy profile along the z axis between Monte Carlo simulations (left) and VAE reconstruction
(right). The red dashed lines represent the slab with different (in this case higher) density,
where most of the energy is released. Note that most of the errors in the reconstruction
is relative to regions where there are fluctuations in the energy deposition, and so in our
training set generated by Monte Carlo simulations, they are not negligible.
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Figure 6. Standard deviations in MC and VAE. Comparison of standard deviation over mean of
the energy profile along the z axis between Monte Carlo simulations and VAE reconstruction in the
Water + Slab setting. Values are estimated for 100 MC runs with fixed parameters and 100 VAE
execution with the same example as input. Results demonstrate how VAE’s largest errors are in
regions where energy deposition fluctuation, and so Monte Carlo’s ones, are not negligible.
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3.2. Results on Sprite Dataset

For this task, to increase the expressive power of the architecture, we used both
variants of the GraphConv layers. In particular, in the first layer of the encoder (and in a
symmetrical way in the last layer of the decoder), we used the GraphConv without edge
weights described in Equation (1). In the other layers, we used the GraphConv with edge
weights (Equation (2)). Such weights are learned using Linear layers. A full description of
the model is given in Appendix A.

We trained our Graph VAE for 50 epochs with a batch size of 50 and set the latent
space to have 5 dimensions.

For the weight update, we used the Adam optimiser with an initial learning rate
of 0.005 and an exponential scheduler with λ = 0.95. In this case, The hyperparameter β of
the VAE, defined in Appendix B, was set to 2.

As shown in Figure 7, our model can also work like a standard CNN VAE for image
generation. In the upper panel, we show a comparison between the input images and the
reconstructed ones. In the lower panel, we show how the VAE can learn a disentangled
representation of features and can also interpolate through samples. In particular, we
show how when fixing all dimensions of the latent space but one, it is possible to generate
samples with a continuously changing hair style. A direct comparison with a standard 2D
CNN VAE is presented in Appendix C.

(a)

(b)

Figure 7. Results on sprite dataset. (a) Comparison between input sprite images (first row) and
reconstructed ones (second row). (b) Images generated fixing all the latent variables’ dimensions but
one, which is varied. Generated sprites have fixed attributes but a continuously varying hair style.

3.3. Ablation Study on Pooling

We performed an ablation study to asses the impact of the pooling technique on the
model’s performance. The model was evaluated on the Water + Slab dataset using the
reconstruction metrics discussed in Section 3.1. Five pooling techniques were considered:

• ReNN-Pool: the one proposed in this work with only the simple node masking;
• ReNN Mean Pool: mean pooling on clusters defined by the masking operation of

ReNN-Pool;
• ReNN Max Pool: max pooling on clusters defined by the masking operation of ReNN-Pool;
• Random Pool: dropping random nodes in the graph;
• Top-k Pool: defined in [22], dropping nodes on the base of features’ alignment with a

learnable vector.

For the Random Pool and Top-k Pool, we fixed the ratios of the pooled nodes to be
the same as the one of the ReNN-Pool. Such ratios are sequentially: 50%, 87% and 84%.
After the node dropping, the adjacency matrix is updated from A to A2, connecting second
order neighbours, as conducted in this work and recommended in [22], where the Top-k
pooling was introduced. The un-pooling operations employ the same node masks and
adjacency matrices of the pooling operations; thus, they are always symmetrical to them.
The results of the ablation study are presented in Table 2, where it is demonstrated how the
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architectures with the ReNN-Pool and Un-Pool operations outperform the other models.
The results relative to the addition of mean and max operations are very likely related to
the kind of data processed, which are smooth energy distributions in a cylinder. With such
data, it is reasonable that the ReNN Mean Pool performs similarly to the simple ReNN-Pool
and that adding the max operation leads to worse results.

Table 2. Results of ablation study on pooling. Comparison of the results on the test set of the
Water + Slab dataset using different pooling and un-pooling techniques. Mean relative errors on
energy profiles and total energy along with the mean 3% δ-index passing rate on test sets are reported.

Pooling z Profile Error r Profile Error Total Energy Error δ < 3%

ReNN-Pool 6.9 ± 3.4% 3.0 ± 1.2% 2.2 ± 1.6% 98.6 ± 0.3%
ReNN Mean Pool 6.4 ± 3.0% 2.8 ± 1.1% 2.0 ± 1.4% 98.6 ± 0.3%
ReNN Max Pool 22.6 ± 9.9% 5.0 ± 1.8% 3.2 ± 2.3% 97.5 ± 0.7%

Random Pool 172.6 ± 21.7% 52.2 ± 3.7% 2.0 ± 1.5% 92.4 ± 0.4%
Top-k Pool 51.7 ± 3.4% 75.1 ± 9.1% 4.0 ± 2.6% 79.9 ± 1.3%

A plausible explanation of the better performances of ReNN-Pool-based techniques
with respect to the Random and Top-k Pool relates to the connectivity of the graphs.
ReNN-Pool is specifically designed for data to always be represented by a single connected
graph. Indeed, after each pooling operation, the receptive field of the remaining nodes
is enlarged but there is no loss of information due to the disconnected clusters of nodes.
Conversely, with random pooling or Top-k pooling there is no guarantee that this will
happen. Actually, in most cases, after such pooling operations, the graph structure breaks
up in different unconnected clusters. That is particularly true when the graph exhibits only
local connectivity.

4. Discussion

In this work, we presented our Nearest Neighbour Graph VAE, a Variational AutoEn-
coder that can generate graph data with a regular geometry. Such a model fully takes
advantage of the Graph convolutional layers in both encoding and decoding phases. For
the encoding, we introduced a pooling technique (ReNN-Pool), based on the graph con-
nectivity that allows us to sub-sample graph nodes in a spatially uniform way and to alter
the graph adjacency matrix consequently. The decoding is carried out using a symmetrical
un-pooling operation to retrieve the original graphs. We demonstrated how our model can
reconstruct well the cylindrical-shaped graph data of energy deposition distributions of a
particle beam in a medium.

We also evaluated the performance of the model on the sprite benchmark dataset,
after transforming the image data into graphs. Although it can not be directly compared
with more sophisticated and task specific algorithms for image synthesis, our model has
the ability to generate good quality images, create disentangled representations of features,
and interpolate through samples as well as a standard CNN VAE. Finally, we performed
an ablation study on pooling. The results show how, on our task on large regular graphs,
using the ReNN-Pool is more efficient and leads to better performances versus using a
state-of-the-art technique, such as Top-k Pool.

Finally, we believe that ReNN-Pool represents a simple, lightweight and efficient
solution to pool regular graphs. It requires no computation during either the training or
inference of models because node masks and adjacency matrices can be computed and
stored early on. Thus, it is directly scalable to graphs of any size, contrarily to state-of-the-
art pooling techniques. Moreover, the definition of a symmetrical un-pooling technique
enables the construction of graph decoding modules, which can take advantage of graph
convolutional layers. The current limitation of our pooling is that it has been only tested on
regular graphs. However, a test on irregular graphs is among our future research directions.
Although ReNN-Pool is not directly usable on all types of graphs, such as fully or highly
connected ones, we believe that it could also be an efficient solution for irregular graphs
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with small to medium-sized node neighbourhoods. We also plan to test our method on
graph U-Net architectures, where the symmetry between encoding and decoding is needed.
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Abbreviations and Symbols
The following abbreviations and symbols are used in this manuscript:

DL Deep Learning
CNN Convolutional Neural Network
GAN Generative Adversarial Networks
VAE Variational AutoEncoder
RT Radiotherapy
GNN Graph Neural Networks
GCN Graph Convolutional layers
GAE Graph AutoEncoders
VGAE Variational Graph AutoEncoders
ReNN-Pool Recursive Nearest Neighbour Pooling
ELBO Evidence Lower Bound
(z, θ, r) Cylindrical coordinate system
X = {xi}N

i=1 Node feature vector
A = {Ai,j}N

i,j=1 Adjacency matrix
M ReNN-Pool masking vector
N Number of nodes in the graph
N(i) Number of neighbours of node i
eij Weight of the edge between node i and j
Wk Generic weight of the Neural network
Z Latent space variable
δ δ-index

Appendix A. Full Model Description

In the following Tables, we report a detailed list of the layers that compose the mod-
els we used to run the experiments described in Section 3. Next to the name of each
layer, we report the number of parameters in it and the number of nodes and edges in
the graphs after the layer execution. In particular, in Table A1, we describe the model
used on the Water + Slab dataset. For the Water dataset, we used the same architecture
except for the last two linear layers of the encoder and the first one of the decoder, whose
output (input) number of channels was set to 1, instead of 2, in accordance with the latent
space dimensionality.

In Table A2, the version of the Re-NN Graph VAE used for the Sprite dataset is
described. The linear layers between the pooling (un-pooling) operations and the graph
convolutions are responsible for learning the edge features which enter in the computation
of the GraphConv marked with eij.

https://lpc.opengameart.org/
https://lpc.opengameart.org/


Algorithms 2023, 16, 143 14 of 17

Table A1. ReNN Graph VAE used for the Water + Slab dataset. For the Water dataset, the same
architecture was used but the parameter marked with an asterisk was changed to 1, in accordance
with the latent space dimensionality.

Layers Parameters N Nodes N Edges

Graph Encoder GraphConv (1, 16, ‘mean’) 48 21,952 128,576
ReNN-Pool - 10,976 188,216

GraphConv (16, 32, ‘mean’) 1056 10,976 188,216
ReNN-Pool - 1470 21,952

GraphConv (32, 64, ‘mean’) 4160 1470 21,952
ReNN-Pool - 236 6206

Linear (64 × 236, 64) 966,720 - -
Linear (64, 2*) 130 - -
Linear (64, 2*) 130 - -

Graph Decoder Linear (2*, 64) 192 - -
Linear (64, 64 × 236) 981,760 - -

ReNN-Unpool - 1470 21,952
GraphConv (64, 32, ‘mean’) 4128 1470 21,952

ReNN-Unpool - 10,976 188,216
GraphConv (32, 16, ‘mean’) 1040 10,976 188,216

ReNN-Unpool - 21,952 128,576
GraphConv (16, 1, ‘mean’) 33 21,952 128,576

Table A2. ReNN Graph VAE for sprite dataset.

Layers Parameters N Nodes N Edges

Graph Encoder GraphConv (3, 16, ‘mean’) 112 4096 16,128
ReNN-Pool - 2048 15,874

Linear (1, 15,874) 31,748 - -
GraphConv (16, 32, ‘mean’, eij) 1056 2048 15,874

ReNN-Pool - 528 3906
Linear (1, 3906) 7812 - -

GraphConv (32, 64, ‘mean’, eij) 4160 528 3906
ReNN-Pool - 136 930

Linear (64 × 136, 64) 557,120 - -
Linear (64, 5) 325 - -
Linear (64, 5) 325 - -

Graph Decoder Linear (5, 64) 384 - -
Linear (64, 64 × 136) 565,760 - -

ReNN-Unpool - 528 3906
Linear (1, 3906) 7812 - -

GraphConv (64, 32, ‘mean’, eij) 4128 528 3906
ReNN-Unpool - 2048 15,874

Linear (1, 15,874) 31,748 - -
GraphConv (32, 16, ‘mean’, eij) 1040 2048 15,874

ReNN-Unpool - 4096 16,128
GraphConv (16, 3, ‘mean’) 99 4096 16,128

Appendix B. Variational AutoEncoder

A Variational AutoEncoder is a generative Deep Learning model first proposed by
Kingma and Welling [2]. It is a special AutoEncoder based on the variational Bayes
inference, whose goal is to learn the distribution of the training data and to be able to
sample new datapoints from it. The underlying hypothesis is that datapoints {x} are the
results of a generative process controlled by a variable z that lives in a low dimensional
space, called latent space, and their distribution is thus:

p(x) =
∫

p(x|z)p(z)dz,
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where the prior p(z) is often considered Gaussian. The model is made up of two networks:
the encoder and the decoder. The encoder qψ(z|x) maps the input data to a distribution in
the latent space. Thanks to the reparemeterisation trick, a point from such a distribution is
sampled in a fully differentiable way and processed by the decoder pψ(x|z) to retrieve the
original data. The model is trained maximising the evidenced lower bound (ELBO) of the
data likelihood:

{ψ, φ} = argmaxψ,φ

[
Ex∼qψ(·|x)

[
logpφ(x|z)− DKL(qψ(z|x)|p(z))

]]
After training, new datapoints x can be generated sampling z in the latent space and

passing it to the decoder. Starting from a standard VAE, it is also possible to slightly modify
the loss function by adding a scalar hyperparameter β > 1:

{ψ, φ} = argmaxψ,φ

[
Ex∼qψ(·|x)

[
logpφ(x|z)− βDKL(qψ(z|x)|p(z))

]]
.

The model with such a modification is known as β-VAE [35] and is recognised to
promote a better disentangling of features’ embedding in the latent space.

Appendix C. ReNN Graph VAE vs. CNN VAE

We performed a quantitative comparison between our ReNN Graph VAE and a stan-
dard 2D CNN VAE on the Sprite benchmark dataset. The CNN comprise 2D convolutional
layers and mean pooling in the encoder and 2D transpose convolutions and upsampling in
the decoder. A full description of the model is given in Table A3. The model was trained
for 50 epochs with a batch size of 50, setting the latent space to have 5 dimensions. For the
weight update, we used the Adam optimiser with an initial learning rate of 0.005 and an
exponential scheduler with λ = 0.95. In order to obtain a disentangled representation for
the hair style in the latent space, we had to set the β parameter to 4.

To quantitatively evaluate the performance of our model on this dataset, we considered
the Structure Similarity Index Measure (SSIM). It is a perception-based measure that
considers image degradation as the perceived change in structural information. While
pixel-per-pixel reconstruction metrics, such as as MSE or the previously used δ-index,
estimate absolute errors, the structural information considers the strong inter-dependencies
between spatially close pixels that carry important information about the image as a whole.
Both CNN VAE and ReNN Graph VAE reached an average SSIM on the test set of 0.90.

In Figure A1, we also report a comparison between some ground truth, ReNN Graph
VAE reconstructed sprites and CNN VAE reconstructed sprites from the test set. Both
VAEs work well, but it is possible to spot some differences. CNN VAE reconstructed
images are slightly blurrier that the originals, while the ReNN Graph VAE has slightly less
bright colours.

Ground truth

ReNN Graph VAE

CNN VAE

Figure A1. Ground truth vs. reconstructed sprites. Comparison between sprites from the test set
with their reconstructed counterpart by ReNN Graph VAE and a standard CNN VAE.
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Table A3. Two-dimensional CNN VAE for sprite dataset.

Layers Parameters

Graph Encoder Conv2d (3, 16, kernel_size = (3, 3, 3)) 448
AvgPool2d (kernel_size = 2, stride = 2) -
Conv2d (16, 32, kernel_size = (3, 3, 3)) 4640
AvgPool2d (kernel_size = 2, stride = 1) -
Conv2d (32, 64, kernel_size = (3, 3, 3)) 18,496
AvgPool2d (kernel_size = 2, stride = 2) -

Linear (64 × 169, 64) 692,288
Linear (64, 5) 325
Linear (64, 5) 325

Graph Decoder Linear (5, 64) 384
Linear (64, 64 × 169) 703,040

Upsample (size = (26, 26), mode = ‘bilinear’) -
ConvTranspose2d (64, 32, kernel_size = (3, 3, 3)) 18,464

Upsample (size = (29, 29), mode = ‘bilinear’) -
ConvTranspose2d (32, 16, kernel_size = (3, 3, 3)) 4624

Upsample (size = (62, 62), mode = ‘bilinear’) -
ConvTranspose2d (16, 3, kernel_size = (3, 3, 3)) 435
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